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The prevalence of smart devices and cloud computing has led to an explosion in the
amount of data generated by IoT devices. Moreover, emerging IoT applications, such as
augmented and virtual reality (AR/VR), intelligent transportation systems, and smart
factories require ultra-low latency for data communication and processing. Fog/edge
computing is a new computing paradigm where fully distributed fog/edge nodes located
nearby end devices provide computing resources. By analyzing, filtering, and processing
at local fog/edge resources instead of transferring tremendous data to the centralized
cloud servers, fog/edge computing can reduce the processing delay and network traffic
significantly. With these advantages, fog/edge computing is expected to be one of the key
enabling technologies for building the IoT infrastructure.

Aiming to explore the recent research and development on fog/edge computing
technologies for building an IoT infrastructure, this Special Issue collected several dozens
of submissions and finally published 10 articles (one review and nine full-length articles)
after the thorough review process. The selected articles cover diverse topics such as
resource management, service provisioning, task offloading and scheduling, container
orchestration, and security on edge/fog computing infrastructure, which can help to grasp
the recent trends, as well as the state-of-the-art algorithms of the fog/edge computing
technologies.

The review article “Resource Management Techniques for Cloud/Edge and Edge Com-
puting: An Evaluation Framework and Classification” authored by Adriana Mijuskovic
et al. [1] provides a comprehensive review on the resource management techniques applied
for cloud, fog, and edge computing. They first classify various techniques into six classes,
such as discovery, load-balancing, off-loading, deployment, QoS (quality of service), and
energy management according to the goal and methodologies, and then analyze each algo-
rithm from the viewpoint of the resource management types, such as resource allocation,
workload balance, resource provisioning, and task scheduling.

The next article “Optimal Service Provisioning for the Scalable Fog/Edge Computing
Environment” written by Jonghwa Choi and Sanghyun Ahn [2] proposes a service provi-
sioning algorithm to optimally place service images for the service demands obtained from
the prior time interval. They propose two heuristic algorithms such as MC-SP (maximal
coverage service provisioning) and FC-SP (flexible coverage service provisioning) based
on the logical fog network. The evaluation results show better performance than the
on-demand resource provisioning mechanism in terms of the number of service image
placements and the network cost per service request.

In the article [3], Md Delowar Hossain et al. propose a fuzzy decision-based task
offloading management (FTOM) scheme in multi-tier MEC (multi-access edge computing)
systems. The FTOM scheme selects an optimal target node to offload the task based on
the server resource status and network condition, where it is designed to prefer the local
or nearby servers by considering the latency sensitiveness of the tasks. The performance
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evaluations show that the proposed scheme outperforms the existing scheme in terms of
the successful task offloading rate and the task completion time.

Another article, “Dynamically Controlling Offloading Thresholds in Fog Systems”,
authored by Faten Alenizi and Omer Rana [4], proposes an offloading scheme that can
dynamically adjust the threshold to offload the tasks based on two algorithms such as
the dynamic task scheduling (DTS) and dynamic energy control (DEC). The experimental
results prove that the delay and the throughput can be improved by dynamically adjusting
the ratio of tasks to be processed locally and the tasks to be offloaded based on the resource
status of the local fog node and its neighboring nodes.

The article “Deep Reinforcement Learning-Based Task Scheduling in IoT Edge Com-
puting” authored by Shuran Sheng et al. [5] formulates a Markov decision process (MDP)
model for the resource allocation and task scheduling problem in the IoT edge comput-
ing environment, where computation-intensive tasks are scheduled and processed by an
individual virtual machine with heterogeneous capacity. They apply deep reinforcement
learning (DRL) to solve the MDP problem, and they demonstrate that the proposed algo-
rithm achieves better performance in terms of task success ratio and the cumulative task
satisfaction degree than the benchmark methods.

The next article “Efficient Implementation of NIST LWC ESTATE Algorithm Using
OpenCL and Web Assembly for Secure Communication in Edge Computing Environment”
written by Bosun Park and Seog Chung Seo [6] proposes methods to efficiently operate the
ESTATE crypto algorithm using Web Assembly and OpenCL parallel processing for secur-
ing edge computing applications. The experimental evaluation shows that the proposed
mechanism is five times faster than the C implementation by simultaneously encrypting
data to be transmitted to multiple devices through OpenCL parallel processing.

In the article “Identification of IoT Actors” [7], Suada Hadzovic et al. focus on
clarifying the identification of IoT actors used in one thousand IoT-related standards.
Based on the five layers of computing paradigm such as cloud, fog, edge, mist, and
dew computing, they define the IoT model by mapping diverse IoT actors as well as IoT
components such as a thing, gateway, service, user, etc., which is expected to provide a
clearer clarification of the blurred definition of IoT actors and their relationship.

The article “Hyper-Angle Exploitative Searching for Enabling Multi-Objective Opti-
mization of Fog Computing” authored by Taj-Aldeen Naser Abdali et al. [8] formulates a
novel fog computing optimization framework to achieve multiple objectives, such as time
latency, energy consumption, energy distribution, renting cost, and reliability at the same
time. They propose an HAES (hyper-angle exploitative searching) algorithm to prioritize
solutions within the same rank. The evaluation results show that HAES outperforms the
benchmark protocols in terms of various performance metrics, such as the hyper volume
measure, the number of non-dominated solutions, generational distance measure, delta
metric, and the set of coverage measure.

The last two articles focus on the Kubernetes container orchestration platform. The
article “Horizontal Pod Autoscaling in Kubernetes for Elastic Container Orchestration”
authored by Thanh-Tung Nguyen et al. [9] addresses that the Kubernetes provides diverse
autoscaling mechanisms to support the high availability and scalability of the services.
They investigate HPA (horizontal pod autoscaling) through diverse experiments. By
including the comparison of the difference between Kubernetes resource metrics (KRM)
and Prometheus custom metrics (PCM), they provide a detailed analysis and lessons to
optimize the performance of HPA in the Kubernetes cluster.

The next article, “Balanced Leader Distribution Algorithm in Kubernetes Clusters”,
authored by Nguyen Dinh Nguyen and Taehong Kim [10], focuses on the stateful applica-
tions requiring a strong consistency of data among the replicas. The authors address that
the leader-based consistency mechanisms may lead to a workload imbalance problem that
a specific node with multiple concentrated leaders suffers from the heavy load due to its
inherent design. They propose a balanced leader distribution algorithm to overcome the
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problem, and the experimental evaluations prove that distributing the leaders throughout
nodes in the cluster improves the overall throughput of the cluster as well.
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Abstract: Processing IoT applications directly in the cloud may not be the most efficient solution
for each IoT scenario, especially for time-sensitive applications. A promising alternative is to use
fog and edge computing, which address the issue of managing the large data bandwidth needed by
end devices. These paradigms impose to process the large amounts of generated data close to the
data sources rather than in the cloud. One of the considerations of cloud-based IoT environments
is resource management, which typically revolves around resource allocation, workload balance,
resource provisioning, task scheduling, and QoS to achieve performance improvements. In this
paper, we review resource management techniques that can be applied for cloud, fog, and edge
computing. The goal of this review is to provide an evaluation framework of metrics for resource
management algorithms aiming at the cloud/fog and edge environments. To this end, we first
address research challenges on resource management techniques in that domain. Consequently, we
classify current research contributions to support in conducting an evaluation framework. One of the
main contributions is an overview and analysis of research papers addressing resource management
techniques. Concluding, this review highlights opportunities of using resource management tech-
niques within the cloud/fog/edge paradigm. This practice is still at early development and barriers
need to be overcome.

Keywords: resource management; cloud computing; fog computing; edge computing; algorithm
classification; evaluation framework

1. Introduction

The Internet of Things (IoT) connects everyday devices with each other and with
the larger Internet to bring more meaningful interactions between objects and people.
The connection process typically brings together sensing, actuating, and control devices.
Additionally, these devices conform to the necessary standard compliant communication
protocols. IoT can realize the purpose of smart identifying, discovering, following, and
controlling things in many efficient and diverse ways [1].

Thus, IoT is becoming popular in domains such as smart healthcare, transport, logis-
tics, retail, industrial automation, and many others. For example, airports can operate in a
significantly smarter manner. IoT can monitor the volume and flow of people at the airport.
It can be applied in smart airfield lighting systems, to provide preventive maintenance
and reduction of fuel consumption [2]. Additionally, improvement of the airport luggage
delivery system can be completed by placing RFID tags and making use of smart sensors.
That can be done to detect whether the luggage is transported to the proper person at the
correct time and place [3]. These are a few instances that represent how the IoT technology
can make the operational structure at the airport more efficient.

Sensors 2021, 21, 1832. https://doi.org/10.3390/s21051832 https://www.mdpi.com/journal/sensors
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There are many other domains such as road and bridge monitoring, supply chain,
healthcare, and water pipe monitoring, where IoT can be applied to improve the reliability
of the specific information management systems.

The number of ubiquitous devices deployed in a geo-distributed manner is increasing
at a rapid rate, and it is reaching up to billions. Smart devices produce an extensive amount
of data, which needs to go through network infrastructures. Frequently, this can emerge
as a problem. The generated data can be used to reinforce the working and evolution of
smart environments. In existing cloud infrastructures, the data are sent to cloud servers
for further processing and then returned to the devices. To this end, cloud computing has
emerged, yet this paradigm is still commonly perceived as being at an exploratory phase.
The National Institute of Standards and Technology (NIST) defines cloud computing as a
design that allows sharing of many computing assets in format of services to clients. With
this concept, users can efficiently modify their requirements at a low cost [4]. Another
definition in a wider perspective [4] declares that services are provided by applications and
systems’ software in a data center.

However, cloud computing has certain limitations: the need to transport data from
each single sensor to a data center over a network, process these data, and then send
instructions to actuators. This represents a large limitation because: (a) the communication
increases latency considerably; and (b) since sensors and actuators are often on the same
physical device, control information might be outdated as well.

Fog and edge computing may aid cloud computing in overcoming these limitations.
Fog computing and edge computing are no substitutes for cloud computing as they do
not completely replace it. Oppositely, the three technologies can work together to grant
improved latency, reliability, and faster response times. The geo-distributed nature of the
fog layer and the edge devices also enable location awareness (see the next paragraphs).
One of the key differences between fog and edge computing refers to where the intelligence
and the processing power reside.

Fog computing employs many nodes between the cloud and the end devices in which
intelligence can be located. These allocated smart nodes represent base stations or access
points [5]. By bringing intelligence away from the cloud, fog computing can process the IoT
data in close proximity to the data sources. Afterward, it can use resources from the cloud
(only if needed) in a more effective mode than through individual devices. For instance,
fog computing can move the intelligence to a Local Area Network (LAN) position in the
network architecture and thereby provide support of data processing in a fog node or an
IoT gateway [6].

Edge computing is about moving the intelligence, computing power, and intercommuni-
cation capabilities of an edge gateway straight to the devices. It typically does not associate
with any types of cloud-based services but concentrates more on the IoT device-side [6]. An
example includes mobile services, which need ultra-low latency and real-time access to a
radio network. Edge computing can be seen as an approach to forward the computation and
communication resources from the cloud towards the edge. That is done to enable services by
avoiding latency and thereby provide swift message delivery to users [7].

In this paper, we focus on resource management techniques for cloud, fog, and edge
environments. A considerable amount of research has been done on different techniques for
resource management in cloud, fog, and edge computing. A proper resource management
is important because task offloading can cause more expenses in terms of downtime and
energy costs (e.g., due to required communication between sensing devices and servers).
Furthermore, processing excessive resources at the servers can impact the task performance
delay in a system that contains a vast number of users. Hence, efficient computational
offloading is relevant when dealing with IoT resource management.

Studies already provided a classification of resource management algorithms and
exploratory comparative analyses of applied algorithms in the cloud, fog, or edge scenarios.
However, to our knowledge, limited literature exists on analyzing resource management
techniques for cloud, fog, and edge computing while taking into account resource manage-

6



Sensors 2021, 21, 1832

ment metrics. Some of these metrics are: resource allocation, workload balancing, resource
provisioning, and task scheduling.

In this paper, we aim to present an evaluation framework for applied algorithms for
resource management focusing on cloud, fog, and edge computing. It can be useful to
provide researchers and practitioners insights into how resource management techniques
are used within the realm of cloud, fog, and edge computing. First, analyzing existing
approaches can shed some light on the current state-of-the-art and act as a source of
reference for future work. Second, presenting an overview of the studied algorithms
attributes and characteristics can make it possible to: (1) identify specialized solutions
tailored to specific user needs; and (2) generalize about the dispersed view on the cloud,
fog, and edge computing paradigm.

To provide an answer to this challenge, we first address current challenges in cloud,
fog, and edge computing with a focus on resource management. Consequently, we provide
an analysis of solutions to these challenges from the existing literature. To this end, we
identify and analyze 16 different resource management solutions and derive a taxonomy
to evaluate them effectively. One of our key contributions refers to the classification and
evaluation framework of resource management techniques. Another contribution is the
analysis and discussion about the suitability of algorithms concerning a particular solution
paradigm (i.e., cloud–fog, fog–edge, fog-only, and cloud-only solution). To make the
functionality of the reviewed resource management techniques more explicit and present it
in more detail, we provide a classification of the features given by the algorithms.

The remainder of this paper is organized as described below. Section 2 outlines the
methodology that we follow in this research. In Section 3, we present architectural overviews
on cloud, fog, and edge computing and address background information on resource manage-
ment techniques. Section 4 discusses challenges and limitations in the cloud, fog, and edge
computing related to resource management. Section 5 provides an evaluation framework
for applied algorithms in cloud, fog, and edge scenarios. Section 6 presents a classification
overview of the suitability of algorithms concerning a solution paradigm. Section 7 gives a
discussion and an outlook for the limitations of this study. Section 8 concludes the study.

2. Methodology

We use the Design Science Research (DSR) methodology as discussed by Hevner [8]
to structure the research in several steps (see Figure 1). The first phase is exploratory
and discusses literature and challenges in the cloud, fog, and edge architectures with a
focus on resource management. This represents the foundation for the development of the
evaluation framework for applied algorithms in cloud/fog and edge scenarios, which is
also completed in the first phase. The second phase includes the classification of resource
management techniques, and a discussion of the findings.

Step 1

Exploratory phase - 
Literature review

Step 1

Exploratory phase - 
Literature review

Step 4

Classification of resource 
management algorithms

Step 4

Classification of resource 
management algorithms

Research Phase 1Research Phase 1

Research Phase 2Research Phase 2

Step 2

Challenges in architectures 
and resource allocation

Step 2

Challenges in architectures 
and resource allocation

Step 3

Evaluation framework for 
applied algorithms in cloud/

fog and edge scenarios

Step 3

Evaluation framework for 
applied algorithms in cloud/

fog and edge scenarios

Step 5

Discussion of results

Step 5

Discussion of results

Figure 1. Research methodology followed throughout this paper.
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The DSR is used as follows:

1. Research phase 1—Exploratory phase. This phase includes the DSR activities, which
are necessary for the development of this research’s artifact (the evaluation overview),
including the literature, knowledge base, and research theory.

(a) Collect research studies regarding the architectural overview for cloud, fog, and
edge computing and research on existing resource management techniques.

(b) Gather knowledge about challenges in architectures for cloud, fog, and
edge computing.

(c) Collect literature on algorithms applied for cloud, fog, and edge scenarios.

2. Research phase 2—Classification and discussion. This phase includes the design
and development of the second artifact (classification of the resource management
techniques).

(a) Overview existing literature for attributes related to resource management.
(b) Classify and compare the literature.
(c) Examine which research challenges are addressed by the articles.

3. Background and Related Work

This section first introduces a high-level architectural study of cloud, fog, and edge
computing. The section proceeds with discussing the role of resource management tech-
niques for such architectures. Finally, we discuss some architectural overviews of cloud,
fog, and edge computing applied to particular application domains.

3.1. High-Level Architectural Overview

Figure 2 presents a high-level architectural design of a typical IoT infrastructure
including cloud, fog, and edge infrastructures, which can be applied in a smart pallet
logistics case study. The architecture consists of a cloud network as the top layer, a fog
network as the middle layer, and an edge layer as the bottom layer.

Figure 2. An example of cloud/fog/edge architecture for a smart pallet case study.

The concept of cloud computing is about enabling anything as a service such that
services can be merged, shared, and monitored with minimum involvement [9]. Users
can access services in a ubiquitous manner, through the network, and on request. There
is a certain amount of time that is needed to accomplish the communication between the
cloud and the existing IoT devices, which will be automatically added to the processing
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time. The accumulated time is captured by the cloud servers and it contributes towards the
increase of a system’s latency. Furthermore, this motivates the appearance of drastic effects
on power and energy consumption [10]. As a result of the caused high latency, there can
be indications of degradation in the Quality-of-Service (QoS) and Quality-of-Experience
(QoE). Additionally, this will influence the reliability level of the system and generate
delays in communication, capacity reduction, and excessive energy consumption. Some
of the desired features for IoT infrastructures include modest latency, low response time,
location awareness, low energy consumption, and portability support.

To accommodate some of these features, the computational paradigm fog computing
was proposed [11]. In fog computing, data processing tasks are offloaded onto numerous
middle-ware devices present in the network as a middle layer between the cloud and the
end IoT devices. Each fog device is capable of processing the data that are being captured.
This way, the overall latency is reduced, as the processing, happening locally, can lead to
faster utilization, also locally, of the knowledge gathered. Fog computing represents the idea
of broadening the cloud where the “things” are enhancing the application performance by
removing the information processing within the cloud, and also by diminishing the bandwidth
utilization in the network [12]. It has appeared as a promising technology that transports
cloud applications in closer proximity to physical IoT devices. A fog node can also be seen
as a mini-cloud, which is located near the edge layer of the network, and thus near the IoT
devices connected to it [13]. A fog server represents a virtualized equipment, which contains
on-board storage, computing, and communication capabilities. These features are meaningful
when supporting the IoT application execution. Fog computing has been designed to deliver
the following three core contributions: (1) diminish latency as the data are analyzed close to
its sources from where it is initially gathered; (2) stabilizing network traffic, which is enabled
by offloading gigabytes of network traffic from the core network connecting to the cloud; and
(3) privacy and security support, which is enabled through proximity-by storing sensitive
data in the nearby computer and network systems [12].

In edge computing, data processing is offloaded onto the edge devices [14]. Edge
computing pushes the position of applications, services, and data to be close to the sources
where such services are requested. In particular, the edge devices can be ’exploited’ by fog
computing nodes to handle some of the calculations, storage, and transmissions locally.
Edge computing technologies are commonly deployed on single devices.

A limitation of using solely cloud computing is that a centralized cloud computing
concept may not be sufficient for data processing and analyzing the vast amount of data
gathered from IoT devices. One cause can be the (massive) data transfer which results in
limited network performance. Edge computing is typically about transferring computing
tasks from a centralized cloud to the edge layer (near the IoT devices). As a result, the
transferred data are typically already pre-processed and much more compact than raw
information [14].

The design of efficient allocation mechanisms for processing data among resources
spread within various layers can be challenging. Especially in (near) real-time scenarios, a
decision needs to be made quickly. Consider the example of having two data processing
types: batch and stream data processing. Processing (big) batch data may happen (mostly)
in the cloud, while most of the stream data processing may be more suitable for being
distributed to fog or edge nodes. Depending on the design, a small set of stream data may
also need further processing on the cloud. Likewise, some pre-processing might also be
necessary at an edge node before transferring data to higher layers. System designs are
vital for maximizing the potential of both computing paradigms effectively in real-time
environments.

3.2. An Example of Resource Allocation in a Cloud/Fog System

Resource allocation strategies in cloud/fog/edge systems are responsible for assigning
accessible resources to the system users [15]. It can be a challenge to assign resources
efficiently to applications and their end users/consumers [16].
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To give an example, consider the design model of [16]. This model administers the
resource allocation in a fog environment (see the representation in Figure 3). The cloud–fog
environment model is composed of three layers: a client layer, a fog layer, and a cloud
layer. First, a solution for resource management is realized in the client and fog layers to
accomplish the requirement of resources for clients. If there is no/limited availability of
resources in the fog layer, then the request is passed to the cloud layer. The main functional
components of this model are as follows:

• The fog server manager employs all the available processors to the client.
• Virtual machines (VMs) operate inquiries for the fog data server, process them, and

then deliver the results to the fog server manager.
• Fog servers contain one fog server manager and virtual machines to conduct requests

by using a ’server virtualization technique’.

Client Autonomus Mobile Sensor

Client
 Request

Fog Server Manager

VM
1

VM
2

VM
3

VM
n

Hypervisor

Hardware

Cloud Data
Center 1

Cloud Data
Center 2

Cloud Data
Center n

Communication 
Network

Hardware

Fog Server Manager

VM
1

VM
2

VM
3

VM
n

Hypervisor

HardwareHardware

Fog Server Manager

VM
1

VM
2

VM
3

VM
n

Hypervisor

Hardware

Request Request

Request Request

Fog Data Center 1

Response to Client

Figure 3. Three-layer architecture [16].

3.3. Some Application Domains
3.3.1. An Architecture Based on Cloud, Fog, and Edge Computing Paradigms in Real-Time
Internets-of-EveryThings

According to Seal and Mukherjee [17], there are definite tiers of a universal fog
computing architecture. Tier 1 depicts the ’Edge Tier’, which consists of multiple Terminal
Nodes (TNs). TNs represent mobile and smart nodes that are capable of detecting various
location parameters and then transmitting them to the upper layer. Tier 2 is known as the
middle layer or the ’Fog Layer’. This layer is composed of smart devices: routers, gateways,
switches, and access points that can contribute to data computation, data storage, routing,
and packet delivery. Tier 3 is known as the cloud computing layer, which contains personal
computers and servers.
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Virtual Clusters (VCs) are defined as location-based parameters, which are composed
of IoE devices often known as TNs. In this specific case, the role of TNs is to examine their
environment and then transfer the data to the fog layer. Each Fog Instance (FI) monitors its
own VC. The fog computing architecture can be further categorized into two sub-components:
(a) the fog abstraction layer; and (b) the fog orchestration layer [17]. The first one deals with
the management of fog resources, virtualization support, and configures tenant privacy, while
the second layer contains the fog properties. Some of the fog properties are: heterogeneity,
edge location, geographical distribution, support for mobility, real-time interactions, and
interoperability. The fog orchestration layer consists of a software agent known as foglet,
dedicated to monitoring the condition of the terminal devices. A decentralized database is
used for scalability and fault tolerance, and the service orchestration module’s role is to be
responsible for the policy-based routing of application requests. The orchestration module
also needs to decide whether it will transmit to cloud centers.

The fog devices’ utilization is for limited semi-permanent storage, which facilitates
provisional data storage and handles applications that are sensitive to latency. The cloud is
accountable for the storage of large data chunks within its data centers. Those data centers
typically contain massive computational abilities. The fog layer enables the cloud to be
accessed and applied in an efficient and controlled manner.

3.3.2. An Architecture for Smart Manufacturing Based on Cloud, Fog, and Edge Paradigm

Cloud computing reinforces ubiquitous and on-demand network access to a distribut-
ing pool of computing resources (e.g., processing and storage facilities, appliances, services,
etc.). By using virtualization technology, cloud computing shelters the diversification of ba-
sic devices and provides different services in a transparent way to the users, including IaaS
(Infrastructure-as-a-Service), PaaS (Platform-as-a-Service), and SaaS (Software-as-a-Service).
Because of the expansion of various access devices, cloud computing can encounter obsta-
cles in bandwidth, latency, network unavailability, privacy, and security. Fog computing
is viewed as an expansion of cloud computing to the edge network, conducting services
(e.g., computation, storage, and network) in close proximity to the end-user devices (e.g.,
network routers), instead of transferring data to the cloud [18]. In a fog computing concept,
data storage and processing largely depend on local devices, rather than on a cloud system.

Complementary to fog computing, edge computing grants computation to be com-
pleted at the edge of the network and an approaching environment to the data
sources [18]. The crucial divergence between fog and edge computing is that fog depends
on the interconnection amid nodes, while edge computing operates in the segregated
edge nodes.

Edge computing administers services nearby the data sources to meet the critical
requirements on privacy, security, agile association, and real-time optimization [18]. In
pursuance of enlarging the application of smart manufacturing, by utilizing the cloud and
administering future aspects of smart solution applications, a reference architecture based
on cloud/fog/edge computing for smart manufacturing has been recommended.

3.4. Techniques for Handling Resource Management

There are many articles discussing mechanisms for handling resource management
(e.g., allocation, provisioning, workload balance, and task scheduling). Specific goals relate
to reduction of the overall energy consumption, the latency, or the overall communication
costs. This section presents a concise literature overview on different techniques for han-
dling resource management in cloud/fog and edge computing. The metrics under which
we evaluate the reviewed research are algorithm classification type, deployment scenario,
resource management criteria (resource allocation, resource provisioning, workload bal-
ance, and task scheduling), QoS, energy management, and environment. In the appointed
evaluation, we focus on analyzing 16 state-of-the-art methods.

In [19], the authors focused on resource management which is done in the fog layer,
aiming to minimize latency and enhance reliability. There is a consumer layer where its
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users can accomplish their specific current demands via fog and cloud. Requests per hour,
response time, and processing time parameters are considered by using the round-robin
algorithm, equally spread execution algorithm, and a proposed algorithm. Their focus is on
considering a fog and a cloud environment together for resource optimization. The authors
implemented the Fog-2-Cloud framework for the management of customers’ requirements
by utilizing six fog nodes and twelve MicroGrids in residential buildings. Fog servers
helped in storing consumers’ private data. Their used performance parameters were
response time, requests per hour, and computing time that can be improved by using
the Shortest Job First (SJF) algorithm. This algorithm is compared with other techniques,
Round Robin (RR) and Equally Spread Current Execution (ESCE), which outperformed the
other two algorithms.

According to da Silva and d. Fonseca [20], fog and cloud can cooperate to advance their
service distribution to the clients. This study is about a Gaussian Process Regression for
Fog–Cloud Allocation (GPRFCA). It describes a mechanism that chooses where to allocate
tasks based on the specific application requirements. The infrastructure is composed of a
fog and cloud layer. The GPRFCA technique [20] decides where to appoint an assignment
that needs to be computed while considering the availability of resources and latency costs.
To advance the utilization of fog resources, GPRFCA is employed to predict the arrival of
future requests based on the historical information. Such a prediction can support resource
provisioning to future requests. That stands especially for real-time application requests
which can only be processed within the fog. A simulation was performed, and its results
represent that the given solution stabilizes the assignments between fog and cloud and the
trade-off among latency, blocking, and energy consumption.

Fog-based computing and storage offloading for data synchronization in IoT cre-
ate a large amount of data, which is partly due to the increase in IoT devices that are
connected [21]. If, at a later stage, IoT devices transmit data to the cloud, then the data
privacy can become a challenge. To address this, Wang et al. [21] proposed an architecture
for data synchronization based on fog computing. It is achieved via offloading computing
parts and storage work towards the fog servers and then data privacy can be better guaran-
teed. Additionally, a differential coordination founded on fog computing is recommended.
The benefits of their composed architecture are: (a) data chunks can be stored in the fog
server for enabling security; (b) the fog server facilitates the computation offloading and
storage, which formerly belonged to the cloud and user’s devices; and (c) the transmission
overload is minimized.

In [22], a method named Dynamic Resource Allocation Method (DRAM) is presented.
This method relies upon static resource allocation and dynamic resource scheduling to
achieve dynamic load balancing. Agarwal et al. [16] presented the Efficient Resource Allo-
cation (ERA) method, which minimizes the response time and maximizes the throughput
of resources. In [23], the authors discussed a method in which the resources are allocated
according to a different priority. Taneja and Davy [24] proposed an iterative algorithm
to reduce latency and energy consumption. Section 5 provides more details about the
resource management techniques.

3.5. Related Work

Building further on the work discussed in [6], we provide an evaluation framework
for resource management techniques applied in cloud/fog and edge computing scenarios.
Naha et al. [6] provided a summary of research on resource allocation and scheduling only
in the fog. It can be concluded that many articles addressed mainly the role of resource
allocation in the fog environment. However, further investigation on QoS, load balancing,
and energy efficiency needs to be considered [6]. There are several identified limitations
regarding the use of fog computing. One challenge refers to the synthetic work done
regarding the validation of methods [6]. Another challenge refers to the presentation of
only cloud-based simulations, which are not completely suitable for the fog computing
concept (which are typically dynamic environments).
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Bendechache et al. [25] presented some research articles focused on resource alloca-
tion. Some of the explored resource management metrics were divided into two sections:
resource provisioning and resource scheduling. Their provisioning metrics are detection,
selection, and mapping, whereas the scheduling metrics are allocation, monitoring, and
load-balancing. Additionally, several variables or Key Performance Indicators (KPIs) were
investigated such as scalability, latency, VM placement, failure rates, accuracy, resource
utilization, energy consumption, cost, efficiency, Service Level Agreement (SLA), and QoS.
The contribution of this research survey is quite detailed, but it presents limited research
articles that are focused on cloud, fog, and edge computing. Therefore, this represents a
motivation to study resource management techniques for cloud, fog, and edge computing.

In [26], three types of taxonomies are demonstrated: (i) a classification of performance
metrics for evaluating cloud, fog, and edge computing; (ii) metrics based on cloud models;
and (iii) classification of identified metrics based on a concept known as MAPE-K. Based
on the collected literature, the authors identified that the common performance metrics for
cloud, fog, and edge computing include throughput, network congestion, fault-tolerance,
statistical analysis measurements, scalability, cost/profit, and SLA violation. The taxonomy
of metrics based on cloud models suggests the use of the following groups: private, public,
hybrid, single-provider, multi-provider, and federated. According to a MAPE-K loop,
there are four categories of parameters, including monitoring, analyzing, planning, and
executing. Their results represent a mapping between the proposed taxonomy and existing
literature on the cloud, fog, and edge computing paradigm. However, the study could
be further extended by providing a proper detailed list of proposed solutions from the
reviewed literature, and respectively their classification.

Ghobaei-Arani et al. [27] provided a taxonomy of resource management approaches
in fog computing. The taxonomy considers the following categories: resource provisioning,
application placement, resource scheduling, task offloading, load balancing, and resource
allocation. They focused on structuring the literature according to resource management
approaches. For each resource management approach, they provided details about the
case study, utilized technique, used performance metric, evaluation tool, advantages,
and weaknesses. Overall, this study provided knowledge about existing articles for each
resource management approach, but only considering fog computing, while it would be
also interesting to include edge computing. Additionally, the article only addresses the
solution approaches in an exploratory manner. In other words, the research work represents
an analytical examination and discussion on existing studies about resource management.

Lastly, Salaht et al. [28] delivered a list of optimization metrics to address resource
management and service placement problems. The considered metrics are latency, resource
utilization, cost, energy consumption, quality of experience, congestion ratio, and blocking
probability. Based on the findings of Salaht et al. [28], further research work should be
done on challenges regarding service placement problems, optimization strategies, and
evaluation environments.

4. Challenges in Resource Allocation for Cloud, Fog, and Edge Computing

There exist several challenges regarding cloud, fog, and edge architectures, such as
the deployment of 5G, serverless computing, resource allocation, optimization, energy con-
sumption, data management, applying federation concepts to fog computing, trust models,
business and service models, mobility, and industrial IoT [29]. A challenge in 5G includes
realizing the concept of network shredding to backup a service collection with certain
performance requirements requests. Some of them are: resource management throughout,
fog nodes, wireless, optical packets, and cloud domains [29]. Recent developments in
network virtualization grant guidelines for network shredding, but they do not provide a
unified and general collection of resources over various domains. Based on the reviewed
literature, we present the challenges in Table 1.
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Table 1. Challenges in architecture for cloud, fog, and edge computing.

Challenges References

Serverless computing [29]
Energy consumption [29]

Data management and locality [29]
Orchestration in fog for IoT [29]
Business and service models [29]

Load balancing [30]
Security and efficiency issues [21]
Data integrity and availability [21]
Cloud-based synchronization [21]

Dynamic scalability [24]
Efficient network processing [24]

Latency sensitivity [24]

In terms of serverless computing [29], to achieve micro-services management through the
cloud/fog/edge hierarchy, there are challenges regarding the flow of services among cloud,
fog, and edge computing devices. The automatic administration of the micro-services must
audit the deployment location and context; in addition, the resource constraints that may
exist in the fog need to be taken into account. Additionally, the diversity of the system
across an IoT cloud–fog ecosystem can be challenging for the deployment of micro-services
and reconfiguration.

Furthermore, the network topology can be expected to change regularly due to devices
mobility and changing application requirements. The high levels of heterogeneity in
IoT devices and the variability of the environment call for active and dynamic system
management based upon multi-criteria resource allocation [29]. Resource management
systems and multi-criteria schedulers may instantly enhance resource allocation in terms
of handling dynamic behaviours. That can be challenging since the number of variables
can largely expand the search area and that can consequently lead to long scheduler
execution times.

A substantial demanding route for prospect research is in diminishing energy consump-
tion [29] where the target should be researching the aspect and significance of data in the
cloud/fog/edge ecosystem, onward with the definition of ‘economical data management’.
The objective behind this is monitoring in detail the implication of various data types and
whether the data are required most of the time.

In recent years, there is an expansion in production and use of data, and that ac-
complished a few remarkable rates. Concerning data management and locality [29] in IoT
cloud–fog computing systems, accessibility problems have to be considered. Computing
systems consist of several networking technologies, such as mobile, wireless, or wired.
When the resources are centralized within the cloud, certain networking challenges, such
as availability, scalability, and interoperability, might be partially addressed. However,
some of the innovative problems (e.g., network bottlenecks and latency) can be addressed
by using fog and edge computing. A particular challenge is how to quantify the trade-off
among data distribution and services at the fog or cloud layers. One way towards ap-
proaching this issue is via smart service placement. More specifically, this can be done by
data locality, which is achieved by placing the needed services closer to the data that they
administer. Suitable candidates, according to Bittencourt et al. [29], are applications that
do not need high computation power and are capable of analyzing large data volume.

In terms of orchestration in fog for IoT [29], privacy requires to be tackled according to the
European Union General Data Protection Regulation (GDPR) and other similar regulations
imposed all around the world. Privacy regulations are important because, when fog nodes
are placed close to the end-users, one may attempt to gather, process, and store data, and
that can violate users’ privacy. The performance of fog orchestration for the IoT deals with
several challenges, related to 5G networks such as an increase in density of devices combined
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with latency and reliability requirements of demanding applications along with the mobility
of nodes, which boost important problems concerning the system monitoring, and that is
significant for proper resource management. Other fundamental aspects that directly impact
the performance of (dynamic) fog orchestration are component selection and placement,
which need to be additionally investigated in the future, as well as research on efficient
techniques to prevent (minimize or stop) the overloading and avoid delays.

Another challenge is business and service models. The fog can be deployed as a hybrid
cloud, where specific local resources can be extended with resources from the cloud.
Additionally, when different stakeholders are incorporated in a specific hierarchy from IoT
to the cloud, this can create a scenario in which different elements of the overall systems are
owned or managed by completely unrelated entities or stakeholders, e.g., IoT devices can
be owned by the state, while fog nodes are owned by a cloud company. It is challenging to
determine how IoT services can be combined with services from fog and cloud computing,
and then how they can be monitored and administered when many players at different
levels are participating.

In [30], the challenges with IoT appliances in cloud, fog, and edge computing are
related to replying to resource requirements and load balancing. In this article, load balancing
is considered as one of the meaningful strategies to accomplish efficient usage of resources
and reduce or avoid congestion. Therefore, it is a distinguishing challenge to obtain load
balance for the processing nodes in a fog environment all along with an IoT application
execution. According to [20], the determined challenge was regarding minimizing latency
as well as balancing the workload to reduce energy consumption.

The limitations considered in [21] are related to cloud computing and cloud-based
synchronization, which is a particular core service in the cloud computing area. The IoT
devices synchronize most of the data to the cloud. There are two challenges in this specific
scheme referring to security and efficiency issues. The security issues regarding cloud storage
revolve around the following aspects: integrity, privacy, and availability of data. The selected
established security threats are data exposure, data deficiency, malicious user handling,
wrong use of cloud computing and its services, and possibly session stealing during data
accessing. Problems such as connection cost and latency between the cloud system and
edge layer devices are not tolerable in detention-sensitive applications. While there are,
for example, some synchronization tools such as MicrosoftActiveSync and Botkinds All-
waySync, the drawback is that they regularly transmit an entire system file even when there
is a small change occurrence. This coordination type may cause redundant communication
and latency issues, where users frequently modify the data. It can be concluded that
traditional coordination among cloud and IoT devices has certain disadvantages such as
when the IoT devices fail to secure confidential data, and/or when common data changes
cause high data and communication redundancy.

In [22], limitations of resource requirements and load balancing for IoT appliances
in cloud, fog, and edge computing are presented. Load balancing is an important factor
that is valuable to increase resource efficiency by avoiding bottlenecks, overload, and
low load situations. Accordingly, it is an obstacle to accomplish load balance for the
computing nodes in a fog environment at the same time as the IoT application execution
occurs. According to Taneja and Davy [24], cloud computing offers many assets, but with
expansion in more ubiquitous mobile sensing devices coupled with technological upgrades,
the imminent IoT ecosystem demands the computing network architecture of the cloud.
A few of the requirements that need to be met are dynamic scalability, efficient-in-network
processing, and latency-sensitive communication; these are the requirements for IoT application
which drove the evolution of fog computing.

5. Evaluation Framework for Resource Management Algorithms in Cloud/Fog and
Edge Scenarios

Table 2 shows an overview of selected techniques used in the reviewed literature about
resource management in cloud/fog and edge-based scenarios. The resource management
algorithms are summarised in the table and evaluated according to several metrics that are

15



Sensors 2021, 21, 1832

discussed below. Resource management is about achieving coordination of resources that
is highlighted by supervision (management) actions and performed by service providers
and users [31]. It considers the resource allocation process from resource providers to the
users. The algorithms discussed in the following subsections employ different resource
management metrics which are examined as well and can be used for further evaluation.

5.1. Resource Allocation

Resource allocation represents a technique that is used to optimize the utilization of
resources and reduce the required costs for processing [32]. Fulfillment time of a task is an
important aspect that should be considered since it can impact the completion of resource
allocation [33]. As indicated in Table 2, RR, ESCE, SJF, GPRFCA, ERA, Priority-based
Resource Allocation algorithm (PBSA), and Feedback-Based Optimized Fuzzy Scheduling
algorithm (FOFSA) use resource allocation techniques.

5.2. Workload Balance

Workload balancing is an important factor used to manage energy effectiveness and
also avoid congestion, low-load resource management, and overload. Currently, this
represents a challenge for the processing nodes, which are placed in the fog environment.
For instance, in [34], a workload balancing algorithm is proposed for fog computing, aiming
to reduce the data flow latency in the transmission procedures by connecting IoT devices
to the appropriate base stations (BSs). The article discusses several workload balancing
algorithms from the literature: RR, SJF, ESCE, GPRFCA, DRAM, ERA, PBSA, FOFSA, Hill
Climbing algorithm (HCLB), Efficient Load Balancing algorithm (ELBA min-min), and
Tabu Search algorithm.

5.3. Resource Provisioning

Resource provisioning represents an approach (solution) that shows how to administer
requests for tasks and data among fog nodes [35]. Resource provisioning is a further step
in resource allocation. As discussed above, resource allocation deals with just assigning
a set of resources to a task, while resource provisioning deals with the activation of the
allocated resources. Remote Sync Differential Algorithm (RSYNC), Fog Sync Differential
Algorithm (FSYNC), Reed–Solomon Fog Sync (RS-FSYNC), ERA, and Energy-aware Cloud
Offloading (ECFO) are the algorithms that deal with resource provisioning.

5.4. Task Scheduling

To manage a large set of tasks that are working together and are dependent on a certain
set of resources, task scheduling algorithms have been proposed to define a schedule to
service tasks to avoid conditions such as deadlocks [36]. Table 2 shows a few algorithms
that manage resources based on task scheduling: RR, SJF, ESCE, GPRFCA, DRAM, PBSA,
FOFSA, ELBA, Tabu, and ECFO.
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6. Classification of Resource Management Algorithms Applied in Cloud/Fog and
Edge Scenarios

To compare the various state-of-the-art algorithms presented in several papers, in-
spired by Hong and Varghese [42], we classify the selected algorithms into six categories.
Classification helps in terms of the identification of existing solutions and understanding
their diversity as well. It can support researchers and practitioners in the process of learning
about different algorithmic solutions to understand their features, differences, and similari-
ties. The reviewed solutions consider how resources are handled among cloud, fog, and
edge devices. In this paper, we briefly overview these 16 algorithms. They represent the
basis for building the evaluation framework (Table 2), which is the foundation of this paper,
and the emerging classification of the algorithms are presented in Figure 4. We created this
classification to address the key contributions in the area of resource management.

Figure 4. Classification of resource management techniques.

6.1. Discovery

Discovery is used to find available resources from the cloud, fog, or edge layers, based
on workload requirements, to identify where they can be deployed efficiently. Fog servers
have to use as many resources as desirable through accepting a high volume of tasks as
possible. A manner of doing this is by using a manager or master entity that has an overall
view of the resources. Afterward, based on the workload’s requirements, it can allocate
resources properly among fog and cloud layers. According to Hong and Varghese [42], in
the edge/fog computing concept, the discovery algorithms stand for determining resources
in the edge network that can be employed for further distributed processing.

For example, according to Javaid et al. [19], the algorithms RR, ESCE, and SJF belong
in this category. GPRFCA and RSYNC belong in this group as well.

• RR—Round Robin Algorithm: According to the authors of [19], the RR algorithm
for cloud computing has been adopted on the basis of defining time schedules. The
scheduler creates certain specifics of VMs in an assignment table. Then, it assigns jobs
that are received for data centers (DCs) to a set of VMs. Initially, a VM is initialized
with an ID of a current VM variable and then the demanded job is mapped with the
current VM variable.

• ESCE—Equally Spread Current Execution: The ESCE algorithm enforces the spread
spectrum approach and collaborates with a large number of active duties on VMs at
any specific time segment [19]. By using ESCE, the scheduler can register the VMs’
assignment table, and then keep up a list of VMs’ IDs and their operating tasks on
any VM. Once the task is performed, at any specific time interval, the VM table can be
changed. In the beginning, the active task count is 0; on the occurrence of a new job,
the scheduler determines the VM having the minimum task count. If many tasks are
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assigned to many VMs that are with the minimum count, then the first VM will be
selected for the task processing.

• SJF—Shortest Job First: The SJF algorithm executes tasks by labeling the task size as a
priority, and the priority is further controlled by the size of consumers’ requests [19].
SJF can allocate tasks to VMs based on their fogs, the priority of distances, and size.
The scheduler can be used to distribute the job on VMs based on the spread spectrum
approach. SJF schedules the jobs by enabling minimum completion time, higher
efficiency, and minimum turn-around time.

• GPRFCA—Gaussian Process Regression for Fog–Cloud Allocation: The GPRFCA
mechanism is used to discover predictions to govern work activities on fog nodes
while reducing latency [20]; as such, it belongs to the discovery group. Generally, it
investigates the history of formerly sent requests for future arrivals’ predictions of
VMs, which are by rigorous latency demands [20]. By adopting these predictions, this
technique can store the required resources within the fog nodes for future requests.
Consequently, they should be completed within the fog layer itself, and then tasks
that are not vulnerable to delays are assigned in the cloud. This leads towards an
increase in fog nodes’ utilization [20].
CPU and RAM are important assignable resources for this mechanism [20]. The algo-
rithm starts with the calculation of the number of VMs which can be still executed by
the fog node (this is done by taking into consideration CPU and RAM). Furthermore,
the Gaussian Process regression is then called (Line 4) to predict the VMs number,
future VMs, which should be incorporated also in the fog, but at the next interval.

• RSYNC—Remote Sync Differential Algorithm: RSYNC is one of the first algorithms
to face the problem of complete synchronization whenever an update (change in
file) is performed [21]. As the name implies, this differential algorithm is used to
transmit only that particular part of the data that experiences an update. Since every
instance of synchronization sends a small piece of information, the communication
cost and latency decreases when compared with previous algorithms. Nevertheless,
RSYNC is more suitable for establishing a communication path between IoT devices
and the cloud layer. Although it sends only the updated data, it still needs to send a
synchronization request every time that IoT device does an update.

6.2. Off-Loading

Off-loading is accountable for the resource provisioning tasks. It concentrates on
storage provisioning instead of computation. It determines where data should be stored
to lower transmission expense and the delay between the cloud computing layer and
IoT (edge) devices [41]. Following Wang et al. [21], we identify two main differential
synchronization algorithms, RSYNC and FSYNC, since they are focused on where the
storage is provisioned properly. FSYNC decreases the latency and the communication costs
considerably due to the use of the fog layer and a specific defined threshold. The threshold
refers to the number of trivial changes that can be saved in the fog.

• RSYNC: This algorithm is explained in the previous subsection.
• FSYNC—Fog Sync Differential Algorithm: The FSYNC algorithm deals with the

RSYNC issue [21]. The issue refers to the case that there are many requests when the
edge device is modified. During each request, new data are generated, which lead
to the creation of additional load on the cloud server. It differentiates by adding two
elements, a fog computing layer, and a threshold. It establishes a threshold, and then,
when the IoT device updates, the algorithm will send only the part of the data that has
changed to the fog layer. The difference is that there are no requests and data being
sent to the cloud. Additionally, only when the threshold is reached the fog servers
will send a complete synchronization of the data. Otherwise, the following updates
will be done between fog servers and IoT devices.

• RS-FSYNC Differential Algorithm: RS-FSYNC is a (Reed–Solomon Fog Sync) differ-
ential algorithm [21]. By applying the Reed–Solomon code, the security of the user’s
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data can be enhanced. The Reed–Solomon code is included in the FSYNC algorithm.
Additionally, it uses an advantage from the storage capacity of the fog server to handle
an encryption problem. Furthermore, it represents a variant of erasure code that was
used within the distributed storage field. The objective is to revise errors created by
the redundant data, which is generated by the original data.

• ECFO—Energy-aware cloud offloading: The energy expenditure of a local device
can be accordingly diminished by offloading computational tasks to a remote device.
Although supplementary transmission energy and communication latency may hap-
pen due to the appearance of data transmission between the remote device and local
system [41], the specific challenge addressed by ECFO is how to distribute multiple
tasks to and from multiple fog devices taking into account each device computational
ability and the overall communication constraints [41]. To solve this problem, the
ECFO algorithm tracks the bandwidth and schedules queues between devices to
detect the energy consumption and provide an offloading decision. The process is
dedicated to scheduling offloading activities into a two-phase deadline in order to
dynamically adapt to changes in run-time network bandwidth. In the end, it also
plans setbacks, which are caused by devices with multiple tasks.

6.3. Load-Balancing

Load-balancing distributes the workload to resources to make the operations more
efficient by avoiding congestion, low load, and overload [22]. The considered algorithms
based on load-balancing are DRAM [22], ERA [16], PBSA [23], GPRFCA, FOFSA, HCLB,
ELBA, and Tabu Search algorithm.

• DRAM—Dynamic Resource Allocation Method: DRAM [22] is a dynamic resource
allocation method that consists of the following steps:

– Fog service partition: This is pre-processing in which the fog services can be
categorized according to the resource requirement of each node type [22].

– Spare space detection: To decide whether a node is portable to accommodate a
fog service, identifying the extra space of all processing nodes is needed [22].

– Static resource allocation for the fog service subset: For services within the fog
that belong to the same subset of services, the appropriate processing nodes are
selected to accommodate them [22]. When allocation starts, the node with the
lowest extra space is selected.

– Load-balance global resource allocation: The dynamic resource allocation strategy
is executed to achieve load balance [22].

• ERA—Efficient Resource Allocation Algorithm: The ERA algorithm in [16] was de-
signed to achieve effective resource allocation in the fog layer. The client makes a
request and this request can be accepted only by the fog layer. If the fog does not pro-
cess the request within a given time frame, then the process is transmitted towards the
cloud [16]. With this method, the response period is diminished and the throughput
is increased.

• PBSA—Priority based Resource Allocation Algorithm: In PBSA [23], batches of user’s
requirements are created according to the type of the task, the processing amount,
and the time that the clients need [23]. If the specific resources that the user needs are
not there, then the client needs to wait until they become available. If two identical
requirements have a particular request with the same priority, then the method of
’first comes, first served’ is used.

• GPRFCA: The GPRFCA algorithm belongs to this category as well.
• FOFSA—Feedback-Based Optimized Fuzzy Scheduling Algorithm: The Feedback-

Based Optimized Fuzzy Scheduling Algorithm (FOFSA) is proposed in [37]. FOFSA
works with two procedures: multilevel queue scheduling and multilevel feedback
queues. The job activities are enrolled in different levels of queues. The queues are
managed based on the concept of ’first come, first served’. The job activities can be
appointed to resources per specific priority. If the job activity is not assigned to a
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particular resource, then the job is simply removed from the waiting sequence. A task’s
priority can be decided by the fuzzy inference system procedure presented in [37].
Additionally, an architecture of the fuzzy-based scheduling is introduced in [37]. The
proposed methodology was tested with iFogSim and analyzed with different existing
dynamic algorithms. It was justified by the fact that it contains an effective scheduling
strategy and upgrades the QoS parameters. The suggested methodology achieved a
reduction in power utilization and enforcement time.

• HCLB—Hill Climbing Algorithm: HCLB algorithm is defined as a mathematical
optimization technique that is used for searching and monitoring the loads among
VMs [38]. This technique is established on a random solution to discover accessible
VMs. The goal of the algorithm is to find a solution to the problem of discovering
accessible VMs, and the searching loop executes only when the appropriate solution
is found [38]. When the nearest VM is detected, the loop is increased in HCLB [38].
Then, the best VM is selected, and a request is assigned to it for further processing.

• ELBA—Efficient Load Balancing Algorithm: The min-min algorithm is implemented
in the fog where fog nodes are divided in clusters and the algorithm determines
the task which has minimum enforcement time and appoints it a particular node.
That node is able to process it in a faster manner [39]. When a cluster is busy, the
controller node inspects neighborhood clusters that contain ’inactive’ fog nodes and
sends activity to the node which presents lowest latency. Afterwards, the cluster
shall send the activity with the favorable latency. If the cluster with ’inactive’ fog
node is located far away, then the particular task should be instantly sent to a cloud
system for further processing. It could be effective to process the activity in the
cloud or, instead, leave it to have a delay due to pre-processing at the fog nodes. In
another situation, where two or more neighboring ’inactive’ nodes are accessible,
the node with the smallest latency can transmit the job activity [39]. Two factors
need to be deliberated to calculate latency: one refers to the number of stand-by
requests that need to be supplied in the clusters and the other refers to the inactive
node’s distance from the task originator. Calculation of the lowest distance between
the source node and a fog node or a cloud data center can be determined by using
Equation (1) [39]. N represents minimum latency, S is the source from where a
particular activity is re-transmitted, C is the nearest cloud data center, and n depicts
the number of fog nodes.

N = min

[
[d(s, c)], min

n

∑
i=1

[d(s, ni)]

]
(1)

• Tabu Search Algorithm: Tabu search is used to determine an optimal solution regard-
ing the distribution of tasks between nodes that belong in the cloud and fog layers. It is
done by utilizing search which frequently moves towards an improved solution every
time [40]. The searching process will be terminated the moment a stopping condition
is detected. Optimal load balancing is one of the biggest concerns in fog computing.
To accomplish optimal load balancing, [40] used Tabu search in fog computing for
load balancing. In this study, a bi-objective cost function was considered to achieve
online computations, where the initial one implies the computation cost of computing
tasks in the fog nodes, and the second one supports it in the cloud.

6.4. Placement

Placement is used to determine the suitable resources to satisfy the required workload.
The main purpose is to distribute the incoming computation tasks to the appropriate
fog/edge resources.

• Iterative Algorithm based on resource placement: [24] proposed an iterative method
that is based on resource deployment of IoT applications in a cloud–fog computing
setting. This method is composed of three algorithms. The first algorithm sorts
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the network nodes and application modules according to their requirements and
capacity (CPU, RAM, and network bandwidth). The second algorithm looks for an
eligible network mode that meets the module’s requirement. The last algorithm is
responsible for ensuring the requirement check, which is done by using the COMPARE
function [24].

6.4.1. QoS

We distinguish QoS as one of the classification categories of resource management
techniques. Additionally, it can be used as a feature that may be used for further evaluation
of the reviewed algorithms. When taking into consideration the use of cloud computing,
as a solution concept, we should be aware that the data transfer between cloud and clients
will contribute towards the increase in feedback latency [43]. This will lead to restrain the
cloud service to provide quality of service to clients [43]. The QoS concept is defined in the
ITU-T Recommendation E.800 and refers to the following [44]:

“The collective effect of service performance, which determines the degree of user’s
satisfaction of the service.”

The QoS consists of a set of parameters that pertain to the traffic performance of the
network, but, in addition to this, the QoS also includes additional concepts. Therefore, they
can be summarised as:

• Service support performance
• Service operability performance
• Serviceability performance
• Service security performance

The following group of reviewed algorithms belong in this category: Iterative Algo-
rithm based on resource placement, FOFSA, and ECFO.

6.4.2. Energy Management

Enormous amount of energy savings can be obtained by taking into consideration energy
consumption and energy management, which are associated with IoT and the cloud, fog, and
edge paradigms [29]. Various methods can be used to address these concerns such as: (1)
algorithms for energy-aware data transfer; (2) algorithms that limit the amount of data which
is transferred within the network by utilizing certain criteria (thresholds); and (3) algorithms
which exchange processing with communication, by using concrete objectives to achieve a
balanced trade-off [29]. Based on the reviewed literature, energy management is selected
as one of the classification categories for resource management techniques, to which we
consider that the following algorithms belong: RR, SJF, ESCE, GPRFCA, Iterative algorithm
based on resource placement, FOFSA, ELBA(min-min), and ECFO.

7. Discussion and Limitations

One of the key contributions of this paper is to provide an evaluation and classification
overview of applied algorithms for resource management that address cloud/fog and edge
environments. To support researchers in the further evaluation analysis process, they
may initially need to understand the cloud/fog/edge architecture concept, and then learn
about the potential challenges. In the end, researchers can finally explore in detail the
existing resource management techniques that can address some of the potential challenges.
Conforming to the conducted literature review, we identify a few solutions out of the
16 algorithms that can respond to some of the challenges, as shown in Table 3.

There exist certain challenges regarding resource allocation on a cloud/fog/edge
network. When data are processed and then saved in a cloud system and if data centers are
positioned far away from the devices, the complete process of data storage and processing
may take a long time. Then, tasks need to be distributed in a manner that the entire network
of devices inside a fog computing infrastructure can be completely utilized. If they are
concentrated only in one particular area of the network, it will replicate a traditional cloud
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computing model which is not a desired factor. The distributed task allocation is focused
on diminishing the average latency of service while lowering the overall quality loss.

Table 3. Addressed challenges.

Algorithm References

Load Balancing [30]

GPRFCA [20]
ERA [16]

DRAM [22]
PBRA [23]
HCLB [38]

ELBA(min-min) [39]
Tabu Search [40]

FOFSA [37]

Energy Consumption (Management) [29]

RR [19]
SJF [19]

ESCE [19]
Iterative algorithm [24]

FOFSA [37]
ELBA(min-min) [39]

ECFO [41]
GPRFCA [20]

The analyzed algorithms are grouped per type of solution paradigm, as represented
in Figure 5. It clearly illustrates which algorithms belong to a specific type of solution
paradigm: cloud–fog, fog–edge, fog-based, or cloud-based. The majority of analyzed
techniques (nine of them) belong to the cloud/fog paradigm, while five are only fog-
based solutions, one is fog/edge type, and one technique is only a cloud-based solution.
Additionally, this indicates that researchers and experts in IoT could focus on devel-
oping an algorithm that will address resource management challenges in the complete
cloud/fog/edge paradigm.
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Figure 5. Reviewed algorithms per type of solution paradigm.

Furthermore, this review proposes that algorithms can be classified according to their
characteristics in six classes: discovery, load-balancing, off-loading, placement, QoS, and
energy management. The discovery group finds available resources from either the cloud
or fog layers based on specific workloads requirements, to identify where they can be
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deployed efficiently. The following algorithms belong to the discovery group: RR, ESCE,
SJF, GPRFCA, and RSYNC algorithm. The offloading group is responsible for resource
provisioning tasks, with the corresponding algorithms: RSYNC, FSYNC, RS-FSYNC, and
ECFO algorithm. The load-balancing group handles the distribution of workload to
resources. The algorithms which are considered in this group are DRAM, ERA, PBSA,
GPRFCA, FOFSA, HCLB, ELBA (min-min), and Tabu Search Algorithm.

The placement group refers to finding the suitable resources to deploy the workload.
Placing the incoming computation tasks to appropriate fog/edge resources is important.
The only found algorithm that belongs to this group is the Iterative Algorithm based on
resource placement.

Most of the algorithms were evaluated by using CloudAnalyst, SimCloud, Cloudlet
tool, OMNET++, or iFogsim tools. Some studies in resource scheduling have experienced
low scalability and proposed centralized topology in several case studies. One of the most
important factors is scalability in resource management of fog computing, which should be
improved in the scheduling scenarios. In addition, self-adaptive resource scheduling is
one of the key issues in resource management of fog computing that few research studies
have considered.

The provided evaluation of resource management techniques is limited to the features
provided in Table 2. From a particular group/category of resource management techniques,
we assume that ’the most appropriate’ responsive algorithm provides all the features.
For instance, all discovery algorithms can be ’appropriate’ (except for RSYNC), since all
these algorithms support the same metrics: resource allocation, workload balance, and
task scheduling (refer to Table 2). From the reviewed load-balancing algorithms, the
’most’ responding algorithms to our criteria are FOFSA and ERA. FOFSA pillars resource
allocation, workload balance, and task scheduling, while ERA supports resource allocation,
workload balance, and resource provisioning. An offloading algorithm that meets most of
the specified criteria is ECFO, which performs resource provisioning and task scheduling.

This evaluation framework can be extended by applying a multi-criteria decision-
making method, which could help the readers in the decision process to select a resource
management algorithm. One of the limitations of this paper is that it does not provide
any experiment to test the application of the researched algorithms to verify their usability
and competitiveness. Another limitation in this research is that we propose an evaluation
framework for resource management techniques that can be applied in cloud/fog and edge
environments, but there is not a proper comparison analysis of the indicated approaches.

8. Conclusions

The goal of this paper is to provide an evaluation framework and classification of
different resource management techniques that can be applied in cloud/fog and edge
scenarios. It is useful for cloud/fog/edge architects to have a concise representation of the
various challenges in resource management.

Cloud, fog, and edge computing govern a paradigm that can offer a solution for IoT
applications that are sensitive to delay. Besides, fog nodes usually have higher repository
capacity and data processing, which can be used for improving performance and reducing
cost communication and latency. To be able to evaluate the state-of-the-art algorithms used
in multiple research articles, in this paper, we analyze algorithms that can be classified into
six categories. Thereafter, we consider how resources can be handled among cloud, fog,
and edge devices.

In future work, the focus can be on making an analysis and comparison (e.g., through
simulations) between them rather than an evaluation overview. Furthermore, some of
the reviewed algorithms can be used in the simulation of a cloud/fog/edge architecture
suitable for a particular application domain (e.g., smart logistics). We suggest research on
case studies, preferably from a variety of domains.

Additional research work can also be done in terms of investigating (new) algo-
rithms that not only deal with resource management but also address other challenges
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in cloud/fog/edge computing environments. We also recommend further research on
validating and extending the evaluation framework and classification method, for example
by conducting a systematic literature search.
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Abstract: In recent years, we observed the proliferation of cloud data centers (CDCs) and the Internet
of Things (IoT). Cloud computing based on CDCs has the drawback of unpredictable response times
due to variant delays between service requestors (IoT devices and end devices) and CDCs. This
deficiency of cloud computing is especially problematic in providing IoT services with strict timing
requirements and as a result, gives birth to fog/edge computing (FEC) whose responsiveness is
achieved by placing service images near service requestors. In FEC, the computing nodes located
close to service requestors are called fog/edge nodes (FENs). In addition, for an FEN to execute a
specific service, it has to be provisioned with the corresponding service image. Most of the previous
work on the service provisioning in the FEC environment deals with determining an appropriate
FEN satisfying the requirements like delay, CPU and storage from the perspective of one or more
service requests. In this paper, we determined how to optimally place service images in consideration
of the pre-obtained service demands which may be collected during the prior time interval. The
proposed FEC environment is scalable in the sense that the resources of FENs are effectively utilized
thanks to the optimal provisioning of services on FENs. We propose two approaches to provision
service images on FENs. In order to validate the performance of the proposed mechanisms, intensive
simulations were carried out for various service demand scenarios.

Keywords: fog/edge computing; service provisioning; service placement; service offloading; Internet
of Things (IoT)

1. Introduction

The Internet of Things (IoT) is a new wave significantly affecting our lives in various
areas including smart energy grids, smart factories, smart cities, and smart farms [1]. IoT is
accomplished by sensing (monitoring) the target environment, collecting and analyzing
the sensory information and actuating based on the feedback information from the analy-
sis. The data produced in the IoT environment may be enormous and require intensive
computation such as for deep learning-based prediction. Hence, the IoT data tend to be
transmitted to the remote cloud data center (CDC) for storage and computation [2–4].
Many IoT applications have stringent timing requirements which may not be met by cloud
computing because of long-distance message transmissions through the network between
CDC and end devices (aka IoT devices). For the reduced latency between CDC and end
devices, the concept of fog computing has been introduced by Cisco [5]. In fog/edge
computing (FEC), fog/edge nodes (FENs) located in the proximity of end devices provide
services to them in lieu of CDC without causing a long delay by executing the lightweight
virtualized service images pre-allocated from CDC [5–7]. However, due to the limited
capacity (CPU, storage, etc.) of FENs, only a subset of service images can be placed on
each FEN [8,9].

In the previous work on service provisioning (or placement) in FEC [10,11], a service
is placed on the FEN satisfying the given service requirement for the execution of the
service, assuming that the corresponding service image is already installed in the FEN.
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Service provisioning, service placement and service offloading are interchangeably used
for installing service images and executing them on FENs or CDC instead of end devices.
However, due to the limited capability of a FEN, it is infeasible to place all the services
on an FEN. Even in the case that FENs install service images on demand for offloaded
services, the resource of FENs may not be efficiently utilized because of patchwork-like
service image placement [12]. In addition, depending on the IoT applications, the type
of services requested may vary. For example, in an area occupied by smart factories, the
service analyzing the sensed data from a specific machine for the detection of malfunctions
will be requested by the factories equipped with the machine. Placing service images on
FENs in the per-service request-based manner may result in the improper resource usage
of FENs due to redundantly placed service images. If we can optimally provision service
images on FENs based on the pre-obtained service demands (service demands and service
requests are interchangeably used in this paper), the resource utilization of FENs can be
optimized. To our knowledge, this issue has not been addressed to date and thus, we
formulate the problem of optimal service provisioning (SP) in the FEC environment. In our
work, we adopted “service provisioning” instead of service placement in the sense that
service provisioning means service placement with planning.

For the scalability of the FEC environment, FENs are located hierarchically near to
end devices and in between end devices and CDC which is the last resort of providing
services to end devices. The following two cases (c1) and (c2) are not desirable from the
perspective of resource utilization and latency, respectively:

(c1) For a sporadically requested service, the corresponding service images are redun-
dantly placed on multiple FENs.

(c2) For the coverage of multiple requests of a service, the corresponding service image is
provisioned on a FEN at a high level of the FEN hierarchy.

If we consider both the resource usages and locations of FENs and the locations of end
devices requesting services, we could avoid the above-mentioned cases. The consideration
of only the case (c1) (i.e., the resource utilization of FENs) may result in the case (c2)
(i.e., long delay), and vice versa. Therefore, in provisioning service images in the FEC
environment, we must consider both the resource usages and locations of FENs and the
delay requirements and locations of service requesters. In this paper, we propose two
SP approaches by extending our previous work [12]; the first one is on the basis of the
number of service requests from end devices and the second one is based on the locations
of end devices requesting services. We can assert that the proposed FEC environment is
scalable because more service images can be accommodated by FENs thanks to the optimal
provisioning of service images on them. For the performance evaluation of the proposed
mechanisms, we perform simulations for various service requesting scenarios and analyze
the performance in terms of the total number of service images provisioned on FENs and
the total number of service requests not accommodated by FENs.

The rest of the paper is organized as follows. In Section 2, we describe the related work
on the service provisioning, offloading or placement on FENs. In Section 3, the problem of
service provisioning FENs is formulated as a 0–1 integer linear programming problem for
the proof of the NP-hardness of the problem and then, our two approaches are described in
detail. The performance of our mechanisms is evaluated in Section 4 from the simulation
results. Finally, Section 5 concludes this paper.

2. Related Work

Services can be offered to end devices via computation offloading in which CDC or
FENs perform computation in lieu of end devices. SP on FENs is the pre-allotment of
the resources, like CPU, RAM and storage, of FENs to service images for computation
offloading [6–8]. For the sake of effective computation offloading, SP on FENs must be
properly carried out beforehand.

In the FEC environment, the service provisioning, placement or service offloading
has been studied by many researchers with different objectives and considerations, like
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power consumption [13], quality of experience (QoE) [14–16], migration [17], network
perspective [18], service atomization [19], etc. The authors of [19] proposed strategies for
offloading service executions by considering the resources of CDC and FENs. For that, they
introduced the concept of service atomization and parallel resource allocation. By service
atomization, complex IoT services are divided into smaller atomic services which, then,
can be executed on multiple FENs sequentially or parallelly in a distributed way. In their
scheme, end devices offload service executions to CDC or FENs according to network and
processing demands.

In [18], the application provisioning problem in the fog-cloud environment is stud-
ied from a network perspective to guarantee the quality of service (QoS) of application
(service) data streams in terms of transmission delay and bandwidth for each application.
Application provisioning is to find the host node (i.e., FEN) and data routing for a specific
application. The authors formulate the issue as the single application provisioning (SAP)
and the multi-application provisioning (MAP) problems. SAP determines the path to the
FEN satisfying the bandwidth and delay requirements of data traffics from end devices for
one application. MAP is the extension of SAP for multiple applications from the perspective
of network link capacity (bandwidth) usage.

In [11], the deployment of multi-component application in the fog hierarchy is defined
as the components deployment problem (CDP) which determines candidate FENs to be
deployed with the components of an application according to application-specific QoS
requirements of end devices on latency and bandwidth, software and hardware capabilities
of FENs and business policies. They target to deploy large-scale applications composed
of multiple components that can be independently deployable and work together for
the infrastructure and prove that the CDP problem is NP-hard by the reduction from
the subgraph isomorphism problem (SIP) [20]. The CDP problem is to find the optimal
deployment of a single application (service) based on the service requests of end devices in
a centralized manner.

Both [18] and [11] determine the FENs to be provisioned with services in a centralized
way for a given set of service requests, similar to ours. However, theirs take account of
each individual FEN, not of entire FENs, from the perspective of resource usage. The
consideration on the capacity of each FEN is just for checking the relevant constraint, but
the consideration on the total resource usage of all the FENs is for optimizing the overall
resource usage of FENs. Thus, the latter is more appropriate for enhancing the scalability
of the fog infrastructure in terms of resource usage.

Related to the resource provision of FENs, the authors of [14,15] proposed a FEC
architecture composed of fog colonies each consisting of one fog orchestration control
node and multiple fog cells. The fog orchestration control node is a fog cell with extended
functionalities like managing fog cells in the same fog colony and other connected control
nodes. The fog cell is the software components running on an FEN. The fog orchestration
control node keeps all the service implementations (i.e., service images) in its service
registry, located in the low-cost abundant storage unit, and deploys the corresponding
service image to the fog cell covering the service requester on demand. In this way, the
constrained resources of FENs are effectively utilized. The fog cell for a service request
is determined based on the resources of FENs and the resource and delay requirements
of the service request such that the resource requirement is satisfied with the minimum
delay. In the scheme, all the service images are kept in the storage of the fog orchestration
control node and deployed on FENs per service request by the control node. This will
incur overwhelming communication overhead and delay in deploying service images on
demand from fog orchestration control nodes to fog cells, and the requirement on the fog
orchestration control node to be installed with all the service images is infeasible or, at least,
inefficient if plenty of services are to be deployed in the fog.

In this paper, we aim to formulate and resolve the problem of minimizing the total
number of service images provisioned on FENs in order to optimize the overall resource
usage of FENs.
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3. Service Provisioning for Fog/Edge Nodes
3.1. System Environment and Problem Description

For the simplicity of problem formalization, we assume that there is one CDC and all
the service demands are accommodated by the FENs. Each service demand is assumed to
require the same amount (e.g., one capacity unit) of resources even though service demands
are heterogeneous in reality. The network link capacity is assumed to be sufficient for the
delivery of the data generated by the service demands (i.e., we do not consider the network
link capacity as a constraint in the problem).

We define the notations needed for the problem formalization in Table 1. S is the set of
the services, {s1, . . . , sα}, and F is the set of the FENs,

{
f1, . . . , fβ

}
, and U is the set of the

end devices, {u1, . . . , uγ}, and D is the service demand matrix, [dik], where dik is 1 if the
service si is demanded by the end device uk.

Table 1. Notations for the definition of the optimal service provisioning (SP) problem.

Notation Description

S The set of services; S = {s1, . . . , sα}
F The set of FENs; F =

{
f1, . . . , fβ

}

U The set of end devices; U =
{

u1, . . . , uγ
}

X The service placement matrix; , X =
[

xij

]

xij
The binary variable indicating whether a service image of the service si is

provisioned in the FEN f j or not; xij =

{
1, if si is provisioned on f j
0, otherwise

D The given service demand matrix consisting of the service demands, dik’s

dik
The element of D indicating whether the service si is demanded by the end device

uk or not; dik =

{
1, if si is demanded by uk
0, otherwise

cj The maximum capacity of the FEN f j
Ti The maximum delay requirement of the service si
τjk The delay from the FEN f j to the end device uk

bik
The binary variable indicating whether the delay requirement of the service demand

dik is satisfied or not; bik =

{
1, if the delay requirement of dik is satisfied
0, otherwise

The problem of the optimal service provisioning (SP) in the FEC environment can be
defined as follows:

Minimize ∑i∈{1,...,α}∑j∈{1,...,β} xij (1)

Subject to : ∑i∈{1,...,α} xij ≤ cj, ∀ j ∈ {1, . . . , β} (2)

xij =

{
1, if a service image of si is provisioned on f j
0, otherwise

(3)

xij ∈ {0, 1}, ∀ i ∈ {1, . . . , α}, j ∈ {1, . . . , β} (4)

∑i∈{1,...,α}∑k∈{1,...,γ} dik = ∑i∈{1,...,α}∑k∈{1,...,γ} bik (5)

bik =

{
1, if ∃ j ∈ {1, . . . , β} satisfying 0 < τjk × xij × dik ≤ Ti
0, otherwise

,

∀ i ∈ {1, . . . , α} and k ∈ {1, . . . , γ}
(6)

bik ∈ {0, 1}, ∀ i ∈ {1, . . . , α}, k ∈ {1, . . . , γ} (7)

Equation (1) is the objective function of minimizing the total number of the service
images provisioned on the FENs. Equation (2) is for the capacity constraint, termed
Condition-C, and Equations (5) and (6) are for the delay constraint, termed Condition-D.
The Equations (3), (4), (6) and (7) define the binary variables bik and xij. xij = 1 indicates that
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a service image of si is deployed in f j. Equation (2) checks whether each FEN accommodates
service demands within its maximum capacity cj. Equation (5) checks for whether the
delay requirements of all the service demands in D are satisfied. In Equation (6), the
binary variable bik is set to 1, for the service demand dik with 1, if there exists at least one
FEN with a service image of si that satisfies the maximum delay requirement of Ti, i.e.,
0 < τjk × xij × dik ≤ Ti.

Because the optimal SP problem was formulated as a 0–1 integer linear programming
problem, the problem is NP-hard. Thus, we propose two heuristic mechanisms that deter-
mine how to deploy service images on FENs according to the collected service demands
from end devices.

3.2. Logical Fog Network

CDC determines the FENs to be installed with specific service images based on the
service demands of the end devices. The locations of the FENs can be anywhere in the given
network, determined by the deployment strategy which is out of the scope of this paper. In
general, the physical network topology of the FEC environment is a mesh which increases
the computational complexity of determining the optimal FENs to be provisioned with
service images. Therefore, in order to simplify the problem, we form a logical tree topology
of the FENs rooted at CDC, called a logical fog network [12], N f og, in a hierarchical manner,
as shown in Figure 1b for the physical network in Figure 1a in which CDC is labeled as f0
for the sake of convenience. Because N f og is a subnetwork of the given physical network
and the tree topology is a special case of the mesh topology, the SP problem for N f og is
also NP-hard.
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In N f og, if an end device is in the coverage area of a FEN, we say that the end device
is in the direct coverage of the FEN or the FEN directly covers the end device. If an FEN is
an ancestor (including the parent) of the FEN directly covering an end device, the ancestor
FEN is said to cover the end node indirectly. In N f og, all the FENs on the path from CDC to
the directly covering FEN of an end device cover the end device.

A service requester is an end device requesting the corresponding service. The data
from a service requester can be handled by any FEN, with the service image and satisfying
the requirements, both Condition-C and Condition-D, of the service requester on the path
from the directly covering FEN up to CDC in N f og. Each FEN, located in between the
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service requester and the service handling FEN, just delivers the data from the service
requester to its parent FEN for the proper processing of the data.

We assume that CDC has the information on N f og including the end devices directly
covered by the FENs and the information of the locations and the capacities of the FENs.
For the provisioning of service images in N f og, we assume that CDC has unlimited capacity
such that any requirements of the end devices, except for latency, can be accommodated—
that is, if there exist any service requests not accommodated by any FENs, CDC can cover
those service requests.

The logical fog network, N f og, is constructed as follows:

[Step N1] The initial N f og is null and the FENs are sorted in the decreasing order of
the capacity.

[Step N2] CDC is first included in N f og as the root and the level of CDC is set to 0.
[Step N3] From the sorted list of the FENs obtained at [Step N1], the first k FENs are selected

as the child nodes of CDC. Γ is the set of the child FENs of CDC. The value of the
parameter k has to be properly decided by the fog network designer.

[Step N4] The delay of the link between an FEN in Γ and CDC is adjusted to a value less
than its original delay (e.g., a half of the original delay).

[Step N5] Each FEN in F − Γ is added to N f og via the minimum delay (shortest) path
to CDC.

In [Step N3], the criterion for selecting the FENs in Γ is the capacity because an FEN
with more capacities can have more service images installed and a higher possibility of
covering more end devices. In [Step N5], the criterion for adding the FENs in F− Γ to
N f og is the latency because the main purpose of FEC is reducing the latency from end
devices. After [Step N5], the obtained N f og is a logical tree rooted at CDC with the FENs in
Γ directly connected to CDC and with each FEN in F− Γ connected to CDC via the shortest
path. The reason for the link cost (delay) adjustment in [Step N4] is to make the possibility
of the FENs in F− Γ to go through the FENs in Γ to get to CDC. From this, we can achieve
the load balancing effect by making high-capacity FENs share the burden of computing
load with CDC. Through the procedure of [Step N1]∼[Step N5], we can obtain a logical fog
network that is appropriate for less service images provisioned thanks to the tree topology
and for lower delays from end devices to FENs thanks to the shortest path branches. In
the following Section 3.3, we described two mechanisms finding the right FENs, based on
N f og, that can accommodate the service images demanded by the end devices with the aim
of minimizing the number of service images provisioned.

3.3. Service Provisioning Based on Service Demands

In this subsection, we propose two heuristic SP mechanisms, based on N f og, in which
the amount of service demands for a FEN is the major factor to be considered in placing
a service image on the FEN. The first SP mechanism provisions the highest-level FEN,
satisfying the conditions, Condition-C and Condition-D, of the most-demanding service,
with the service so that the coverage of the FEN for the service can be maximized. Thus, the
first SP mechanism is named as the maximal coverage-SP (MC-SP) mechanism. The MC-SP
mechanism performs well if the distribution of the end devices demanding a specific service
is uniform in the logical fog network. However, if we consider an industrial area with
many smart factories requesting a specific service, the MC-SP mechanism may not perform
optimally. In this situation, it is desirable to place the corresponding service image near the
area. Thus, in our second mechanism, we take into consideration the locations of the end
devices demanding a specific service in finding the right FEN to be placed with service
images. The second mechanism is named as the flexible coverage-SP (FC-SP) mechanism.
In the Sections 3.3.1 and 3.3.2, the MC-SP and the FC-SP mechanisms are described in
detail, respectively. For the simplicity of the description of the mechanisms, we assume
that, in N f og, there exists at least one FEN satisfying Condition-C and Condition-D of each
service in S.
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3.3.1. Maximal Coverage-Service Provisioning Mechanism

Before we describe the procedure of the MC-SP mechanism, the FENs in F are rear-
ranged to F̆ = 〈 f ′1, . . . , f ′β〉 such that the index of an FEN at the level q in N f og is smaller
than that of a FEN at a level lower than q. That is, f ′1 ∼ f ′k (k = 1, . . . , β) are the children
FENs of CDC in N f og and f ′β is at the lowest level of N f og. We define the coverage matrix
Vf og representing N f og such that the element of Vf og, vkj, is set to 1 if the end device uk is
covered by the FEN f ′j . With given the service demand matrix D, W =

[
wij
]
= D×Vf og is

the α× β matrix whose element wij indicates the total demands on si from the end devices
covered by f ′j . The notations for the SP mechanisms are listed in Table 2.

Table 2. Notations for the SP mechanisms.

Notation Description

N f og The logical fog network

F̆
The ordered list of the FENs in F from the highest to the lowest level of N f og;
F̆ = 〈f′1, . . . , f′β〉

Vf og The coverage matrix of N f og consisting of vkj’s

vkj

The element of Vf og indicating whether the end device uk is covered by the FEN f′j or not;

vkj =

{
1, if uk is covered by f′j
0, otherwise

W The total demand matrix consisting of wij’s

wij
The element of W indicating the total demands on the service si from the end devices
covered by the FEN f′j

Wj The jth column of W; Wj =
〈

Wj(1), . . . , Wj(α)
〉

, where Wj(q) = wqj for q ∈ {1, . . . , α}

W̆j
The sorted list of Wj in the decreasing order of the amount of demands;
W̆j = 〈W̆j(1), . . . , W̆j(α)〉, W̆j(q) ≥ W̆j(q̌) if q < q̌ for q, q̌ ∈ {1, . . . , α}

Yj The corresponding service list of Wj; Yj =
〈

Yj(1), . . . , Yj(α)
〉

, Yj(q) ∈ S for q ∈ {1, . . . ,α}

The procedure of the MC-SP mechanism with given N f og, F̆ and W is described
in Figure 2.

Figure 2. The procedure of the maximal coverage-SP (MC-SP) Mechanism.

In Figure 2, the jth column of W is denoted as Wj and the ith element of Wj as Wj(i). W̆j
is the sorted list of Wj, in the decreasing order of the amount of demands, which is obtained
by carrying out the function Sort

(
Wj
)

(see [M2]). Yj is the corresponding service list of W̆j

obtained from the function Service(W̆j) (see [M3]). That is, Yj(i) has the information of the
service whose demands imposed on f ′j is the ith largest among the services in Wj. The outer
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for-loop checks for each FEN from the highest to the lowest level of N f og and the inner
for-loop checks for each service from the list in Yj. That is, for f ′j , the larger the demands
on a service, the earlier the service is checked for its provisioning in f ′j . The condition in
[M5] is for excluding those services with no demands from being provisioned in f ′j . In
[M6]∼[M7], the provision of the service Yj(i) in f ′j is performed if the provision satisfies
the Condition-C and the Condition-D of Yj(i). The functions ChkCapacity( f ′j , Yj(i)) and
ChkDelay( f ′j , Yj(i)) check Condition-C and Condition-D, respectively, and return the true
or false value according to whether the corresponding requirement is satisfied or not. The
function Provision( f ′j , Yj(i)) in [M7] provisions the FEN f ′j with the service image of the
service Yj(i). The function Modify(N f og, W, f ′j , Yj(i)) in [M8] removes the demands on
the service Yj(i) from the FENs which are the descendants of f ′j because all the service
demands are resolved by f ′j .

Figure 3 is a simple example showing N f og with the FENs f1, . . ., f6 and the end
devices u1, . . ., u8 and the services s1, . . . , s6. The service demands of each end device are
listed in its corresponding box and the capacity of f j is indicated by cj. In this example,
to focus more on SP from the aspect of Condition-C, all the FENs are assumed to satisfy
Condition-D of si for all i ∈ {1, . . . , 6}. For simplicity, f0 is also assumed to satisfy the
Condition-Ds of all services. In the figure, we can see the result of applying the MC-SP
mechanism, and the service placement matrix X = [xij], indicated by a black solid line box,
where xij = 1 implies that si is provisioned on f j. Since all FENs satisfy Condition-D of
each service, services are placed from f0 to f6. In MC-SP, the service with more demands
has a higher chance to be placed on. In this example, f0 can accommodate at most three
services and s1, s5, s6 have demands of 4, 3, 3, respectively, so s1, s5, s6 are provisioned on
f0. After that, the demands on s1, s5, s6 are removed from the other FENs. Then, services
s2, s4 are placed on f1 and s3 is placed on f2.
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3.3.2. The Flexible Coverage-Service Provisioning Mechanism

The MC-SP mechanism takes into consideration only the hierarchical topology of N f og
in the provisioning service images on FENs. This mechanism is the lack of the awareness
of the patterns of service demands which may depend on some geographical, industrial, or
social characteristics. Thus, in this subsection, we propose the FC-SP mechanism, which
adaptively places service images on FENs according to the pattern of service demands.
This is well suited for the situation with uneven service demands in a limited area. For this
situation, an FEN near to the area is best placed to resolve the demands. Thus, we adopt
the lowest-level common ancestor (LCA) FEN, in N f og, of the end devices demanding a
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service as the candidate to be provisioned with the corresponding service image. If the
LCA FEN f of a service s is installed with the service image of s, then those end devices
having f as the LCA FEN demanding s can be commonly supported by f. In the FC-SP
mechanism, the pattern of service demands is estimated by using the Shannon entropy [21].
The preference of a service image to be provisioned is determined based on the total amount
of demands imposed on the FEN which is currently considered for the service provisioning.
The additional notations for the FC-SP mechanism are listed in Table 3.

Table 3. Additional notations for the flexible coverage-SP (FC-SP) mechanism.

Notation Description

Z The ordered list of zi’s; Z = <z1, . . . , zα>, where zi is the total demands on si,
zi = ∑j∈{1,...,β} wij

Z̆ The sorted list of Z in the decreasing order of the total demands on services

S̆ The corresponding service list of Z̆; S̆ = s̆1, . . . , s̆α, where s̆i is the service on which the
total demands of z̆i are imposed

Asrv The ordered list of LCA FENs satisfying Condition-D of each service in S̆

A f og
The ordered list of the services with the same LCA FENs; the ith element, A f og(i), is the
ordered list of the services, in the decreasing order of the total demands imposed on each
service, whose LCA FEN is f′i

σ The current service to be provisioned
f min The minimum entropy service which was already provisioned on the current FEN
f p The parent node of the current FEN
f c The child node of the current FEN

P f og The ordered list of visited ancestor FENs starting from f′i

The procedure of the FC-SP mechanism with given N f og and W is described in detail in
Figure 4. Here, we assume that, in N f og, there exists at least one FEN satisfying Condition-C
and Condition-D of each service in S. The pseudocode description in Figure 4b is somewhat
lengthy and complicated because lots of notations were used, so we provided a simpler
form of description, flowcharts, in Figure 4a.

Figure 4. Cont.
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Figure 4. The procedure of the FC-SP mechanism: (a) described in flowcharts; and (b) described in pseudocode.

The total demands on si is zi = ∑j∈{1,...,β} wij, zi ∈ Z. The elements in Z are sorted
in the decreasing order, resulting in the sorted list Z̆. The corresponding service list
of Z̆ is S̆ = s̆1, . . . , s̆α. For each service s̆i in S̆, the LCA FEN satisfying Condition-D is
determined by the function LCAncestor

(
N f og, W

)
and the ordered list of the LCA FENs

for S̆ is Asrv. Then, the function FogLCAncestor(Asrv) returns A f og whose ith element,
A f og(i), is the ordered list of the services, in the decreasing order, whose LCA FEN is f ′i .

GetFogService
(

A f og(i)
)

in [F9] returns a service (the current to-be-provisioned service σ)
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one by one from A f og(i) per call. In [F7]∼[F10], the services in A f og(i) are provisioned
on f ′i while the Condition-C of f ′i is satisfied. If the condition in [F12] is met, the service
σ cannot be provisioned on f ′i because of the capacity shortage. Then, according to the
status of f ′i , upward provisioning (see [F31]∼[F39]) and/or downward provisioning (see
[F22], [F41]∼[F50]) is performed. In the case that σ cannot be provisioned on f ′i and f ′i is
located at the highest level of N f og, σ may replace the already provisioned service with
the minimum entropy, f min found by calling EntropyService

(
f ′i
)
, if σ‘s entropy is larger

than the minimum entropy, i.e., f min’s entropy (see [F16]∼[F20]), or be provisioned on a
lower-level FEN (by calling SplitProvision

(
σ, f ′i

)
, i.e., the downward provisioning of [F22]).

Or, if σ cannot be provisioned on f ′i and f ′i is not located at the highest level of N f og, the
upward provisioning of [F31]∼[F39] is performed first and if the upward provisioning
fails (that is, if all the ancestors of f ′i cannot provision σ), the downward provisioning of
[F41]∼[F50] is performed. This process is repeated until all the service images demanded
by end devices are provisioned on FENs. Here, P f og is the set of FENs fully provisioned
with services.

In the FC-SP mechanism, the Shannon entropy of a service is used as a metric for the
provisioning priority of the service. In Figure 4, the function Entropy(σ) is called when σ
cannot be provisioned on f ′i because of Condition-C being not satisfied at f ′i . Entropy(σ)
returns the Shannon entropy of σ by using the following Equation (8) which reflects the
degree of the distribution of the end devices requesting σ:

Entropy(σ) = −∑|F′ |
f ′∈F′ pσ

f ′ log2

(
pσ

f ′

)
, where F′ ⊆ F (8)

In Equation (8), first, F′ is determined for σ, which is the set of the descendent LCA
FENs of the LCA FEN currently failed in provisioning σ. pσ

f ′ is obtained by dividing the
total demands on σ at f ′ by the total demands on σ at the FENs in F′.

Figure 5 shows an example of applying the FC-SP mechanism to N f og of Figure 1b
with the result of the service placement matrix X. Here, we also assume that all FENs
including f0 satisfy Condition-Ds of all services. On f0, services s3 and s4 are provisioned
first since each of them has demands of 8 which is the largest. After that, because s1 and s2
have the same amount of total demands of 5, respectively, the Shannon entropy at f0 is
calculated for s1 and s2. For that, F′ is determined for s1 and s2, respectively. F′ of s1 is
{ f1, f2} and F′ of s2 is { f1, f5}. Then, the entropy of s1 is “−(3/5 log2(3/5) + 2/5 log2(2/5)
(about 0.9709506)” because the total demands on s1 at f1 is 3 and the total demands on s1
at f2 is 2. The entropy of s2 is “−(4/5 log2(4/5) + 1/5 log2(1/5) (about 0.7219281)” because
the total demands on s2 at f1 is 4 and the total demands on s2 at f5 is 1. Because s1 has a
higher entropy than s2, s1 is provisioned on f0 and s2 is provisioned on f1 and f5 by the
downward provisioning of [F22]. The higher the entropy is, the more the service demands
are distributed. Thus, by provisioning more distributed services on FECs at higher levels
of N f og, the capability of covering service demands can be enhanced.
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4. Performance Evaluation

Simulations were performed by using the NetworkX package [22] and Python. The
simulation network environment is similar to that of [12]. The simulation network is
obtained by designing an example of physical fog/edge network based on the adminis-
trative/population information obtained from Seoul open data center [23], South Korea,
as shown in Figure 6a. The physical fog/edge network is built by locating one CDC (the
largest dot in the figure) at the geographic center of Seoul and by locating 449 FENs accord-
ing to the two-level administrative districts of Seoul. The capacity of a FEN is determined
as proportional to the number of households of the corresponding administrative district.
In the figure, the dots except for the largest dot (i.e., CDC) are FENs and the size of a dot
implies the capacity of the corresponding FEN. The weight of an edge between two FENs
is determined proportional to the physical distance between them. The corresponding
logical fog network, shown in Figure 6b, was constructed based on the logical fog network
construction mechanism described in Section 3.2.

Figure 6. An example fog network for simulations: (a) a physical network with FENs in a mesh
topology; and (b) a logical representation of the physical network of (a) in a tree topology [12].

For the performance comparisons of the proposed MC-SP and FC-SP mechanisms,
we designed and implemented a mechanism, called the on-demand mechanism, that
dynamically places the corresponding service image upon a request based on the logical
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fog network. In the on-demand mechanism, if an end device receives a request on a service,
it checks whether it has any FENs installed with the corresponding service image within
2-hop in the logical fog network. If there is none, it checks whether any of its ancestor
FENs have the service image. If none of the ancestor FENs have the service image, it places
the corresponding service image on itself. In the case when it is the lack of the resources, it
places the service image on the 2-hop FEN which is the closest to itself. If it is not possible,
it places the service image on one of its ancestor FENs which is the closest to itself. By
comparing our proposed mechanisms with the on-demand mechanism operating on the
basis of per-service request, we measure the performance of ours in terms of the resource
utilization of FENs.

The number of service types, the distribution of service demands, the maximum capac-
ity of CDC, and the maximum capacity of each FEN are the factors affecting performance.
The number of service types requested by end devices is set to 1000 and 2000 service types
and the number of end devices is 450. For the generation of service demands, we adopt
the long-tailed distribution [24] of service demands in which a small set of service types
is heavily requested and the rest of the service types are not frequently requested. The
long-tailed distribution is adopted because a set of popular services are heavily used in
the real world. For the simulations, the long-tailed distribution of service demands (we
call this the L distribution case) is used, where about 10% of 1000 service types are heavily
requested by the end devices, as shown in Figure 7 [12], which is obtained by using the
zeta distribution [25]. This is achieved by using the function np.random.zipf (1.6, 1000) [26]
where 1.6 is the value of the distribution parameter and 1000 is the number of service types.
The function returns a value (we call this an L value) for each service type and the L value
is used in determining the end devices with a service request for the service type. If the L
value of a service type is greater than or equal to 100, all the end devices are assigned with
a service request for the service type. Otherwise, the L value is used as the probability of
assigning a service request for the service type to each end device. That is, for a service
type, a higher L value implies a higher possibility of assigning a corresponding service
request to each end device. If we sum up the service requests for all the service types in
Figure 7, it becomes 42,210 in total.
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The measured performance factors are the number of service images placed, the
number of non-accommodated service requests, and the average network cost per service
request. The average network cost per service request is the average one-way physical
distance required for providing a service which is assumed to be proportional to the
delay. For the calculation of the average network cost per service request, the physical
distance between the end device with a service request and the FEN accommodating
the corresponding service request is measured on the logical fog network. The physical
distance is measured for each service request and then, all the measured physical distances
are summed up. The average network cost per service request is obtained by dividing the
total physical distance by the number of service requests. The maximum capacity of CDC
is set to 300, 500 and 750 resource units, and one service image placement is assumed to
require one unit of resources.

Figures 8–11 show the performances of the proposed MC-SP and FC-SP mechanisms
compared with the on-demand mechanism for various maximum CDC capacities of 300,
500 and 750 with 1000 services types for the L distribution case. Figure 8 depicts the graph
showing the performance in terms of the number of service images placed on FENs. We
can observe that, as the maximum capacity of CDC increases, more service images are
placed on CDC, resulting in less service images placed on FENs in all the mechanisms.
The on-demand mechanism places significantly more service images than our proposed
mechanisms and even with increased CDC capacity, the on-demand mechanism slightly
reduces the number of service images. The reason for this is that the on-demand mechanism
places a service image near the end device which has requested the service, resulting in
many service images near to end devices. On the other hand, the MC-SP and the FC-SP
mechanisms reduce the number of service images placed significantly. Hence, we can
assert that the FC-SP mechanism considering the service pattern performs the best in the
resource utilization of FENs.
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capacities with 1000 service types for the L distribution case.

Figure 9 is the graph showing the number of service requests for which the correspond-
ing service images are not placed on any FENs for the L distribution case. Thanks to the
well-utilized FEN resources, the FC-SP significantly outperforms the MC-SP mechanism
and the on-demand mechanism, especially for larger CDC capacities. As we expected, the
number of non-accommodated service requests decreases as the maximum CDC capacity
increases for all the mechanisms.
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Figure 9. The number of non-accommodated service requests for various maximum CDC capacities
with 1000 service types for the L distribution case.

In Figure 10, the average network cost of handling a service request is shown for
various maximum CDC capacities for the L distribution case. As the maximum CDC
capacity increases, the network cost also increases because more service images are placed
on the CDC. Both of the proposed mechanisms perform much worse than the on-demand
mechanism because service images are placed near the end devices in the on-demand
mechanism with less service images placed. As for the proposed mechanisms, the FC-SP
mechanism requires less network cost than the MC-SP mechanism. The reason is that the
MC-SP mechanism does not consider the pattern of service demands and places service
images on FENs at higher levels of the logical fog network for larger coverage.
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The performance of the proposed mechanisms is shown in Figure 11 with a varying
FEN capacity and number of service types for the L distribution case. We simulated two
cases of the FEN capacity, the basic case and the 10 times case. The basic case is the case of
the FEN capacity in Figure 6b and the 10 times case is the FEN capacity of 10 times that of
Figure 6b. The number of service types is set to 1000 and 2000.

Figure 11a shows the performance in terms of the number of service images placed on
FENs, and Figure 11b shows the performance in terms of the number of non-accommodated
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service requests for the L distribution case. For the larger FEN capacity (i.e., the 10 times
case), both MC-SP and FC-SP mechanisms place more service images, but the FC-SP
mechanism decreases the number of non-accommodated service requests more significantly
than the MC-SP. This indicates that the FC-SP mechanism fully utilizes the advantage of
the increased FEN capacity. That is, the FC-SP mechanism accommodates more service
requests than the MC-SP mechanism by provisioning more service images on FENs. In
addition, as the number of service types increases, more service images are placed and
more service requests are accommodated in both of the mechanisms. It is intuitive that
more service images are placed for more service types, but the MC-SP mechanism shows
a more noticeable increase in the number of service images placed with an insignificant
decrease in the number of non-accommodated service requests. This implies that the
MC-SP does not perform well in the situation of changed FEN capacities.

Figure 11c shows the graphs depicting the average network cost of a service request
for the L distribution case. As the FEN capacity increases, the network cost decreases in
both of the mechanisms. The FC-SP mechanism shows a more significant decrease in the
network cost compared to the MC-SP mechanism, especially for more service types. This
indicates that the FC-SP mechanism performs better than the MC-SP mechanism even for
the case of more service types. Overall, the FC-SP mechanism is better than the MC-SP in
utilizing the FEN resources and in adapting to changing environments such as the changes
in CDC capacity, FEN capacity, and the number of service types to support.
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For a more concrete evaluation of the performance, we performed simulations for
another service demand distribution shown in Figure 12 (we call this the U distribution
case) which is obtained by using the uniform distribution. This is achieved by using the
function np.random.uniform (0, 100, 1000) [27] where 0 and 100 are the lower and the upper
boundary of the output interval, respectively, and 1000 is the number of service types. This
function returns a value (we call this a U value) in the half-open output interval [0, 100) for
each service type. The U value is used as the probability of assigning a service request for
the service type to each end device. That is, the higher the U value of a service type is, the
higher the possibility of assigning a service request of the service type to each end device.
The U distribution case tends to assign service requests more evenly on service types than
the L distribution case. The U distribution case generates 140,525 service requests for the
performance evaluation of our mechanisms in a situation with heavy service requests.
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Figure 12. The U distribution case with 140,525 service demands for 1000 service types.

The performance of the proposed mechanisms for the U distribution case is depicted in
Figure 13. We can easily see that the FC-SP mechanism outperforms the MC-SP mechanism
in the aspect of all the performance factors. This indicates that the FC-SP mechanism per-
forms better than the MC-SP mechanism even for the case with service requests relatively
less biased over the service types (i.e., the U distribution case).
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From Figure 14, we can observe the performance comparison of our proposed SP
mechanisms for the L and the U distribution cases. In Figure 14a,b, it is clearly shown that
our mechanisms perform better for the L distribution case than for the U distribution case
in terms of the number of service images placed and the percentage of non-accommodated
service requests. This can be intuitively expected because the U distribution case has about
3.33 times more service requests than the L distribution case. In addition, we can see that
the FC-SP mechanism performs very effectively in the sense that it accommodates more
service requests than the MC-SP mechanism with many less service images placed, even
in the stressful situation (i.e., the U distribution case). Figure 14c shows that the average
network cost per service request for the U distribution case is lower than that for the L
distribution case. The reason for this is that, for the L distribution case, the majority of
the service requests are likely covered by higher-level FENs because most of the service
requests are biased on a few specific service types, resulting in higher average network cost
per service request than the U distribution case.
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5. Conclusions

Because of the limited resources of FENs, it is not possible to place all the services on
an FEN. Moreover, if service images are placed on FENs in a per service request-based
way, the resources of FENs may not be efficiently utilized due to the duplicate placement
of service images, resulting in less accommodation of service requests. Therefore, in
this paper, we proposed two SP mechanisms, the MC-SP mechanism and the FC-SP
mechanism, for provisioning service images on FENs on the basis of logical fog network
considering the pre-obtained service demands. The MC-SP mechanism provisions service
images on FENs based on the number of service requests from end devices and the FC-SP
mechanism based on the locations of end devices requesting services. The performance of
the proposed mechanisms was evaluated by carrying out through simulations. According
to the simulation results, we observed that both of our mechanisms perform better than the
On-Demand mechanism which was designed for performance comparison and operates in
a simple manner of placing a service image near to the end device requesting the service
upon each service request. Therefore, we can say that our mechanisms are scalable because
they can save the FEN resources by effectively placing service images on FENs and are
good for the environment with plenty of IoT devices deployed.
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Abstract: Multi-access edge computing (MEC) is a new leading technology for meeting the demands
of key performance indicators (KPIs) in 5G networks. However, in a rapidly changing dynamic
environment, it is hard to find the optimal target server for processing offloaded tasks because we
do not know the end users’ demands in advance. Therefore, quality of service (QoS) deteriorates
because of increasing task failures and long execution latency from congestion. To reduce latency
and avoid task failures from resource-constrained edge servers, vertical offloading between mobile
devices with local-edge collaboration or with local edge-remote cloud collaboration have been
proposed in previous studies. However, they ignored the nearby edge server in the same tier that has
excess computing resources. Therefore, this paper introduces a fuzzy decision-based cloud-MEC
collaborative task offloading management system called FTOM, which takes advantage of powerful
remote cloud-computing capabilities and utilizes neighboring edge servers. The main objective of the
FTOM scheme is to select the optimal target node for task offloading based on server capacity, latency
sensitivity, and the network’s condition. Our proposed scheme can make dynamic decisions where
local or nearby MEC servers are preferred for offloading delay-sensitive tasks, and delay-tolerant
high resource-demand tasks are offloaded to a remote cloud server. Simulation results affirm that our
proposed FTOM scheme significantly improves the rate of successfully executing offloaded tasks by
approximately 68.5%, and reduces task completion time by 66.6%, when compared with a local edge
offloading (LEO) scheme. The improved and reduced rates are 32.4% and 61.5%, respectively, when
compared with a two-tier edge orchestration-based offloading (TTEO) scheme. They are 8.9% and
47.9%, respectively, when compared with a fuzzy orchestration-based load balancing (FOLB) scheme,
approximately 3.2% and 49.8%, respectively, when compared with a fuzzy workload orchestration-
based task offloading (WOTO) scheme, and approximately 38.6%% and 55%, respectively, when
compared with a fuzzy edge-orchestration based collaborative task offloading (FCTO) scheme.

Keywords: multi-access edge computing; orchestrator; task offloading; fuzzy logic; 5G

1. Introduction

Nowadays, with the rapid evolution of communication technology and the enormous
popularity of high-demand applications (e.g., the Internet of vehicles, mobile augmented
reality, map navigation, face/fingerprint/iris recognition, mobile healthcare, web brows-
ing, cloud gaming, image identification), a huge number of devices are attached to the
Internet of Things (IoT) infrastructure [1–5]. In conventional networking infrastructures,
the demand poses an enormous burden due to the generation of huge volumes of data from
using these devices. Moreover, storage capacity and computing capabilities in user devices
is restricted. Due to these constraints, user devices cannot handle massive numbers of
tasks, and it affects both quality of service (QoS) and performance. Therefore, these devices
tend to offload their tasks to more powerful computing devices [6]. To resolve the above
limitations, the mobile cloud computing (MCC) approach was introduced [7]. Thus, the
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workload of user devices and the processing latency are significantly reduced from offload-
ing computation tasks to the MCC server. However, the location of the MCC server is on
the core network, far from the user devices. Therefore, when a user wants to offload a
task to the MCC server, the data must travel through the entire access network. The same
scenario has to be followed when the processed results return. As a result, the MCC-based
approach suffers from high transmission delays, data leakage, and compromised privacy
due to the long-distance routing [8]. To reduce this network latency is very difficult if using
the existing infrastructure. Therefore, for applications that need low latency in a real-time
service environment, the MCC-based solution is not suitable. To cope with these challenges,
ETSI proposed in December 2014 an emerging technology named mobile edge computing.
In September 2017, ETSI removed the word mobile from multi-access edge computing
(MEC) and officially renamed it multi-access edge computing [9,10]. MEC is an innovative
network paradigm that brings the storage and computing resources to the network edge.
As a result, it can overcome long transmission latency and the deficiencies from network
congestion in the MCC system. Since the location of MEC servers is very close to the user
terminals, end-to-end latency between the edge server and user device is significantly
shortened. Therefore, the user can receive feedback immediately after processing, and this
significantly improves QoS. Table 1 compares MCC and MEC [11,12].

Table 1. Comparison between mobile cloud computing (MCC) and multi-access edge computing
(MEC) computing architectures.

Technical Aspect MCC MEC

Deployment Centralized Dense and distributed
Architectural style Client-server Peer-to-peer
Computing capabilities Higher Lower
Network access Multi-hop Single-hop
Support for client mobility Limited Supported
Support for server mobility Not supported Supported
Number of nodes Small (100–1000) Large (billions)
Heterogeneity Limited support Full support
Latency High Very Low
Storage capacity Ample Limited
Location Large data center With network ingress
Hierarchy 2 tiers 3 tiers

MEC is one of the premier ideas for rapidly computing user tasks offloaded to the
edge server. The advantage of this technology is that users get the needed computing
resources with only one-hop wireless transmission. Compared to MCC, it does not need
to go through the core network to transmit the task to MEC servers. This reduces the
delay and satisfies the low-latency requirements of different applications. In addition,
the task’s processed results return directly from the MEC server, which can alleviate the
risk to privacy and helps to protect sensitive data. Moreover, the edge server (as well as
user devices) can themselves collaboratively process the service workloads. As a result,
it can save bandwidth, because most of the task is processed locally by the user device
and the edge server, without sending the task to the cloud. Therefore, to handle context-
aware and latency-sensitive applications, some researchers have proposed a framework for
collaboration between the edge server and user devices to complete computed tasks [13].
Despite the multi-dimensional benefits of MEC, it faces challenges owing to finite storage
capacity and limited computation resources. With the increase in high-demand applications
and the popularity of smart mobile devices, the distinct edge server cannot efficiently
handle multiple offload requests. To utilize adequate computing resources of remote
cloud servers and benefit from using a MEC server, a collaborative cloud-MEC-based task
offloading approach was proposed recently [14,15]. In collaborative offloading, there are
still some challenges, such as how to decide where to offload the task (to either a MEC
server or a cloud server). Therefore, the collaborative approach is more complicated in a
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dynamic environment. To exploit the advantages of unlimited storage space and powerful
computing capabilities of a cloud server, and to utilize nearby MEC servers, a collaborative
cloud-MEC-based FTOM scheme is introduced in this study. The novelty of our work is to
improve the rate of successfully executing offloaded tasks and to reduce completed-task
latency by utilizing the computing resources of nearby MEC servers that have excess
computing resources. The key contributions of this paper are as follows:

• We investigate a low-complexity cloud-MEC-based offloading scheme to ensure QoS
and accommodate more workload in the multi-tier MEC-enabled network.

• We develop a fuzzy decision-based, efficient task offloading management scheme
by considering a vertical (local MEC with remote cloud) as well as horizontal (peer
offloading among nearby MEC servers) task offloading scheme to meet the diverse
needs of users.

• Based on the the states of server utilization, the delay sensitivity of the task, and the
network conditions, the FTOM scheme can make a dynamic decision on where to
offload the incoming task: local MEC, nearby MEC, or a cloud server.

• To improve resource utilization efficiency and the rate of successfully executed of-
floaded tasks, our system prefers to offload latency-sensitive tasks to local or neigh-
boring MEC servers, whereas delay-tolerant, high resource-demand tasks go to a
remote server.

• Performance evaluation demonstrates the effectiveness of our proposed FTOM scheme,
compared to its competitors, for three different types of application: infotainment (I),
augmented reality (AR), and health monitoring (HM).

The remainder of this paper is structured as follows. The related works on task of-
floading in the MEC-enabled networks are illustrated briefly in Section 2. Afterwards, the
problem scenario and our proposed model are described in Section 3. Our introduced
FTOM scheme for efficient task offloading management is presented in Section 4. Perfor-
mance evaluations are illustrated in Section 5 and results summary of different evaluation
metrics are presented in Section 6. The paper is finally concluded and future research
suggested in Section 7.

2. Related Work

Task offloading and allocation of resources are primary key points of MEC-enabled
networks. Based on previous research, these are divided into three main categories: binary
or full offloading (the task cannot partition during processing) [16–18], partial offloading
(the task is decomposed into several parts at the same time for local computing or for
offloading) [19–21], and collaborative task offloading (integration between the edge and
the cloud) [22–25]. For binary computation offloading (BCO), the tasks can be processed by
the user devices themselves or by offloading them to the nearest edge servers. This scheme
is mostly an NP-hard problem. To solve the problem of having multi-user participation
and restrictive objectives, game theory is extensively used. Bi and Zhang [16] proposed
a BCO policy to process a task with either user devices or by offloading it to an edge
server for a multi-user MEC system. By using wireless power transfer (WPT), the users are
wirelessly powered from the base station. Wang et al. [17] proposed a three-layer traffic
system based on queueing theory for moving vehicle-based edge nodes to minimize the
offloaded response time. Messous et al. [18] introduced a game theory-based strategy for
solving offloaded problems with heavy task computations in unmanned aerial vehicles
(UAVs). Recently, partial computational offloading (PCO) has gained widespread attention
from many researchers into MEC-enabled networks. In this offloading model, a task is
partitioned into some parts that are executed locally by mobile devices and other parts
that are offloaded to, and processed by, MEC servers. The authors of [19] proposed a PCO
approach for a single-user MEC system to minimize energy consumption and the task
execution latency based on Lagrangian dual decomposition. To solve single-user PCO
problems in latency-constrained networks, Ning et al. [20] apply a branch-and-bound
algorithm. On the other hand, for multi-user PCO problems, a heuristic iterative algorithm
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was proposed for making offloading decisions and allocation of resources dynamically.
To reduce latency for all user devices, Ren et al. [21] proposed a strategy named optimal
closed-form data segmentation in partial computation offloading schemes for time-division
multiple access based multi-user MEC systems.

However, due to the resource restrictions and limited storage capacity of the MEC
server, researchers have proposed cloud-MEC-based collaborative integration to reap the
benefits of both technologies. Most of the previous researchers proposed two-tier cloud-
MEC-based vertical offloading [22–25] and ignored horizontal offloading among nearby
MEC servers in the same tier. Deng et al. [22] introduced a cloud-edge computing system
to reduce power consumption as well as delay by formulating a mixed-integer nonlinear
programming (MINLP) problem. By adopting the fiber-wireless (FiWi) access network,
Guo and Liu [23] proposed a collaborative cloud-MEC-based task offloading scheme. To
obtain better offloading performance, a game-theory-based algorithm was used. To reduce
the cost of the capacity, Lin et al. [24] constructed a three-tier cloud-edge system by using
an iterative optimization algorithm. To minimize the network transmission load, Huang et
al. [25] introduced a service orchestration scheme based on software-defined networking
(SDN) technology. Furthermore, a heuristic algorithm was adopted to make the offloading
decision between the cloud and the edge system. On the other hand, to utilize nearby MEC
servers, some researchers focused on horizontal offloading between local MEC and nearby
MEC servers in the same tier. To minimize the transmission distance and increase the
capacity of edge caching systems, Yuan et al. [26] proposed a cooperation approach among
edge clouds. Hossain et al. [27] used a collaboration approach based on fuzzy logic among
MEC servers to reduce the task failure rate and service time. Moreover, Fan et al. [28] used
a cooperation approach between different servers for balancing the computation workload.

Generally, the edge computing environment is dynamic and uncertain. On the other
hand, fuzzy logic is one of the best-employed methods for rapidly changing uncertain
systems. Therefore, for efficient task offloading management, the FTOM scheme is pro-
posed. The main advantages of using fuzzy logic are that its complexity is low, compared
with other decision-making algorithms [29–31], and it is significantly applied to work-
load management, vehicle routing, task scheduling, and network congestion-mitigation
problems [32–34]. To satisfy the various security requirements in real time for mobile
users, Li et al. [35] introduced a security service-chaining approach based on fuzzy logic
for mobile edge computing. Nguyen et al. [36] proposed a fuzzy decision-based flexible
task-offloading scheme for IoT applications. To minimize latency and the task failure
rate, a fuzzy-based mobile edge orchestrator policy is used as a controller for application
placement. Soleymani et al. [37] used fuzzy logic for the trust management system in a
VANET. The proposed trust model executes a sequence of security checks to ensure vehi-
cles are authorized. On the other hand, to determine the target server for task offloading,
Sonmez et al. [38] used two stages of fuzzy operation. The best-candidate edge server is
found in the first stage from among all the edge servers. The target server is selected by
comparing the candidate edge server with the cloud in the second stage. Our proposed
system, however, uses only a single stage of fuzzy logic operation to select the optimal
target server. In [27], Hossain et al. considered a collaborative approach for task offloading
based on fuzzy logic. In this paper, authors considered local MEC and neighboring MEC
servers to select the target server for task offloading decisions. To calculate the center of
gravity (COG) value for choosing the target server to offload the task, authors did not
consider the remote cloud server. Moreover, for performance evaluation, authors consid-
ered latency-sensitive AR application. However, for offloading tasks, our proposed FTOM
scheme selects the optimal server from among local MEC, nearby MEC, or remote cloud
servers. That is why we have considered a new input variable, named WAN bandwidth.
The important role of WAN bandwidth is in making the decision about offloading the
task to the remote cloud or not. Moreover, in FTOM scheme, for performance evalua-
tion, we have considered latency-sensitive AR and HM applications and delay-tolerant
infotainment application. The two key activities of the FTOM scheme are monitoring the
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continuously changing network conditions and finding the optimal target server for task
offloading. As far as we know, an FTOM scheme for MEC-enabled networks has not been
evaluated yet in this domain.

3. Problem Scenario and System Model
3.1. Problem Scenario

In MEC-enabled networks, task offloading is one of the challenging issues because
of the delay constraint and limited computing resources. Moreover, congestion is caused
from offloading multiple tasks from various users to the same edge server. Therefore,
many users’ processing tasks on the MEC server are left waiting in the queue. As a result,
the processing delay is longer for all tasks because of the overload. Figures 1 and 2 show
such scenarios, where some edge nodes are lightly loaded and some nodes are overloaded
from too many user requests. Therefore, it is not always a better decision to offload a
computing task to the closest edge server. From Figure 1, we can see that edge node-1
is already overloaded due to heavy user requests. In this situation, the overload tasks
are forwarded to the remote cloud for processing. However, the nearby edge node-2 is
lightly loaded and has more resources available to process computing tasks. This node can
undoubtedly overcome the overload problem for edge node-1 without sending tasks to the
remote cloud. In the ongoing 5G network, multiple edge servers are deployed near user
devices within range of mobile communication. Therefore, users have multiple options
for offloading tasks to nearby edge servers in order to receive services. On the other hand,
when there are multiple edge servers available in MEC networks, it becomes a challenging
issue to decide which edge server is best for task offloading. Thus, the design of an efficient
task offloading mechanism is important, because QoS varies based on the task offloading
decisions. Figure 1 shows the following two significant challenges faced when offloading
tasks in MEC networks:

1. Should the edge server or the remote server be used to offload the computing task?
2. Which edge server is preferred for offloading the task?

Edge Node-1 Edge Node-2 Edge Node-3 Edge Node-M

User node User node User node

User node User node

User node

User node

User nodeUser node
User nodeUser node

User node

User node

User node User node

Remote Cloud Heavy Offloading

Medium Offloading
Light Offloading

Edge Node

Edge Node

Edge Node

Overloaded

Light

Medium

Figure 1. The overloaded problem in a multi-user MEC network.
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To clearly understand the offloading problem, Figure 2 shows a multi-user MEC
network scenario in detail. This network consists of M = {1, 2, 3, . . . , M} small base stations
(SBSs), and a single MEC server is deployed in each SBS. There are N = {1, 2, 3, . . . , N}
user devices and T = {1, 2, 3, . . . , T} independent tasks from each user. We denote the
computing capacity of the edge server as rmec, and this server receives its mobile workload
from N users, φ1, φ2, ..., φn. Based on the user device capacity, some tasks are executed
locally by the device, and the rest of the tasks are offloaded to a local MEC server. If the
received workload exceeds the capacity of the edge server (i.e., ∑ φ > rmec), it is hard to
execute another task on this server. Therefore, due to the excessive workload, task 2 fails,
as shown in Figure 2. To explore the neighboring SBSs and the remote cloud, we observed
the following:

1. To overcome the local MEC server overload problem and utilize the neighboring
MEC servers with the remote cloud, we can add a orchestrator management layer for
efficient task offloading among MEC servers within the cloud.

2. Based on the task size, network condition, and delay sensitivity of the task, we
can decide whether task offloading is more efficient if done by a local MEC server,
a neighboring MEC server, or the remote cloud.

3. The rate of successfully executed tasks can improve, and task completion time can be
significantly reduced, by offloading the task collaboratively among the MEC servers
and the remote cloud server.
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Figure 2. Multi-server multi-user MEC network.

3.2. The Role of an Orchestrator Management Scheme

To solve the overload problem in a distinct edge sever, we include a management layer
for task orchestration among the MEC servers and the cloud in a multi-tier MEC-enabled
network, which is shown in Figure 3.
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Figure 3. Orchestrator management scheme.

Without an orchestrator, all incoming user requests are offloaded and executed by
the local MEC server. Therefore, it faces heavy congestion because of the numerous user
requests, and sometimes, resources are not utilized efficiently. As depicted in Figure 3,
we incorporate the orchestrator management layer between the edge layer and the remote
cloud. Numerous devices, such as smartphones and sensing devices, are deployed on
the device layer of the network and want to offload their computing tasks to an edge
server or a remote server. The edge layer consists of multiple SBSs where a single MEC
server is equipped at each SBS. The orchestrator management layer is responsible for
collecting all information, including the computation resources of the MEC servers, the
network information, and the input task sizes. Based on this information, it selects the
optimal target node for task computing to ensure a sophisticated computation balance.
Figure 4 describes the role of the orchestrator and the task offloading process. The user
node selects the local SBS for task requesting. We assume that the task is already offloaded
from the end-user device to the local edge node, and that each task is independent. There
are six steps required to execute the process. (1) SBS integrates the edge node with task
offloading information together and transmits the corresponding task offloading request to
the orchestrator along with its requirements. (2) The orchestrator acts as the decision-maker
of the system and, based on fuzzy rules, it decides where (i.e., in which resource) the
tasks will be executed. When an edge node is connected to the network, the orchestrator
links that node to the system. Then, during the offloading process, the orchestrator finds
the best offload destination (i.e., the node that will execute the offloaded task) in the
system. (3) The system sends the task to the optimal edge node based on fuzzy rules.
(4) The selected edge node executes the task. (5) After executing the task, the result is
returned to the orchestrator. (6) The orchestrator forwards the result to the corresponding
edge node.
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Figure 4. The role of the orchestrator and the flow of the task offloading process.

3.3. System Model

The proposed model is an integration framework with one centralized cloud server, M
access points (AP), and many user devices which are all shown in Figure 5. There is a single
MEC server in each AP which has limited storage and computing resources for processing
tasks. The combination of the AP and its associated MEC server is considered an edge
node. On the other hand, a centralized cloud server has a huge amount of storage capacity
and powerful computing resources. Mobile users utilize wireless local area network
to access edge resources, whereas wide area network connections are used if devices
offload their tasks to a remote cloud server. We assume there are N user devices (UDs)
where each user has T independent tasks. We denote the set of UDs as U, U = {Ui|i =
1, 2, 3, . . . , N}, |U| = N, and the set of tasks that need to be executed for each user in the
network is T = {Ti|i = 1, 2, 3, . . . , T}. Each computation task is described by the following:
Ti = {τi, ψi, di

max}. For task Ti, τi denotes the size of the task that needs to be offloaded for
computation; ψi represents the required CPU cycle for task processing, which varies for
various applications; and di

max indicates the maximum tolerable latency of Ti. Moreover, we
define the set of servers as M = {1, 2, 3, . . . , M, M + 1}, where {MECi|i = 1, ...M} denotes
the MEC servers and server M + 1 represents the remote cloud server. For each MEC server,
MECi = {ri

max, si
max}, where ri

max is the maximum resource capability of MECi, and si
max is

the local storage capacity of MECi. We assume that each MECi server has one host that
operates four VMs. The resource capacity of each VM is 10 GIPS. If the required amount of
resources is less than or equal to ri

max, then the task will be executed only by MECi. On the
other hand, the VMs running on the global cloud server are tens of times more powerful
than the edge server in our scenario. The main aim of this study is to design an efficient
cloud-MEC-based task offloading management approach to ensure satisfactory service
requirements and reduce the overall latency.
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Figure 5. Proposed multi-tier MEC system architecture.

For each task, we consider the task offloading decision among the MEC servers and
the cloud to be represented by

Ontm ∈ {0, 1} (1)

where the t-th task of user device n is allocated to server m. Here, n ∈ N, t ∈ T, m ∈ M.
When Ontm = 0, the user device n will decide to offload its t-th task to the cloud server.
Then, we have Ontm = 1, ∀m ∈ M\{M + 1}. In this scenario, every task must use one of
those servers for processing. Mathematically, it can be represented as follows:

M+1

∑
m=1

Ontm = 1 (2)

So, we can write the different computing modes mathematically, as given in Equation (
3). {

∑M
m=1 Ontm = 1, MEC computing

Ontm+1 = 1, Cloud computing
(3)

for any n ∈ N and t ∈ T.
In our proposed architecture, the following three cases may occur during task offload-

ing.

1. Case 1: In this scenario, we consider the task to be offloaded and processed only by
the local MEC server. For example, in Figure 5, we can see that User #2 has only one

55



Sensors 2021, 21, 1484

task (T1) and User #3 has two tasks (T1 and T2). Because the local MEC server has
enough capacity, both User #2 and User #3 process their computing tasks fully at the
local MEC server.

2. Case 2: In this scenario, the offloaded task is executed by computation peer offloading
between the local and nearby MEC servers. In describing Case 2, consider User #4 as
having three tasks (T1, T2, and T3). Based on our proposed FTOM scheme, tasks T2
and T3 are processed locally because of the capabilities of the local MEC server, and
task T1 is processed by a nearby MEC server.

3. Case 3: In this scenario, the offloaded task is executed through collaboration among a
local MEC server, a neighboring MEC server, and the remote cloud. User #1 describes
Case 3 and has three tasks (T1, T2, and T3). Based on the task orchestration manage-
ment decision, T1 is processed by the local MEC server, T2 is handled by the remote
cloud server, and T3 is executed by the nearby MEC server.

4. Fuzzy Decision-Based Task Offloading Management

For the efficient task offloading management of multi-tier MEC-enabled networks,
we propose a fuzzy decision-based scheme for a multitude of reasons. The environment of
edge computing is dynamic, and the stages of resources continuously change based on the
offload requests. Due to this uncertainty, it is difficult to make a decision as to where a task
should execute because we do not know the number of incoming user requests in advance.
Moreover, task offloading management is basically online and considered an NP-hard
problem. Therefore, we cannot apply conventional offline optimization techniques [36,38].
To handle these unpredictable environments, we need a low-complexity problem-solving
technique. In addition, there are many input and output parameters involved in the
MEC-enabled network environment, and these parameters are a part of the environmental
behavior. This approach is inherently fuzzy. In this respect, fuzzy logic is one of the
best alternatives to deal with the above-mentioned rapidly changing uncertain system.
The advantage of fuzzy logic is that its complexity is very low, which is basically a very
important criterion for an online algorithm [30]. Figure 6 shows the fuzzy logic architecture
used in our proposed model. The main objective of our proposed fuzzy decision-based
scheme is to identify a target server for the offloaded task by monitoring different factors,
including the incoming task’s size, the network’s condition, and the resources already
utilized in the servers. The three main steps of the fuzzy reasoning mechanism are described
as follows.

Crisp
Input

Crisp
Output

Fuzzification Inference
Engine
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Figure 6. The proposed fuzzy logic architecture.
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4.1. Fuzzification

During fuzzification, a crisp value is transformed into a fuzzy value by using mem-
bership functions (MFs). The crisp set of input parameters, which are described in Table 2,
is the input for the fuzzy logic engine. It basically determines the degree of input data
having the appropriate fuzzy sets by using the MFs. For efficient task offloading manage-
ment, we define five significant fuzzy input variables: task size, local MEC VM utilization,
network delay, neighboring MEC VM utilization, and WAN bandwidth. We represent
these input variables mathematically as follows:

Ω = [τ, ι, d, η, w] (4)

where τ indicates the length of the incoming task in order to determine the task execution
time; ι and η, respectively, represent the status of local MEC server and neighboring MEC
server computational resources; d denotes the network delay; and w represents the WAN
bandwidth. If the local MEC server is heavily congested and the latency of the network is
very low, it will be advantageous to compute the incoming task by the neighboring MEC
server. On the other hand, due to the heavily loaded neighboring MEC server and high
network delay for handling large incoming requests, it is better to process the task in a
local MEC server. The role of w is in making the decision about offloading the task to the
remote cloud or not. If the local and neighboring servers are heavily loaded and WAN
bandwidth is high, then it is appropriate to execute the incoming task to the remote cloud.

Table 2. Fuzzification input variables [36,38].

Input Variables Notation Fuzzy Set Range

Task size (GI) τ
Small 0–8
Medium 6–18
Large 16–50

Local MEC VM utilization (%) ι
Light 0–40
Normal 30–70
Heavy 60–100

Network delay (ms) d
Low 0–4
Medium 2–12
High 10–100

Neighboring MEC VM utilization(%) η
Light 0–40
Normal 30–70
Heavy 60–100

WAN bandwidth (Mbps) w
Low 0–4
Medium 3–7
High 6–21

Generally, a fuzzy logic system (FLS) uses non-numerical linguistic variables, such
as Small, Medium, and Heavy, which come from natural language. Our FTOM scheme
uses different linguistic variables to indicate the input parameters. Every base variable is
represented by a linguistic variable, where the values are real numbers within a specific
range. On the other hand, a linguistic variable is defined by using different terms that
are the approximate value of a base variable. In Figure 7, we use a linguistic variable to
represent WAN bandwidth. Based on the different bandwidths, the linguistic values for
WAN bandwidth are Low, Medium, and High. For example, when the WAN bandwidth
is up to 4 Mbps, we consider the bandwidth to be low. Moreover, we consider WAN
bandwidth to be medium when the bandwidth range is between 3 Mbps and 7 Mbps.
Furthermore, if the bandwidth range is between 6 Mbps and 21 Mbps, we consider the
bandwidth to be high. A linguistic variable can be defined by using triplets (V, R, ΩV),
where V represents a fuzzy input variable such as network delay or WAN bandwidth,
R denotes range of the variable, and ΩV defines the set of linguistic terms for the fuzzy
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variable [39]. A linguistic variable for WAN bandwidth can be represented, based on
Figure 7, as follows:

Linguistic variable, w =





w = WAN Bandwidth
R = <+

Ωw = (Low, Medium, High)

(5)
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Figure 7. Example of linguistic variables for WAN bandwidth.

In this paper, we use three different linguistic terms such as Small (S), Medium (M),
and Large (L) to represent the linguistic variable having task size τ. For network delay
d and WAN bandwidth w, we use the linguistic terms Low (L), Medium (M), and High
(H). Furthermore, the other two linguistic variables, ι and η, are Light (L), Normal (N), and
Heavy (H). Mathematically, each of the above-mentioned input linguistic variables and
their different terms are represented as follows:





Ωτ(x) = [µS
τ(x), µM

τ (x), µL
τ(x)] and

Ωi(x) = [µL
i (x), µM

i (x), µH
i (x)], where j ∈ {d, w}, and

Ωj(x) = [µL
j (x), µN

j (x), µH
j (x)], where i ∈ {ι, η}

(6)

4.1.1. Membership Functions

MFs play an important role in the performance of FLS. We use MFs for mapping the
input variables to a membership value. It returns a value in the range [0, 1], which indicates
the membership degree. For each fuzzy variable, we define a set of MFs. Mathematically,
it can be characterized by using Equation (7).

AFuzzy = {(x, µA(x)) : x ∈ X, µA(x) ∈ [0, 1]} (7)

Here, µA(x) represents the membership function of A. It quantifies the degree to
which x belongs to A. The range of membership values is from 0 to 1, i.e., µA(x) ∈ [0, 1],
where x represents the element in a fuzzy set. According to Ω in Equation (4), we have
used five fuzzy input variables. Based on the fuzzy input variable, we use five MF sets,
and each set includes three different linguistic terms, which are used in the fuzzification
steps. The MFs are represented in various forms such as Gaussian, sigmoid, singleton,
trapezoidal, or triangular [40]. In this paper, we use the triangular MF form because of its
low complexity. Mathematically, the triangular MF is represented in Equation (8), where
A is the fuzzy set. The parameters m and n indicate the lower limit and upper limit,
respectively; and p represents the modal value of the triangle:
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µ
triangular
A (x) =





0 ; i f x 6 m
x−m
p−m ; i f m 6 x 6 p
n−x
n−p ; i f p 6 x 6 n

0 ; i f x ≥ n

(8)

Determining the values used in the membership functions is critical because it has a
notable impact on the overall FLS performance. Similar to other existing studies, the degree
of membership values and the range of the values for each fuzzy variables are used
from [31,36,38,39] because of their novel contribution to the edge computing environment
based on fuzzy. The representations of MFs for the above-mentioned input fuzzy variables
are shown in Figure 8. For example, if the size of the task is 8 GI, the degrees of the MF
value are zero for Small, 0.4 for Medium, and zero for Large. So Ωτ(8) = [0, 0.4, 0], which
is shown in Figure 8a.
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Figure 8. Membership functions (MFs) for the fuzzy input variables: (a) task size; (b) local MEC VM
utilization; (c) network delay; (d) neighboring MEC VM utilization; (e) WAN bandwidth.
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4.2. Fuzzy Inference Engine

It is the process of mapping the values of the given fuzzy input variables to an
output using fuzzy logic. This step is the most crucial part of the FLS. For fuzzy inference
inputs, different fuzzy sets (e.g., “Small”, “Medium”, “Large”) have been considered as
a confidence value. After evaluating and combining fuzzy rules, the output is generated.
A fuzzy rule is constructed by a series of simple IF-THEN rules and each rule defines a
fuzzy implication between condition and conclusion. A fuzzy rule has the following form:





I f f var1 ∈ A and f var2 ∈ B , . . . , f varn ∈ N then fout = O f f Decision,
where A, B, , . . . , N are f uzzy sets, and
O f f Decision ∈ {localMEC, neighboringMEC, remotecloud}

(9)

For fuzzification, we use five MFs sets, and we include three different linguistic terms
in each set. Therefore, 243 fuzzy rules were used during the simulation. It is critical to
define the fuzzy rules, because the overall performance of the system relies particularly
on these rules. In this study, we use a better fuzzy rule set found empirically in [27,38].
Some examples of rules from our fuzzy rule set are given in Table 3. In each fuzzy rule,
different linguistic variables are used. For example,

IF τ is Small
AND ι is Light
AND d is High
AND η is Normal
AND w is Low
THEN offload to the local MEC server.

Table 3. Example fuzzy rules.

Rule Index Task Size (τ) Local MEC VM Utilization (ι) Network Delay (d) Neighboring MEC VM
Utilization (η)

WAN Bandwidth
(w)

Offload Decision

R1 Small Light High Normal Low Local MEC Server
R2 Medium Heavy Low Light Medium Neighboring MEC Server
R3 Medium Heavy Medium Heavy High Remote Cloud
R4 Small Heavy Low Normal Low Neighboring MEC Server
R5 Large Low High Heavy Low Local MEC Server
R6 Small Normal Low Light Medium Neighboring MEC Server
R7 Large Heavy Medium Heavy High Remote Cloud

Basically, there are three methods (aggregation, activation, and accumulation) that are
used in the inference steps [36,38]. The aggregation method (also called the rule connection
method) combines multiple rules within a rule set. The activation method explains the
process of applying the evaluated result of the IF part of the rule to the THEN part. Based on
the fuzzy rules (Table 3) and according to Equation (6), we can calculate the fuzzy value for
selecting the target server from among the local MEC, neighboring MEC, and remote cloud
as follows:

{
µtarget = max{µR1

localMEC, µR2
neighboringMEC, µR3

cloud, . . . , µRn
cloud},

where target ∈ {localMEC, neighboringMEC, cloud}
(10)

where µR1
localMEC, µR2

neighboringMEC, and µR3
cloud are represented as

µR1
localMEC = [µR1

τ (α), µR1
ι (β), µR1

d (γ), µR1
η (δ), µR1

w (θ)] (11)

µR2
neighboringMEC = [µR2

τ (α), µR2
ι (β), µR2

d (γ), µR2
η (δ), µR2

w (θ)] (12)

µR3
cloud = [µR3

τ (α), µR3
ι (β), µR3

d (γ), µR3
η (δ), µR3

w (θ)] (13)
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where α, β, γ, δ, and θ represent the value of crisp input parameters τ, ι, d, η, and w
respectively, in the fuzzy inference system. We can use a simple example to describe the
inference process: 7 GI, 70%, 3 ms, 35%, and 4 Mbps are the values of α, β, γ, δ, and θ
respectively. For the explanation, we considered only three rules (R1, R2, and R3) from
Table 3. Then, we put these values into Equations (11)–(13). During our experiment,
we considered the Minimum function in the activation phase, which is the most commonly
used activation function. Therefore, we applied the aggregation and activation phases to
rules R1, R2, and R3 to select the target server.

µR1
localMEC = min[µR1

τ (7), µR1
ι (70), µR1

d (3), µR1
η (35), µR1

w (4)] (14)

µR2
neighboringMEC = min[µR2

τ (7), µR2
ι (70), µR2

d (3), µR2
η (35), µR2

w (4)] (15)

µR3
cloud = min[µR3

τ (7), µR3
ι (70), µR3

d (3), µR3
η (35), µR3

w (4)] (16)

Based on the fuzzification of input variables in Table 2, the fuzzy rules in Table 3,
and MFs of the fuzzy input variables in Figure 8, we obtained fuzzy values for µR1

localMEC,
µR2

neighboringMEC, and µR3
cloud are as follows:

µR1
localMEC = min[0.2, 0, 0, 0.2, 0 ] = 0 (17)

µR2
neighboringMEC = min[0.2, 0.5, 0.3, 0.2, 0.5 ] = 0.2 (18)

µR3
cloud = min[0.2, 0.5, 0.25, 0, 0 ] = 0 (19)

Finally, to determine the results from multiple rules, we considered the Maximum
function as an accumulation method that can be represented as follows:

µtarget = max[µR1
localMEC, µR2

neighboringMEC, µR3
cloud] (20)

After calculating the value of µR1
localMEC, µR2

neighboringMEC, and µR3
cloud from

Equations (17)–(19), we can determine the value of the target server in the accumulation
phase by using Equation (20), which is 0.2. Therefore, the target server is the neighboring
edge server.

µtarget = max[0, 0.2, 0] = 0.2 (21)

4.3. Defuzzification

Defuzzification is the process of converting into a crisp value the output of the ag-
gregated fuzzy set produced by the inference mechanism. It is an inverse transformation,
compared with the fuzzification process, which is shown in Figure 9.
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Figure 9. Fuzzification and defuzzification process.
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The result of fuzzy inference is a linguistic value that translates into a numerical value
in the defuzzification step. There are different methods for defuzzification, including fuzzy
clustering defuzzification (FCD), weighted fuzzy mean (WFM), mean of maximum (MOM),
and center of gravity (COG) [39]. The most popular and commonly used method is COG,
which is the defuzzification step in our proposed system. This method determines the
value of the center of gravity under the curve and returns the corresponding crisp value.
After implementing the COG method in our proposed system, we obtained the crisp value,
x∗, which is in the range [0, 100]. Based on the value of x∗, we defined the offloading
decisions, all of which are shown in Table 4.

Table 4. Offloading Decisions.

Target Offloading Node Range

Local MEC Server 0–40
Neighboring MEC Server 30–70
Remote Cloud Server 60–100

The centroid defuzzification process is shown in Figure 10. For example, if the
value of µlocalMEC, µneighboringMEC, and µcloud are calculated as 0.2, 0.5, and 0.3 respectively,
then the crisp result after the centroid defuzzfication process will be 53, as shown in
Figure 10b. So, based on the crisp result, the task is offloaded to the neighboring edge server.
Algorithm 1 is the FTOM algorithm. Mathematically, the COG method is represented
as follows.

COG, x∗ =
∫

xµ(x)dx∫
µ(x)dx

(22)
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Figure 10. Defuzzification process: (a) output membership function; (b) the centroid defuzzifica-
tion process.

Algorithm 1 Fuzzy Decision-Based Task Offloading Management (FTOM) Algorithm

Input: The incoming task, T

Output: Target offload node, O

1: Read the network topology;

2: Read the profile of incoming task T;

3: fv ← FuzzyLogic(τ, ι, d, η, w ); // Output value that fuzzy logic returns

4: Calculate the center of gravity value for crisp output, COG← Equation (22);

5: Offloading decision, O← Table 4;

6: return O;

62



Sensors 2021, 21, 1484

5. Performance Evaluation

In this section, we evaluate the effectiveness of our proposed FTOM scheme in terms
of task failure rate, task processing latency, task completion time, and number of success-
fully executed tasks for different VM conditions in MEC-enabled networks with respect
to various user devices through the EdgeCloudSim simulator [41]. To verify the perfor-
mance, our proposed scheme was compared with five other benchmark task offloading
schemes: local edge offloading (LEO), two-tier edge orchestration-based offloading (TTEO),
fuzzy orchestration-based load balancing (FOLB), fuzzy workload orchestration-based
task offloading (WOTO), and fuzzy edge-orchestration based collaborative task offloading
(FCTO). In the LEO scheme, all users offload and execute their tasks by using the local MEC
server. In the TTEO, FOLB, and WOTO schemes, all the neighboring edge servers and the
remote cloud are connected to the orchestrator. The orchestrator distributes the incoming
tasks and processes those tasks by using the edge servers and the cloud. On the other hand,
orchestrator of the FCTO scheme distributes the incoming tasks among the edge servers.
In order to present a realistic simulation for different real-life scenarios, we used three
different applications during the experiments: an augmented reality (AR) application, an in-
fotainment (I) application, and a health monitoring (HM) application [42–44]. Among them,
the HM application is latency-sensitive, and the infotainment application is delay-tolerant.
The AR application, however, is latency-sensitive as well as compute-intensive, requiring
more CPU time. According to [36,38,41], Table 5 lists the key characteristic parameters
of the AR, I, and HM applications, and the other simulation parameters used during the
simulation are presented in Table 6.

Table 5. Applications used in the simulations [36,41].

Augmented Reality Infotainment Health Monitoring
(AR) (I) (HM)

Usage (%) 50 30 20
Interarrival time of tasks (sec) 2 5 10
Delay sensitivity (%) 0.9 0.3 0.7
Idle period (sec) 20 25 90
Active period (sec) 40 45 15
Upload data size (KB) 1500 25 1250
Download data size (KB) 25 750 250
Average task length (GI) 20 7.5 2.5
Task utilization of the VM (%) 10 5 2

Here, the tasks that are offloaded from the user device are represented as a set of
predefined application categories, such as face recognition, infotainment services, and
fall-risk detection. For example, in an AR application, a user wears smart glasses to upload
images to the server for face identification. For a fall-risk detection service, the health
monitoring application uses a foot-mounted inertial sensor that records the waking pattern
of the user for a while; then, it sends the readings to a remote server for further processing.
In Table 5, usages represent the percentage of mobile devices running for AR, I, and HM
applications. In this study, we used 50%, 30%, and 20% for AR, I, and HM applications
respectively. The task interarrival time depicts the frequency for transmitting the task to the
orchestrator, which follows an exponential distribution. We considered the task interarrival
time for AR, I, and HM applications were 2, 5, and 10 s respectively. We used a higher task
interarrival time for HM application than others because we need to record the sensor data
for a specific duration and send that collected data for further processing.
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Table 6. Simulation parameters [36,38,41].

Parameter Value

Number of mobile devices 500
Number of edge servers 14
Number of VMs per edge server 2∼8
Number of VMs in the cloud 4
VM processing speed per edge server 10 GIPS
VM processing speed in the cloud 100 GIPS
WAN/WLAN bandwidth Empirical
MAN bandwidth MMPP/M/1 model

To identify the sensitivity of the task (delay-sensitive or delay-tolerant), we used the
delay sensitivity value in our simulation. The offloaded task is considered delay-tolerant if
the delay sensitivity value is low. Because the infotainment application is delay-tolerant,
we used a delay sensitivity value of 0.3 during the experiment. On the other hand, the
AR and HM applications are delay-sensitive, and thus, 0.9 and 0.7, respectively, were the
delay sensitivity values. The task is generated during the active period but stays idle in
the waiting period. For example, in the AR I, and HM applications, we use 40, 45, and
15 s for active mode and 20, 25, and 90 s for idle mode, respectively. In the AR and HM
applications, a user uploads a large amount of data for service and receives a comparatively
lower amount of data in response. Therefore, during the simulation, we considered upload
and download data sizes of <1.5 MB, 25 KB> for the AR application and <1.25 MB, 250 KB>
for the HM application. Moreover, with the infotainment application, a user sends a
very small amount of data with a service request and the corresponding service returns
a large amount of data in response. Thus, we used an upload data size of 25 KB and the
corresponding downloaded service was 750 KB in response. The task length defines the
needed CPU resources for the corresponding task in the giga instructions (GI) unit. In
the simulation analysis, we used 50 mobile devices in the lightly loaded scenario and 500
mobile devices in the heavily loaded scenario. Moreover, we used 14 APs, and each AP
was equipped with a single MEC server.

To measure the efficiency of the proposed FTOM scheme, Figure 11a,b show the
average processing time and the average task completion time (the y-axes), respectively,
versus the number of mobile devices (the x-axes, varying from 50 to 500). From analyzing
Figure 11a, the processing time tends to enhance in case of all scenarios to handle the
excessive number of mobile devices, and the LEO scheme provides the worst performance
than others. This is because the local MEC server experiences congestion due to its lower
computing capabilities. On the other hand, the FOLB scheme provides better performance
than the LEO scheme, since tasks are distributed between the MEC server and the remote
cloud. Moreover, the FCTO scheme also provides better performance until 200 mobile
devices than others except the FTOM scheme. In this scheme, tasks are easily distributed
among the neighboring edge server. When it comes to the TTEO, WOTO, and our proposed
FTOM scheme, they distribute the tasks among the MEC servers and the cloud. Therefore,
for handling more mobile devices, the processing time does not increase, compared to the
LEO scheme. However, when the number of mobile devices increases, for example, to
200, the average processing time for LEO, TTEO, FOLB, WOTO, FCTO, and our proposed
FTOM scheme were 3.94, 1.94, 2.32, 2.19, 1.91, and 0.42 s, respectively. By comparing all
schemes, the proposed FTOM scheme outperformed all the others as the load increased.
In Figure 11b, the completion times for the above-mentioned task offloading schemes are
given. The task completion time is derived by using the following formula: task comple-
tion time = processing time + network delay. Overall, the average task completion time
tends to increase with increased numbers of mobile devices, and our proposed FTOM
scheme showed the best performance, on average, because our proposed scheme can make
dynamic decisions, and it efficiently balances both networking and edge computational
resources, compared to the competitors. From the simulation results, we conclude that
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our proposed system can reduce the task completion time by approximately 66.6%, 61.5%,
47.9%, 49.8%, and 55% when compared to the LEO, TTEO, FOLB, WOTO, and FCTO
schemes, respectively.
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Figure 11. Performance evaluations based on all application types: (a) average processing times;
(b) average task completion times.

Moreover, to verify the necessity of the proposed FTOM scheme, Figure 12a,b show
another experiment to investigate the task failure rate in terms of different numbers of
mobile devices. The task failure rate indicates the percentage of task failures out of the
total number of tasks. Figure 12a shows the task failure rate based on VM capacity. During
the simulation, we used four VMs for each MEC server. Figure 12a shows that the LEO
scheme starts to experience congestion after 100 mobile devices, the FOLB and FCTO
schemes starts getting congested after 250 and 300 mobile devices, respectively. Due to
its limited computing capacity, the LEO scheme faces an overload problem after 100
mobile devices and starts to congest. The FOLB scheme distributes the tasks between the
local MEC server with the cloud and the FCTO scheme distributes the tasks among the
neighboring MEC server. Therefore, the FOLB and FCTO schemes can easily handle 250
and 300 mobile devices respectively without congestion. After that, due to the WAN delay,
the FOLB scheme faces congestion and due to the overloaded problem, the FCTO scheme
faces congestion. On the other hand, the other three offloading schemes distribute the
tasks among MEC servers and the cloud. Thus, the TTEO and WOTO schemes start to
experience congestion after 350 and 400 mobile devices, respectively, and our proposed
FTOM scheme can handle 500 devices without congestion. This is because our proposed
system can utilize local and neighboring MEC servers more efficiently than its competitors
in a dynamic environment. Similarly, Figure 12b shows the average task failure rate for the
aforementioned task offloading schemes. There are three main factors contributing to task
failure: server capacity, network delay, and mobility. In these experiments, we considered
those three factors when calculating the average task failure rate. Analyzing Figure 12b,
the task failure rate is approximately zero until there are 100 mobile devices. However, the
situation changes as the number of devices increases. A heavily loaded system increases
the task failure rate in all scenarios due to congestion. For example, the task failure rate
rapidly increased from 1.3% at 100 devices to 43.7% at 500 devices in the LEO scheme; from
3.8% at 350 devices to 25.6% at 500 devices in the TTEO scheme; from 4% at 300 devices to
16.3% at 500 devices in the FOLB scheme; from 2.6% at 400 devices to 4.7% at 500 devices
in the WOTO scheme; from 3% at 300 devices to 35.3% at 500 devices in the FCTO scheme;
and from 0.82% at 400 devices to 0.98% at 500 devices in our proposed FTOM scheme.
Comparing all the schemes, our proposed FTOM provided a lower task failure rate than
the others because it makes better decisions about sending tasks to MEC servers and, based
on the network condition, sending some tasks to the remote cloud.
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Figure 12. Performance analysis based on each application type: (a) failed tasks due to VM capacity;
(b) average task failure rate.

By varying the ratio between the latency-sensitive AR application and the latency-
tolerant infotainment application, Figure 13a,b show the task failure rate and the task
completion time, respectively, for the aforementioned task offloading schemes. In these
experiments, we considered the average task length of the AR application to be higher
than the infotainment application, because the AR application is not only latency-sensitive
but also compute-intensive. Initially, we considered the ratio between two applications to
be 0:10, meaning all the offloaded tasks are latency-tolerant. Then, the task failure rate of
the LEO, TTEO, FOLB, WOTO, and FTOM schemes were 0.43%, 0.36%, 0.25%, 0.25%, and
0.23%, respectively. The task failure rate is low at this ratio because all the tasks are latency-
tolerant. On the other hand, if we use all latency-sensitive applications, the ratio is 10:0.
In this scenario, the task failure rate of the LEO, TTEO, FOLB, WOTO, FCTO, and FTOM
schemes was 29.71%, 16.93%, 9.69%, 19.43%, 9.23%, and 8.73%, respectively. Therefore,
it is seen that, when we use all latency-sensitive applications, the FCTO scheme provides
lower task failure rate than others except the FTOM scheme. From the above analysis
in Figure 13a, we observe that when there are more latency-sensitive tasks compared to
latency-tolerant tasks, the average task failure rate increased in all scenarios. But our
proposed FTOM scheme reduced the average task failure rate, compared to the others,
because the proposed system utilizes local and neighboring MEC servers for offloading
latency-sensitive tasks and, based on the network condition, utilizes a remote server to
offload latency-tolerant tasks. Similarly, Figure 13b shows the task completion times for
the different ratios between latency-sensitive and latency-tolerant applications. In this
experiment, latency-sensitive AR applications are relatively heavy, compared to latency-
tolerant applications. Thus, the average task completion time of the latency-sensitive tasks
is higher than the latency-tolerant tasks. Our proposed scheme reduces the task completion
time in all scenarios, compared to the other schemes.
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Figure 13. Performance analysis based on latency-sensitive to latency-tolerant task ratio: (a) average
task failure rate ; (b) average task completion time.
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Furthermore, Figure 14a,b, show the successfully executed offloaded tasks for two
different MEC server capacities versus the number of mobile devices. From the simulation
results, we observed that most of the offloaded tasks were executed successfully when the
system was lightly loaded. However, this success rate decreased because of the growing
number of devices. In Figure 14a,b, for two VMs and four VMs deployed, respectively,
the number of successfully executed tasks dropped after 150 mobile devices had been
added and after 250 mobile devices had been added for all schemes except LEO. At both
capacities, the LEO scheme could not handle more tasks due to congestion in the VMs.
Thus, with two VMs in each MEC server, the number of successfully executed tasks rapidly
dropped from 94.3% at 50 devices to 31% at 500 devices. With four VMs in each MEC
server, successfully completed tasks dropped from 99.2% at 50 devices to 56.2% at 500
devices under LEO. On the other hand, with two VMs in each MEC server, the number of
successfully executed tasks dropped from 99% at 50 devices to 44.8% at 500 devices when
using the TTEO scheme. For the FOLB scheme, completed tasks dropped from 98.8% at
50 devices to 75% at 500 devices, for the WOTO scheme, completed tasks dropped from
99.2% at 50 devices to 86.2% at 500 devices and for the FCTO scheme, completed tasks
dropped from 99.15% at 50 devices to 40.6% at 500 devices. Our proposed FTOM scheme,
however, saw the successful execution rate drop from 99.6% at 50 devices to 93.5% at 500
devices. Figure 14a,b, show that the rate of successfully executed tasks tends to increase
with the increasing number of VM. When comparing the five schemes, our proposed FTOM
approach outperformed the others because it can alleviate the load on the local edge server
and efficiently distribute tasks to neighboring MEC servers and the remote cloud based
on the network condition. After analyzing the simulation results, we can summarize that
using our proposed FTOM scheme improves the successfully executed task rate by almost
68.5% compared with the LEO scheme, by 32.4% compared with the TTEO scheme, by
8.9% compared with FOLB, by 3.2% compared with WOTO, and by 38.6% compared with
FCTO.
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Figure 14. Successfully executed tasks versus the number of mobile devices: (a) with two VMs in
each MEC server; (b) with four VMs in each MEC server.

Finally, in the last simulation result, the effect of different MEC server capacities in
terms of the number of mobile devices was investigated, and the results are shown in
Figure 15. In this experiment, we assigned three different numbers of VMs (eight, four, and
two) to each MEC server. Figure 15 shows that the completion time with the LEO scheme
was worse than the others in all scenarios. The main reason is that, for processing tasks
on the local MEC server, many users wait a long time in the queue. For example, when
the number of mobile devices is 100 and two VMs are deployed in each MEC server, the
completion times for the LEO, TTEO, WOTO, and FTOM schemes were 3.95, 2.41, 2.3, and
1.21 s, respectively. However, the completion times for the LEO, TTEO, WOTO, and FTOM
schemes were 1.95, 1.62, 1.75, and 1.1 s, respectively, when eight VMs were deployed in
each MEC server. From the above analysis, we can say that each scheme can handle more
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user devices, as well as reduce the average task completion time, if the number of VMs is
increased. However, our proposed FTOM scheme outperformed in all the scenarios, since
it can avoid congestion and balances loads more efficiently among the MEC servers in the
same tier.
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Figure 15. Performance evaluation based on each application types for different VM condition:
(a) LEO scheme; (b) TTEO scheme; (c) WOTO scheme; (d) FTOM scheme.

6. Discussion

In this section, we have summarized the previously proposed various task offload-
ing schemes in MEC-enabled networks and analyzed the performance evaluation results
with respect to various evaluation metrics to show the effectiveness of our proposed
FTOM scheme. The different task offloading schemes for various scenarios, including
single/multiple users, single/multiple tasks, and different computing locations (local
MEC/neighboring MEC/cloud server) are summarized in Table 7. The previous work
mostly focused on vertical offloading between MEC and the cloud or on horizontal offload-
ing among neighboring MEC servers. For example, Chen et al. [45] considered multi-user,
single task, and local MEC computation offloading scheme. They ignored the neighboring
MEC as well as the remote cloud server. Dinh et al. [46] considered single-user and multi-
task offloading schemes. For processing the offloaded task, authors utilized local MEC as
well as neighboring MEC servers. However, they ignored the remote cloud server which
has powerful computing capabilities and did not consider the multi-user scenarios. On the
other hand, Liu et al. [47] considered multi-user and single task offloading scheme. For task
offloading, authors considered local MEC and remote cloud servers while they ignored
neighboring MEC servers. Most of the previous work did not consider the collaborative
integration between vertical and horizontal task offloading schemes. Therefore, to take
the advantage of both task offloading schemes, in this paper, we propose an efficient
fuzzy decision–based task offloading management (FTOM) scheme. Our proposed scheme
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used multi-user and multi-task offloading scenarios. Moreover, to utilize the neighboring
MEC servers as well as a remote cloud server, our FTOM scheme considers vertical and
horizontal task offloading schemes.

Table 7. Summary of different task offloading in MEC-enabled networks.

Publication User Task Computing Location Cloud

Single Multiple Single Multiple Local MEC Neighboring MEC Server

Bi and Zhang [16] X X X
Ning et al. [20] X X X X X X
Huang et al. [25] X X X X
Hossain et al. [27] X X X X
Chen et al. [48] X X X X
Huang et al. [49] X X X X X
Sonmez et al. [38] X X X X X
Li et al. [50] X X X X
Chen et al. [45] X X X
Dinh et al. [46] X X X X
Liu et al. [47] X X X X
Wei et al. [51] X X X
Our Work X X X X X

Table 8 is summarized from Figures 11–15, which shows the comparisons of our
scheme with the existing task offloading approaches. We have used many key performance
evaluation metrics in this study to analyze the effectiveness of our proposed FTOM scheme.
From Table 8, we observe that our proposed FTOM scheme provides lower processing
and task completion time compared with other task offloading schemes. It reduces task
completion time by approximately 66.6%, 61.5%, 47.9%, 49.8%, and 55% when compared
to the LEO, TTEO, FOLB, WOTO, and FCTO schemes, respectively. Moreover, due to the
VM capacity and overloaded problem, LEO, TTEO, FOLB, WOTO, and FCTO schemes
starts getting congested after 100, 350, 250, 400, and 300 mobile devices respectively. On the
other hand, our proposed scheme can handle 500 mobile devices without any congestion.
Furthermore, the average task failure rate and task completion time increase in all scenarios
when there are more latency-sensitive tasks compared to latency-tolerant tasks, and our
proposed scheme outperforms others. When the system was lightly loaded, most of
the offloaded tasks were executed successfully in all task offloading schemes. However,
our proposed FTOM scheme improves the successfully executed task rates by almost
68.5%, 32.4%, 8.9%, 3.2%, and 38.6% compared with LEO, TTEO, FOLB, WOTO, and FCTO
schemes respectively. Therefore, after analyzing Table 8, we can conclude that our proposed
system significantly improves the rate of successfully executing offloaded tasks compared
to others.

Table 8. Results summary of different methods.

Evaluations Metrics Methods
LEO TTEO FOLB WOTO FCTO FTOM

Average processing time (sec) 4.58 3.91 2.57 2.87 3.38 0.53
Average task completion time (sec) 4.61 4.01 2.96 3.08 3.43 1.54
Failed tasks due to VM capacity (%) 18.93 5.98 6.12 0.72 7.4 0
Average task failure (%) 20.79 7.12 5.21 1.94 9.12 0.70
Average completion time for different ratio of tasks (sec) 3.92 2.63 2.41 2.19 2.28 1.35
Average task failure for different ratio of tasks(%) 13.2 2.75 2.76 2.73 2.3 1.44
Successfully executed tasks for 2VM MEC server (%) 58.43 74.4 90.47 95.46 71.04 98.49
Successfully executed tasks for 4VM MEC server (%) 79.21 92.88 94.78 98.06 90.85 99.29
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7. Conclusions

Efficient task offloading management in a MEC-enabled network is an intrinsically
difficult online problem because the environment of edge computing is extremely dynamic,
and the states of computing resources change rapidly based on the offload requests. On the
other hand, without proper task offloading management, the distinct MEC server is not
fully utilized or is sometimes overloaded by handling so many user requests. To handle this
uncertainty and provide an automated management system, we proposed an efficient fuzzy
decision-based task offloading management (FTOM) scheme. Our proposed approach
makes dynamic decisions as to where to offload incoming tasks based on the states of server
resources, the network conditions, and the latency sensitivity of the tasks. Moreover, our
proposed system utilizes nearby MEC servers as well as the remote cloud to handle the
overload problem and increase performance in a MEC server. To offload decisions, our
system analyzes the computing resources to determine if they are already overloaded or
underutilized. It can efficiently balance both networking and computational resources,
where small and latency-sensitive tasks are better offloaded to a local or nearby MEC
server. To evaluate our FTOM scheme, we used infotainment, augmented reality, and
health monitoring applications and compared the proposed scheme with five benchmark
schemes. According to the evaluations, our proposal outperformed its competitors in terms
of task failure rate, task completion latency, and number of successfully executed tasks in
all scenarios. For future work, we will consider a machine learning approach to efficient
task offloading in MEC-enabled networks
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Abstract: Fog computing is a potential solution to overcome the shortcomings of cloud-based
processing of IoT tasks. These drawbacks can include high latency, location awareness, and security—
attributed to the distance between IoT devices and cloud-hosted servers. Although fog computing
has evolved as a solution to address these challenges, it is known for having limited resources that
need to be effectively utilized, or its advantages could be lost. Computational offloading and resource
management are critical to be able to benefit from fog computing systems. We introduce a dynamic,
online, offloading scheme that involves the execution of delay-sensitive tasks. This paper proposes
an architecture of a fog node able to adjust its offloading threshold dynamically (i.e., the criteria by
which a fog node decides whether tasks should be offloaded rather than executed locally) using two
algorithms: dynamic task scheduling (DTS) and dynamic energy control (DEC). These algorithms
seek to minimize overall delay, maximize throughput, and minimize energy consumption at the fog
layer. Compared to other benchmarks, our approach could reduce latency by up to 95%, improve
throughput by 71%, and reduce energy consumption by up to 67% in fog nodes.

Keywords: fog computing; computational offloading; dynamic offloading threshold; resource man-
agement; minimizing delay; minimizing energy consumption; maximizing throughputs

1. Introduction

The number of IoT devices and their generated tasks are constantly growing, imposing
a burden on cloud infrastructure, in particular if processing of these tasks must take place
within Quality of Services (QoS) constraints [1,2]. The processing of these tasks in the
cloud can trigger systems to suffer high communication latency, security issues, and
network congestion [3]. This is due to the distance between IoT devices and cloud-hosted
servers [4,5]. Fog computing has emerged to address limitation of processing IoT tasks
at the cloud and ensure the processing of these tasks takes place within pre-defined time
periods [6]. Fog computing is an intermediate layer situated between cloud and IoT devices
that brings location awareness, low latency, and wide-spread geographical distribution for
IoT devices [7,8]. It consists of limited-resource devices called fog nodes, providing storage,
processing, and networking resources close to IoT devices where tasks are produced [8,9].
Fog computing was introduced by Cisco in 2012 [4,10]. With limited-resource devices used
in fog systems, poor utilization of these resources would limit their benefit.

Computational offloading enables workload/computational tasks to be shared be-
tween IoT devices, fog nodes, and cloud servers [11–14]. When computational offloading
occurs between fog nodes, this is called “fog cooperation” [15], in which overloaded fog
nodes send part of their workload to other underloaded fog nodes to meet their QoS
requirements [16,17]. Resource management can involve multiple factors, saving energy
consumption in the fog environment is one of these factors, and is considered in this work.
Integrating computational offloading and resource management is essential to effectively
utilize fog resources [1].

In online dynamic fog systems, where uncertainties are arising due to multiple factors,
with no prior awareness of task arrival rate, the number of connected IoT devices, and
computational capacity of fog nodes, addressing computational offloading and resource

Sensors 2021, 21, 2512. https://doi.org/10.3390/s21072512 https://www.mdpi.com/journal/sensors
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management is challenging to obtain optimum outcomes [1]. Computational offloading has
mostly been explored in offline fog systems, where all system data are known beforehand,
and limited work has been carried out in online dynamic fog systems. There is also limited
work on understanding the impact of dynamically changing the offloading threshold,
which is a factor that determines when a fog node begins sharing its workload with other
neighboring fog nodes within its proximity.

1.1. Contributions

Specifically, this work provides the following contributions:

• We propose a fog node architecture that dynamically decides whether to process the
received tasks locally or offloads them to other neighbors. This is based on a dynamic
threshold that considers the queuing delay of the primary fog node and the availability
(i.e., the queuing delay) of its neighbors.

• Computational offloading and the associated computational resource management
was investigated using an online dynamic system with the aim to solve the multi-
objective problem that aims to minimize delay, minimize energy consumption, and
maximize throughput.

• We conducted extensive experiments to evaluate the performance of our proposed
scheme and compare our proposed algorithm to various benchmarks.

• This paper extends our previous work [1] by introducing a dynamic offloading thresh-
old, made use of in an online model for evaluating service delay.

1.2. Paper Organization

The remainder of this paper is organized as followed. Related work is provided in
Section 2, followed by the system model and associated constraints in Section 3. In Section 4,
we decompose the multi-objective problem into two sub-problems: delay minimization
and energy saving, followed by a description of our solution in Section 5. In Section 6, we
compare the performance of our proposed scheme against other benchmarks, followed by
conclusions in Section 7.

2. Related Work

This section is divided into three main parts. The first focuses on computational
offloading between entities within a specific system; the second addresses the impact
of dynamically managing servers to enhance power efficiency. Finally, a comparison of
state-of-the-art of related approaches in fog computing is provided and summarized in
Table 1.
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2.1. Computational Offloading

Computational offloading can be implemented offline or online. In offline imple-
mentation, all system information needed to make the offloading decision is previously
known and is based on historical or predictive knowledge, such as the computational
capabilities of fog nodes, the total number of IoT devices, and their total workload (num-
ber of requests). This is applied during the system design stage. In online deployment,
the computational offloading decision takes place at run-time and considers the current
system status and process characteristics, such as the current waiting time and the current
available computational resources, without prior knowledge of system inputs considered
in the offline deployment. Several studies investigate computational offloading in offline
deployment [8,11–14,18–23]. In [19], Wang et al. investigated the optimized offloading
problem to minimize task completion time given tolerable delay and energy constraints.
The optimization problem was formulated as a mixed integer nonlinear programming prob-
lem that jointly optimizes the local computation capability for IoT devices, the computing
resource allocation of fog nodes and the offloading decision. Wang et al. [19] decomposed
it into two independent sub problems to find the optimal amount of workload that should
be processed locally at IoT devices and at fog nodes. A hybrid genetic-simulated annealing
algorithm was developed to optimize the offloading decision. Tang et al. [18] aimed to
increase the total number of executed tasks on IoT devices and fog nodes under deadline
and energy constraints. The authors in [18] considered this as a decentralized, partially
observable offloading optimization problem in which end users are partially aware of their
local system status, including the current number of remaining tasks, the current battery
power, and the nearest available fog node. Such parameters are used to assess if tasks
should be processed locally or offloaded to the nearest fog node. Their approach enables
IoT devices to make an appropriate decision based on its locally observed system.

Liu et al. [11] addressed a multi-objective optimization offloading problem in a fog
environment with the aim of minimizing execution delay, energy consumed at mobile
devices, and offloading payment cost for using fog/cloud resources. The multi-objective
problem was formulated into a single problem using scalarization method [11]. The
proposed solution found the optimal offloading probability that accomplishes the stated
objectives. Mukherjee et al. [20] designed an offloading technique focusing on jointly
optimizing the computing and communication resources at fog systems to reduce end-
to-end latency. Their technique considers the trade-off between transmission delay and
task execution delay when making the offloading decision, in which a fog node can seek
additional computational resources from either one of its neighbors, or the cloud data center,
to reduce task execution delay at the expense of the transmission delay. The optimization
problem was transformed into convex quadratically constraint quadratic programming
and solved using CVX toolbar, which is a MATLAB-based modelling system for convex
optimization. Their simulation results demonstrated that their proposed solution offers
minimal end-to-end latency in comparison to executing all tasks at end-user devices and
executing all tasks at the primary fog nodes.

Zhu et al. [13] proposed a task offloading policy based on execution time and energy
consumption. This approach helps mobile devices to make an appropriate decision on
whether to process their tasks locally or offload them to a fog node, or the cloud. During
the decision-making procedure, mobile devices calculate both the execution time and the
energy consumed when executing the task on the local device and compare this with the
execution time and the energy consumed when offloading and receiving the processed
task on a fog node; the energy consumed when executing the tasks on fog nodes are not
considered. Based on this comparison, the IoT device makes a decision with the least
cost (execution time plus energy consumption). Comparing their scheme to Random, no
offloading, and only offloading when considering only execution time, their simulation
results showed an optimization of the execution time of tasks and energy consumption of
mobile devices. Mukherjee et al. [21] formulated the offloading problem as an optimization
problem with the goal to minimize the total system cost, which is the sum of the total
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delay of end-users’ tasks and the total energy consumed at end-users’ devices due to local
processing of tasks and uploading tasks to the fog environment for processing. Under delay
and energy constraint, the optimization problem was transformed into a quadratically
constraint quadratic programming problem and solved by semidefinite relaxation method.
Within a heterogeneous environment where fog nodes have different computational re-
sources, the proposed solution enables the optimal amount of workload to be identified
that should be processed at end-user devices, primary and neighboring fog nodes, and
cloud servers. The decision on when to offload depends entirely on the availability of
computational resources. The authors stated that having higher computational resources
at fog nodes helps to reduce the system cost. Increasing number of end-users leads to
greater congestion at fog nodes, leading to fog nodes preferring to send their workload to
the cloud server for processing rather than other neighboring fog nodes.

Chen and Hao [14] studied offloading problem in dense software-defined networks,
formulating this as a mixed-integer nonlinear problem that is decomposed into: (i) deciding
whether the task is processed locally at the end-user device or offloaded to the edge device;
(ii) determining the computational resources that are dedicated to each task. Chen and
Hao [14] developed an efficient software-defined task offloading scheme to solve these
sub-problems. The results of their proposed scheme demonstrated the superiority of their
approach at decreasing end user device energy consumption and overall task execution
latency. In IoT-Fog-Cloud architecture, Sun et al. [22] presented the “ETCORA” algorithm,
which consists of two parts. The first part aims to find the optimal offloading decision
based on minimizing time and energy, and the second part optimizes resource allocation in
terms of transmission power allocation. Their proposed solution helps to minimize energy
consumption and completion time of tasks compared to other schemes. Zhao et al. [12]
investigated the computational offloading problem in the context of radio access networks
to reduce the weighted sum of total offloading latency plus total energy consumption.
To improve the offloading decision and enhance the allocation of computation and radio
resources, the authors formulated the problem as a non-linear, non-convex joint optimiza-
tion problem. Their proposed solution was more effective than mobile cloud computing
(MCC), which processes all end-user tasks on a cloud server, and mobile edge computing
(MEC), which processes all end-user tasks in the edge computing system. The reason
their approach was more effective compared to MCC and MEC is that it made use of a
combination of available resources at the cloud and fog nodes, compared to cloud only as in
MCC, and edge only as in MEC.

The hybrid-computational offloading optimization problem was investigated by
Meng et al. [23], where two types of models were considered; namely cloud compu-
tational offloading and fog computational offloading. The authors aimed to minimize the
consumption of energy caused by transmitting and processing tasks at mobile terminals,
fog, and cloud servers under deadline constraints. Meng et al. [23] introduced a new
concept called computation energy efficiency that is defined as “the number of computation
tasks that are offloaded by consuming a unit of energy”, to solve the optimization problem.
Based on the proposed solution that considers offloading tasks to fog and cloud servers
for execution, simulation results show the effectiveness of the solution compared to only
offloading tasks to either cloud only or fog only resources. Xiao and Krunz [8] proposed a
workload scheduling method that ensures user response time is minimized under available
power constraints. In their study, the energy spent while processing tasks was ignored and
only the energy consumed for offloading each unit of received workload was considered.
Cooperation between fog nodes to offload workload by an agreement between neighboring
nodes, the workload arrival rates, and the workload processing capabilities determines the
amount of offloading carried out. Their experimental results indicated that the average
response time decreased due to allowing cooperation between fog nodes. Additionally, a
crucial trade-off between the fog node’s power efficiency and the average response time
was observed. Xiao and Krunz [8] proposed that the response time of end-user tasks
should be set to its highest tolerable point to optimize energy consumption at fog comput-
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ing systems. This enables most of the tasks to be processed at end-user devices, avoiding
any offloading.

Regarding online deployment of computational offloading, few studies have ad-
dressed this, such as [15–17,24–26]. Yousefpour et al. [16] suggested a delay-minimization
approach to reduce overall service delay. In their approach, the estimated queueing delay,
which is utilized as the offloading threshold, determines whether a fog node processes
its incoming task(s), or offloads these to one of its neighbors or the cloud server. If the
offloading threshold has been reached, then the best neighboring fog node in its domain
is selected to offload its upcoming tasks. The best neighboring fog node is chosen based
on having the minimum total of propagation delay and queuing delay. Compared to
other models, their results achieved the minimum average service delay. Yin et al. [24]
determined where to process end user tasks into task scheduling and resource allocation
problems, where tasks are either processed locally at end-user devices or offloaded to
fog nodes or cloud servers. In an intelligent manufacturing environment, the authors
introduced fog computing and utilized the concept of the container within the fog system,
intending to reduce overall delay and optimize the number of concurrent tasks for the fog
node. In their online model, generated tasks by end-users are transmitted to the request
evaluator, which is located at a fog node that decides whether to accept or reject the task
based on its deadline requirement. If the task is accepted, then the task is transmitted
to the task scheduler, which determines whether the task is processed at fog nodes or
cloud servers based on the available resources and the execution time of this task, which
involves computation and transmission time. Finally, the resource manager is responsible
for reallocating the required resources to process the task at fog nodes. Experimental results
showed the effectiveness of their approach compared to other benchmarks.

Al-Khafajiy et al. [15] proposed an offloading mechanism that allows fog-to-fog col-
laboration in heterogeneous fog systems, intending to minimize overall service latency.
Their mechanism utilizes a FRAMES load balancing scheme that aims to detect congested
fog devices, determine the amount of workload located at fog devices’ queues that require
offloading, based on their deadline requirement, and finally select the best fog node that
provides the minimal service latency for the selected workload. They evaluated their
proposed mechanism using a simulation. Their numerical results indicated the effective-
ness of their proposed model in terms of minimizing overall latency in comparison with
different algorithms. In a fog-cloud computing system, Gao et al. [17] investigated the
issue of dynamic computational offloading and resource allocation. In order to reduce
energy consumption and delay while having a stable queueing status, the authors for-
mulated the problem as a stochastic network optimization problem. They provided a
predictive approach to computational offloading and resource allocation that depended
on the trade-off between delay and energy use. Their approach implied that a delay re-
duction can be induced by increasing the allocation of computational resources at fog
nodes; however, because of the processing of more tasks, energy consumption increases,
and vice versa. Compared to other systems, the authors showed the importance of their
method. Mukherjee et al. [25] developed a scheduling strategy that managed to fulfil the
deadline constraint of end-user tasks, taking into account computational resources. The
deadline constraint of a given task and the availability of a neighbor, in their scheduling
policy, help to decide on whether to place a given task in the fog node queue, e.g., in
its high-priority queue or low-priority queue, or offload it to one of its neighboring fog
nodes. Their findings illustrated the efficacy of their suggested strategy as opposed to
the no offloading and random schemes. Table 1 presents a summary of relevant articles
concerning computational offloading at fog computing systems and the forms in which
these systems execute.

2.2. Dynamic Server Energy Management

Dynamic Server Energy Management has been used in the wireless local area network
and the cloud, and it has proven to be efficient in terms of improving power quality.
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Although up to the time of our study, this has not yet been implemented in the fog area. In
WLANs, the energy efficiency was enhanced by placing access points (APs) in sleep mode
or turning them off. In [27], Marsan and Meo observed that in a community of APs, getting
one AP in each community to control the system and service the incoming clients when all
others are turned off will minimize energy consumption by up to 40 percent. Furthermore,
an additional 60% of consumed energy can be saved if all APs are turned off, especially
during idle periods, e.g., at night. Li et al. [28] suggested an energy-saving method for
state transformations in which APs are not only turned on and off based on consumer
requirements, but there is also an intermediary stage that aims to reduce the frequency of
switching. The authors stated that increasing the switching frequency will shorten AP’s
service life. In addition to that, the intermediary stage will help to avoid latency and energy
overhead caused by switching on APs.

It was suggested that servers could be periodically switched off [29,30] or placed into
sleep mode [31–33] in cloud computing systems to conserve energy resources. In [29–33],
the authors examined the issue of the placement of virtual machines (VMs) to save resources
concerning energy and yet retain QoS. When underutilized data centers are detected, all
VMs are migrated to other active data centers, and these underutilized data centers are
placed in sleep mode according to [31–33] or shutdown as per [29,30]. This is intended
to reduce the consumption of energy at cloud computing systems and is called ‘VM
consolidation’. Numerous VM migration approaches were suggested to assess which
virtual machines can be migrated from overloaded data centers. Moreover, in order to
satisfy the QoS specifications of the system, a switched-off data center may also be activated
to handle the migrated VMs. According to Mahadevamangalam [31], the energy demand
for an idle data center is ~70% percent of the energy generated by a fully utilized data
center. Thus, by switching off idle-mode data centers, up to 70% of the energy consumed
can be saved in the cloud system.

2.3. Comparison of the State-of-the-Art

Table 1 provides a summary of related work in computational offloading in fog
computing systems, highlighting the architecture model, e.g., IoT-Fog means that end-user
tasks are processed locally at IoT devices or offloaded and processed at fog nodes, use of
fog cooperation, communication, the stated objectives of the work, and evaluation tools
arranged by offline or on-line offloading decisions. Offline deployment helps to predict
the best output for the system at its design stage; and online deployment mimics various
scenarios in real-world environments, involving uncertainty and unpredictable events, and
helps the system to produce a better outcome. However, most of the literature is focused
on offline deployment. Additionally, the problem of computational offloading is usually
investigated with the aim of minimizing an overall delay in the system; managing system
resources is sometimes included, especially minimizing energy consumption of IoT/end
user devices.

Managing resources in the system is much easier within offline deployment than
online deployment, especially when all the system data is known in advance. In offline
deployment, most attention has been given to addressing the energy consumed at IoT
devices compared to fog devices. Additionally, when considering energy consumed at fog
nodes, often the trade-off between delay and energy has been investigated.

In this work, we consider online deployment of computational offloading and the
potential for minimizing energy consumption at fog nodes (compared to energy consump-
tion of networks or cloud servers). Computational offloading and resource management at
fog environments has received limited attention so far. When considering computational
offloading, existing efforts utilize a fixed threshold that determines when to start offloading;
in the current work, a dynamic threshold is investigated to address its impact on the system.

3. System Modelling and Constraints

Based on the model in [1], we describe an extended fog node architecture in Section 3.1.3.
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3.1. System Model

The proposed model consists of one cloud server, ‘N’ fog nodes that are located at
roadside units (RSU), a fog controller, and M vehicle nodes. Each vehicle node connects to
the associated fog node through a wireless local area network, and the connection to the
remote cloud server is via a wide area network. A single task contains the following data,
T = {Type, Sm, Dm, TaskCPU, TaskNetwork}, where Type is the category of task being con-
sidered (e.g., urgent or non-urgent); Sm, Dm respectively represent the source application
module (from where the task is emitted) and the destination application module (where
the task is heading); TaskCPU indicates the computational complexity of the tasks, captured
in number of instructions (Million Instructions Per Second (MIPS)); TaskNetwork represents
the size of the encapsulated data in the task that needs to be transmitted across the net-
work. In iFogSim, the simulator used to model the system, tasks are represented as tuples.
A network diagram is presented in Section 3.1.1 and the associated application module is
described in Section 3.1.2.

3.1.1. Network Diagram

Figure 1 shows an illustration of the fog computing architecture, which comprises of
three layers:

• The IoT devices layer: This layer is composed of mobile vehicles—represented as
vehicle nodes, containing an actuator and a collection of sensors. Each sensor produces
a task, labelling it as “non-urgent” or “urgent”. Non-urgent tasks include data such
as current position, speed, and path. Urgent tasks require a quicker response and
can have stringent Quality of Service (QoS) requirements. This task may contain a
video stream around a moving vehicle, requiring short latency or processing. This is
necessary, for instance, in self-driving vehicles.

• Fog computing layer: This layer is comprised of a series of fog nodes and a fog
controller. Fog nodes are located in RSU that are installed alongside a road. If fog
nodes are situated in communication proximity of each other, they can interact and
share data with each other [34]. Hence, fog nodes form an ad hoc network to exchange
and share data. All fog nodes are linked to the fog controller, which is responsible for
managing fog resources and controlling fog nodes. Fog nodes process two different
types of tasks, urgent tasks are given priority and their processing results are sent
back to the vehicle. For non-urgent tasks, fog nodes process these tasks and transfer
the findings to the cloud for further analysis and storage, e.g., for retrieval by traffic
management organizations.

• Cloud computing layer: This layer is composed of a set of cloud servers, hosted
within one or more data centers. This layer is able to aggregate traffic information
across a geographical area over time.

Figure 1. Fog Computing Model.
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3.1.2. Application Module Description

Three modules: road control, global road monitor, and process priority tasks are part
of the application model. The first two modules focus on traffic light management, while
the last module is responsible for processing urgent tasks. The operations carried out by
these modules are outlined below.

• Road Monitor: This module is placed at fog nodes. When a vehicle comes into
communication proximity of a fog node, a sensor immediately sends data to the
connected fog node for analysis. This data contains the current position, the speed of
the vehicle, weather, and road conditions. After processing these data by the specified
module, the results are transmitted to a cloud server for further processing.

• Global Monitor: this module is placed at a cloud data center, receiving data that has
already been processed by the road monitor module.

• Process Priority task: this module is placed at fog nodes and is responsible for pro-
cessing priority requests from a user. The results are then sent back to the user. An
application in iFogSim is specified as a directed acyclic graph (DAG) = (M, E), where M
represents the deployed application modules M = {m1, m2, m3, . . . , mn}, e.g., process
priority task, road monitor, and global road monitor modules. ‘E’ represents a set of
edges describing data dependencies between application modules, as illustrated in
Figure 2.

Figure 2. Directed Acyclic Graph (DAG) of the application model.

3.1.3. Fog Node Architecture

The proposed fog node architecture consists of a task scheduler, best neighbor selector,
and threshold monitor (see Figure 3). Task scheduler receives tasks generated from IoT
devices within the proximity of the primary fog node and from other neighboring fog nodes.
If a fog node receives a task that is already offloaded from another neighbor, task scheduler
immediately inserts this task in the processing queue. If the task is generated from other
IoT devices, then task scheduler will check the offloading threshold and compare this
to the queuing delay at the current node. If the queueing delay reaches the offloading
threshold, then task scheduler sends this task to the best neighbor selection, which in turn
decides the best neighbor node to offload this task to. The selection of the best neighbor is
described in more detail in Section 3.2.2. Threshold monitor is responsible for dynamically
increasing and decreasing the offloading threshold for both the primary fog node and all
its neighbors, based on the workload and the availability of other neighbors: this is done
from the perspective of the primary fog node. On the one hand, it is assumed that fog
nodes are cooperative and accept tasks coming from their neighbor nodes, even if this
exceeds their threshold. On the other hand, each neighbor has its own threshold monitor,
and the primary fog node and all its neighbors may not have the same threshold value.

83



Sensors 2021, 21, 2512

In Table 2, we can see that primary fog node A set its threshold to 9 ms for itself and all
its neighbors. At the same time, primary fog node B in Table 3 set its threshold to 6 ms,
even for its neighbor fog node A; therefore, it can be seen that fog node A is congested and
will not be selected as the best neighbor for fog node B. Determining when to increase and
decrease the offloading threshold is described in Section 5.

Figure 3. Fog Node Architecture Model.

Table 2. Example of Offloading Threshold set for Fog Node A and its neighbors.

Fog Node
Type

Primary Fog
Node Neighboring Fog Nodes

Fog node A Fog node B Fog node C Fog node D Fog node E

Threshold 9 ms 9 ms 9 ms 9 ms 9 ms

Table 3. Example of Offloading Threshold set for Fog Node B and its neighbors.

Fog Node
Type

Primary Fog
Node Neighboring Fog Nodes

Fog node B Fog node A Fog node F Fog node G Fog node H

Threshold 6 ms 6 ms 6 ms 6 ms 6 ms

3.2. Types of Connections and Constraints

This section explains the relations between a vehicle and a fog node, between fog
nodes, and between fog nodes and cloud servers. Additionally, we also specify the restric-
tions that render these relations appropriate.

3.2.1. Connection between Vehicles and Fog Nodes

The interaction between a vehicle and a fog node is controlled by communication and
processing restrictions.

• Communication Constraints

Each vehicle connects to a fog node if it is located within the communications coverage
radius of that fog node, as specified in Constraint (1).

Dv, f ≤ max Coverage f ; ∀ v ∈ V, ∀ f ∈ FN (1)

where V represents all vehicles, v is a single vehicle, FN represents all fog nodes, and f is a
single fog node. Dv,f is the distance between a vehicle v and a fog node f, and calculated as:

Dv, f =

√(
Xv − X f

)2
+
(

Yv − Yf

)2
; ∀ v ∈ V, ∀ f ∈ FN (2)
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where (Xv, Yv) and (Xf, Yf) are the location of the coordinates of a vehicle v and a fog node
f, respectively. When a vehicle is within a range of several fog nodes, it will connect to the
nearest fog node. This is to decrease delay, as the propagation delay relies on the distance
between the two connected nodes, propagation delay (PD) is calculated as

PD =
Dv, f

PS
(3)

Signal propagation (PS) speed is assumed to be equivalent to the speed of light [35],
i.e., c = 3 × 108.

• Processing Constraints

To enable placement of application modules, fog nodes should have enough resources
to meet the demands of these application modules.

M

∑
i=0

RequiredCapacitymi ≤
FN

∑
j=0

AvailableCapacity f j; ∀ mi ∈ M, ∀ f j ∈ FN (4)

The required capacity of an application module and fog node is therefore captured
using CPU, RAM, and bandwidth. Constraint (4) indicates that the overall needed capabil-
ity of all application modules should not surpass the available capacity of the fog node on
which they are installed. In the iFogSim simulator, if there is no available capacity at fog
nodes, the application will be placed at cloud servers. The required CPU capacity to place
an application module is calculated as followed:

CPU = NV × (Rate× TaskCPU) (5)

where NV is the number of vehicles attached to the fog node, TaskCPU is the number of
instructions contained in each task, specified in Million Instructions Per Second (MIPS).
Rate is calculated as:

Rate =
1

Transmission Time in ms
(6)

In iFogSim, application module placement takes place at the design stage. Increasing
the number of connected vehicles at a fog node will increase the required CPU requirement,
to execute the required application modules. If the fog node does not have enough CPU
capacity, these applications will be placed in the cloud. In this case the number of connected
vehicles for each fog node is limited, as specified in Constraint (7).

V

∑
i=0

vi f j ≤ MAXvehicles; ∀ vi ∈ V, ∀ f j ∈ FN (7)

3.2.2. Connection between Fog Nodes

In this section, we describe the waiting queue for fog nodes, based on which an
offloading decision is determined.

• Fog Node Waiting Queue.

All fog nodes contain a queue for arriving tasks, served on a sequential First In First
Out (FIFO) basis. A queueing delay triggers the decision to begin offloading tasks from the
arrival queue to neighboring fog nodes [16]. To begin offloading tasks, the queue waiting
time should exceed the predetermined offloading threshold.

TQueue > O f f loadingthreshold. (8)

TQueue is calculated as

TQueue = ∑ Ti × Tprocess
i + ∑ Tz × Tprocess

z ; ∀ i, z ∈ T (9)
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where Ti and Tz are the total number of tasks of the type i and z, urgent or non-urgent,
respectively. T is all tasks and is the expected execution time of a specific task and calculated
as

Tprocess =
TaskCPU

F_MIPS× N o f PS
(10)

where F_MIPS is the total computational capacity (measured in MIPS) available at a fog
node, and ‘N of PS’ is the total number of processing units at that fog node.

• Coverage Method

Fog nodes can have overlap in their coverage area [35], as illustrated in Figure 4.

Figure 4. Overlapping Fog Nodes.

• Selecting the Best Neighboring Fog Node

Fog nodes form an ad hoc network between them to share and exchange data such
as their queueing delay. Following [16], the best neighboring fog node is selected based
on propagation delay plus queueing delay. The selection of the best neighboring fog node
begins if the offloading threshold of a fog node is reached, determined by the waiting
queue time. A fog node can communicate with neighbors in its coverage area, as specified
in Constraint (11)

dij ≤ Coverageradius; ∀ i, j ∈ FN (11)

where dij represents the distance between fog nodes i and j. In Figure 4, the neighboring
fog nodes for FOG 1 are FOG 2 and FOG 3. Additionally, the neighboring fog nodes for
FOG 3 are FOG 1, FOG 4, and FOG 5. The criterion for choosing the best neighboring fog
node is based upon the coverage radius of the primary fog node, and the sum of queueing
and propagation delay to the neighbor, where PD is calculated in (3) above.

Min ∑ TQueue + PD (12)

3.2.3. Between Fog Nodes and the Cloud

We primarily focused on sharing workload with other neighboring fog nodes in
preference to using cloud servers. This is attributed to the availability of other neighboring
fog nodes as they overlap and to get maximum utilization of the available resources in
the fog system. Task exchange between fog nodes and the cloud is only considered if the
primary fog node and all its neighbors are congested, e.g., all their offloading thresholds
reach the maximum threshold. We assume that cloud servers are much more efficient, and
their queueing latency is ignored—i.e., tasks are processed immediately upon arrival at a
cloud server [36–38]. The maximum offloading threshold is calculated as followed:

Maximum threshold = 2×
(

Transmissiondelay
cloud

)
(13)
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4. Problem Formulation

The multi-objective problem of minimizing delay, maximizing throughput, and mini-
mizing energy consumption is decomposed into two sub-problems [1]: (i) delay minimiza-
tion and throughput maximization, and (ii) energy saving.

4.1. Delay Minimization and Throughput Maximization

The response time is the time required for sending the workload from a vehicle to
the connected fog node and getting the results back. It consists of the transmission delay,
propagation delay, queuing delay, and processing delay. If task processing takes place at
the primary fog node, then the service latency is calculated as:

T = TsTv + 2 × (TTransmision
vT f + PDvT f ) + TQueue + Tprocss + TvTa (14)

where TsTv. and TvTa are the latency time between a vehicle and its sensor, and between
the vehicle and its actuator, respectively. TTransmision

vT f is transmission delay between the
vehicle and its primary fog node. It is based on the network length of the task (i.e., its data
size) and the available bandwidth, and is calculated as:

TTransmision =
Network Length o f Task

Bandwidth
(15)

If a neighboring fog node is used to carry out processing of the received task, then
latency is calculated as:

T = TsTv +2× TTransmsiion
vT f + PDvT f +2× TTransmission

f T f PD f T f ) + TQueue+TProcess TvTa (16)

If the cloud is incorporated in the processing of the task, then the latency is calculated
as:

T = TsTv +2× TTransmsiion
vT f + PDvT f +2× TTransmission

f Tc + TProcess TvTa (17)

Throughput is measured as the percentage of the processed tasks as the following.

Throughputs =
total number o f processed tasks in the system
total number o f genertaed tasks in the system

× 100 (18)

4.2. Energy Saving

Minimizing the power consumption of fog nodes brings many advantages, including
but not limited to decreasing the overall cost of electricity and reducing the environmental
impact. Two power modes are presented for each fog node: idle and busy. In the idle mode,
the fog node is not performing any processing, but the power is ON, and in the busy mode
the fog node is processing tasks and power is ON. The energy consumed is determined by
how much power the fog node consumes when processing workload and when the fog
node is idle. The total energy consumption in iFogSim is calculated [39] as:

E = PR + (TN − LUT)× LUP (19)

where PR is the previously calculated total energy consumed at this fog node, TN is the
time now, which is the time that the updateEnergyConsumption() is called when utilizing
this fog node, updateEnergyConsumption() is a method located at Fog Device class in
iFogSim, LUT is the last time this fog node has been utilized, and finally LUP is the last
used power status (for either idle or busy period). The problem of minimizing delay and
energy is formulated as followed:

Min ∑ T & ∑ E, s.t. (1), (7) and (4) hold

TQueue ≤ O f f loadingthreshold (20)
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PF + PN = 1, P F & P N = {0, 1} (21)

Equation (1) ensures the connection between a fog node and a vehicle that is located
within its coverage range. Equation (7) guarantees the number of vehicles connected to a
fog node does not exceed the threshold number. Constraint (4) ensures the placement of
the required application modules at fog nodes. Equation (20) ensures the stability of fog
node queues so that to process incoming tasks, the waiting queue time should not exceed
its threshold. In constraint (21), PF (Primary Fog), and PN (Primary Neighbor), i.e., PF = 1
and PN = 0 if the task is processed on the node where it is generated.

5. Proposed Algorithms

Two algorithms are proposed [1] called dynamic task allocation (DTA) and dynamic
resource saving (DRS)—which need to be combined. Previously, these algorithms were
applied to a static offloading threshold [1]. In the current work, we proposed a dynamic
offloading threshold, in which the offloading threshold is adapted based on the workload
and the availability of neighboring fog nodes, as described in Section 5.1.

5.1. Dynamic Offloading Threshold

The dynamic threshold is managed by the threshold monitor, which adjusts its value
periodically according to the received workload and the availability of other neighbors,
as described in Algorithm 1. The first part of the algorithm (Procedure 1) determines
whether to increase the offloading threshold of the primary node and its neighbors. This
runs each time a new task arrives at the primary fog node. It starts by checking if the
current threshold exceeds the maximum offloading threshold calculated in Equation (13),
if this occurs then the best decision for the arrival task is to be migrated to the cloud for
processing. Otherwise, it checks whether the queuing delay of the primary fog node has
reached its offloading threshold, i.e., to decide whether to process the task locally and add
it to its queue or select the best neighbor with the least queueing delay as per lines 4–16.
The current threshold is then updated using Equation (23) and Procedure 2 is called.

The second part of the algorithm (Procedure 2) determines whether the threshold
should be decreased. This runs each time a new task is received, and when the fog node
finishes the execution of a task. It starts by checking if the current threshold of the primary
fog node is larger than a threshold, as per line 25. If this occurs, then the average queueing
delay for all the neighbors is calculated as in (22) and the current threshold is updated,
as per lines 26–27. The computational complexity of the proposed algorithm is O(n).
Parameters used in this algorithm are fin Table 4.

VQ =
∑Ns

s=0 Qs
Ns

(22)

δn+1 =





δn − p, Q ≥ α, VQ < x
δn, Q ≥ α, VQ ≥ x
δn, Q < α
δn + p, Q ≥ δn, VQ ≥ δn

∀ x, α, p > 0 (23)
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Table 4. Description of Parameters used for Dynamic Threshold Algorithm.

Symbol Description

δn Refers to the initial offloading threshold and the current threshold.

VQ Average queueing delay of all the neighbors

δn+1 New offloading threshold.

x x = δn/2.

Ns All neighboring fog nodes

Qs Set of all queueing delay of all its neighbors

QNeighbours Set of all neighbors and their queueing delay

α
When the queuing delay reaches this threshold, the fog node might consider

decreasing its offloading threshold.

N The best neighbor fog node

T The arrival task

Q Queuing delay in the primary fog node

p A number bigger than zero that determines how much to modify the offloading
threshold based on the current offloading threshold

QN Queueing delay of one neighbor

Algorithm 1 Dynamic Offloading Threshold
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5.2. Dynamic Resource Saving

We used the algorithm from [1] to reduce energy consumption at fog nodes by dynam-
ically switching ON/OFF fog nodes.

6. Experimental Results

In this work, iFogSim was used to simulate the environment. It was a toolkit developed
by Gupta et al. [40], as an extension of the CloudSim simulator. It was a toolkit allowing
the modelling and simulation of IoT and fog environments and can monitor various
performance parameters, such as energy consumption, latency, response time, cost, etc.
Simulation settings values were used as in [1]. The simulation was run with one cloud
server, seven fog nodes, a fog controller, and a total of 50 vehicles. Each vehicle transmitted
two different tasks from two sensors every 3ms. In iFogSim, the workload was represented
as tuples, generated from vehicle nodes, and the following main classes were considered.
FogDevice class was used to define the main characteristics of fog nodes and cloud servers,
including RAM size, processor capacity in MIPS, uplink and downlink bandwidth, idle
and busy power. Sensor class in the FogDevice class represented the attributes of a vehicle
sensor, such as the vehicle node id to which the sensor is connected and the latency between
them. Tuple class was used to represent computational tasks. The metrices used to measure
the performance were:

• Service Latency is the average round trip time for all tasks processed in the fog
environment. Two control loops were used in the simulation: Control loop A: Sensor
-> Process Priority Tasks -> Actuator. This control loop represented the path of priority
requests. Control loop B: Sensor -> Road Monitor -> Global Road Monitor. This control
loop represented the path of non-priority requests.

• Throughput, which was measured as the percentage of processed tasks within a
time window.

• Total Energy Consumption in fog environment caused by powering on fog nodes
and processing tasks.

6.1. Performance Comparisons with Various Computation Offloading Schemes

To evaluate the effectiveness of our proposed algorithm, the comparisons with various
computation offloading schemes were provided, where the number of vehicles was set to 50
and total number of fog nodes was set to 7. Although we implemented uncertainty within
the system to mimic real world scenarios, we maintained the number of total generated
tasks, the capacity of fog nodes, and the size of the generated tasks to be identical for fair
comparison. In particular, the following four schemes were selected as benchmarks:

Benchmark 1: No Offloading Scheme (NO): in this scheme, each primary fog node
processes all the tasks without cooperation with other neighboring fog nodes.

Benchmark 2: Joint Task Offloading and Resource Allocation Scheme (JTORA) [20]: in
this scheme, if the primary fog node does not have enough computational resources that
meet the delay requirement of a task, then the task will be offloaded to a neighboring
fog node within the proximity of the primary fog node that has enough computational
resources. Any underutilized neighbor is a candidate of processing the overload, ignoring
the selection of the least utilized fog node. In this scheme, a static threshold is applied.

Benchmark 3: Workload Offloading Scheme (WO) [26]. In their work, end users offload
their computational tasks to a broker node that manages the system, the broker node will
send tasks to a fog node closest to end users (primary fog node). If the primary fog node
is congested (e.g., its queueing delay reaches 50 ms), then the broker node will offload
the task to any underutilized neighboring fog node. In this scheme, a static threshold is
determined.

Benchmark 4: Static Threshold 50ms Scheme (ST50) [1]: where offloading threshold is
set to 50 ms, upon which the primary fog node makes the decision on whether to process
the task locally or offload it to the best neighboring fog node. The four benchmarks are
compared to the proposed offloading policy called Dynamic Threshold (DT).
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6.2. Impact of the Proposed Scheme and Different Offloading Schemes on Delay and Throughputs

In Figure 5, the impact of various offloading schemes on average latency is addressed.
It can be seen in Figure 5 that delay was very high in the no offloading scheme; this was
due to a long queueing delay as tasks were not shared by the primary node with other
neighboring fog nodes, so they were waiting to be executed by the primary fog node.
The impact of allowing cooperation between fog nodes in terms of sharing workload is
shown, comparing other schemes to the no offloading scheme. Additionally, the impact of
selecting which neighbor to share the workload with was very clear when comparing the
WO, JTORA, ST50, and DT schemes. In the WO and JTORA schemes, when the primary fog
node was congested (e.g., reaching its offloading threshold), it selected any underutilized
neighbor to share the workload, rather than selecting the least utilized neighbor, as in ST50
and DT.

Figure 5. The Comparison of the Average Latency with Various Offloading Schemes.

In addition, the delay was higher in the WO scheme compared to JTORA; this was
due to a communication overhead caused by sending tasks to a broker node first, which in
turn decides whether to process these tasks at the primary fog node or any underutilized
neighbor. The least delay was achieved for both control loops when applying our proposed
algorithm, DT, compared other benchmarks.

The impact of various offloading schemes on throughput is shown in Figure 6. It can
be seen that the lowest percentage of processed task was when no offloading was applied;
this was obvious as most of the tasks were waiting in the queue to be executed by the
primary fog nodes. The impact of sharing workload with any underutilized neighbors was
very clear in WO and JTORA schemes, resulting in processing almost 90.88 and 91.06% of
tasks, respectively, compared to 94.56 and 95.67% in ST50 and DT schemes, respectively.

Figure 6. The Comparison of the Throughputs with Various Offloading Schemes.

6.3. Impact of Increasing Number of Vehicles on Delay and Throughputs with Different
Offloading Schemes

The impact of increasing the number of vehicles was to investigate how the delay was
maintained as we increased the workload in the online system. In this experiment, the

91



Sensors 2021, 21, 2512

total number of fog nodes was set to seven and the number of vehicles ranged from 4 to
48. In Figure 7, we can observe that when the number of vehicles was small, between 4
to 12 vehicles, the DT, ST50 and JTORA schemes exhibited an identical pattern. This was
because the generated workloads were small, resulting in the primary fog nodes processing
most of these workloads themselves. When the number of vehicles increased, all three
approaches, ST50, JTORA, and WO, showed a dramatic increase in delay compared to
DT, which displayed a stable pattern with a slight increase in delay that increased as the
number of vehicles increased.

Figure 7. Impact of Increasing Number of Vehicles on Average Delay with Different Offload-
ing Schemes.

The reason for the huge increase in delay for ST50, JTORA, and WO was that increasing
the workload made the primary fog nodes almost reach their offloading threshold (e.g.,
50 ms), but not always exceeding it, resulting in the primary nodes processing most of the
workload with little help from neighboring nodes. The impact of selecting the best neighbor
to share the workload becomes clear when the number of vehicles is high (i.e., 28 vehicles).
The overall results show the effectiveness of the DT scheme even when increasing the
number of vehicles.

The impact on throughput was also investigated while increasing the number of
vehicles. When there was a small number of vehicles, ranging from 4 to 12, all the offloading
schemes operated in a similar way; this was because the workload was minimal and can be
processed at the primary fog nodes without using capacity of neighbors. When the number
of vehicles was increased, DT achieved the highest throughput, with ~96% compared
to other schemes, which accomplished 94.5, 91, and 90% for ST50, JTORA, and WO,
respectively.

6.4. Impact of Increasing Number of Neighbors on Delay, Throughputs, and Energy with Various
Offloading Schemes

The impact of increasing the number of neighbors was carried out to investigate its
impact on overall system performance and to find the optimal number of neighbors that
are required. From Figure 8, we observe that as the number of neighbors was increased,
the delay decreased for both control loops. However, when a certain number of neighbors
was reached (e.g., five neighbors), the delay remained almost stable despite adding further
neighbors. This means that the optimal number that is required to achieve minimum delay
was reached, and no additional neighbors were needed to save energy consumption of the
fog paradigm. The reason for the stable pattern was attributed to the workload, as most of
the generated tasks were processed.
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Figure 8. Impact of Increasing Number of Neighbors on Average Delay in Control Loops with Various Offloading Schemes.

We note that DT accomplished the least delay for both control loops as the number of
neighbors was increased, compared to the other schemes: ST50, JTORA, and WO. With
three neighbors, DT decreased delay by 10.80, 13.38, and 15.29% compared to ST50, JTORA,
and WO, respectively. When the number of neighbors was five, the DT scheme reduced
delay by 55.94, 70.64, and 72.55% in comparison to ST50, JTORA, and WO, respectively.

Increasing the number of neighbors on throughput showed a similar pattern as increas-
ing the number of neighbors to decrease delay. As the number of neighbors increased, the
percentage of processed tasks increased, until a certain number of neighbors was achieved
(e.g., five neighbors), after which the pattern remained almost stable. The reason behind
the stable pattern was due to the workload, as most of the generated tasks were processed.
The reason why the percentage of processed tasks did not reach 100% was that this study
implemented an online dynamic system, therefore vehicles were still generating tasks until
the end of the simulation; 5% of the total generated tasks were not processed because they
were newly generated.

In terms of the comparison with other schemes, DT improved throughputs by 0.10%
when the number of neighbors was three, 1.16% when the number of neighbors was
four, and 1.11% when the number of neighbors was five, six, seven, eight, nine, and ten,
compared to ST50 scheme. When the optimal number of five neighboring fog nodes was
reached, the DT processed 95.66% of the total generated tasks, while ST50, JTORA, and
WO processed 4.55, 91.06, and 90.88%, respectively. The DT scheme improves throughput
compared to other stated schemes as the number of neighboring fog nodes was increased.

The impact of increasing the number of neighbors on energy consumption was investi-
gated with various offloading schemes, as shown in Figure 9. When increasing the number
of neighbors, the energy consumption in the system was increased because of operating
additional fog nodes. Addressing the impact of increasing the number of neighbors helped
to find the optimal number of neighboring fog nodes that was necessary to achieve opti-
mum results. When having five neighbors, the difference between the energy consumed
with and without DEC was very low; then as we increased the number of neighbors, the
difference started to increase. In the no offloading scheme, the impact of utilizing DEC can
be observed, i.e., reducing the wastage of energy by 55.72% when the number of neighbors
was three, and up to 80.74% when the number of neighbors was ten. This method can
also be applied to ST50 and DT, as DEC saved up to 38.58 and 32.16% of energy for each
scheme, respectively, when the number of neighbors was ten. When comparing ST50 to DT
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after applying DEC, more energy was consumed with DT. This was because of the nature
of this scheme, as more tasks were processed in DT than ST50, so the energy consumed by
processing these tasks caused an increase in overall energy consumption in the system.

Figure 9. Impact of Increasing Number of Neighbors on Energy Consumption with Various Offloading Schemes.

7. Conclusions

In this paper, we studied the problem of computational offloading and resource man-
agement in online fog computing systems and proposed a dynamic offloading threshold
that allows a fog node to adjust its threshold dynamically, with a combination of two
efficient and effective algorithms: dynamic task scheduling (DTS) and dynamic energy
control (DEC). Our proposed scheme exploited the available resources of nearby fog nodes
and the remote cloud, selecting the best candidate to handle the overloaded tasks. More-
over, our proposed approach made dynamic decisions as to when to increase/decrease the
offloading threshold, which in turn determined whether the incoming task was processed
locally at the primary fog node or offload to the best neighbor, based on the states of the fog
node’s resources, and its neighbors. Therefore, once the primary fog node was considered
congested (e.g., reaching its offloading threshold), it tended to migrate its workloads to the
best neighbor.

The performance of the proposed approach was evaluated in terms of average round
trip time, throughputs and total energy consumed at fog nodes. In addition to that perfor-
mance comparisons with more recent offloading schemes were presented to validate the
efficiency of the proposed solution. Furthermore, the effect of increasing the number of
vehicles was addressed, this was to analyze the performance of the proposed algorithm in
cases where traffic congestion occurred in a specific region. Along with that, the impact of
the increasing number of neighbors was investigated to examine how the system would
perform in situations where there were more available neighbors willing to help. Various
numerical results were included, and the performance evaluations were presented to illus-
trate the effectiveness of the proposed scheme and demonstrate the superior performance
over existing schemes.

For future work, one can consider the impact of latency and energy overhead caused
by switching on/off fog nodes. Moreover, considering task offloading in an environment
that takes user mobility into account. An interesting direction for future research is to
examine how latency, energy consumption, security could be optimized simultaneously.
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Abstract: Edge computing (EC) has recently emerged as a promising paradigm that supports resource-
hungry Internet of Things (IoT) applications with low latency services at the network edge. However,
the limited capacity of computing resources at the edge server poses great challenges for scheduling
application tasks. In this paper, a task scheduling problem is studied in the EC scenario, and multiple
tasks are scheduled to virtual machines (VMs) configured at the edge server by maximizing the long-
term task satisfaction degree (LTSD). The problem is formulated as a Markov decision process (MDP)
for which the state, action, state transition, and reward are designed. We leverage deep reinforcement
learning (DRL) to solve both time scheduling (i.e., the task execution order) and resource allocation
(i.e., which VM the task is assigned to), considering the diversity of the tasks and the heterogeneity
of available resources. A policy-based REINFORCE algorithm is proposed for the task scheduling
problem, and a fully-connected neural network (FCN) is utilized to extract the features. Simulation
results show that the proposed DRL-based task scheduling algorithm outperforms the existing
methods in the literature in terms of the average task satisfaction degree and success ratio.

Keywords: Internet of Things (IoT); edge computing; task scheduling; markov decision process
(MDP); deep reinforcement learning (DRL)

1. Introduction

Technology advancements in sensing, communications, and computing directly accel-
erate the recent development of the Internet of Things (IoT), leading to diverse IoT uses
[1,2]. Most IoT-enabled applications are computationally-intensive, such as interactive
gaming and augmented reality (AR) [3], and it is difficult for the devices themselves to
fulfill such tasks due to the hardware constraints and power consideration. One feasible
solution is to offload the tasks to the remote cloud for processing and return the results
to the end devices. Although the cloud servers provide sufficient computation resources,
a large amount of traffic delivered to the cloud would result in network congestion and
unpredictable delay, which fails to meet the low latency requirement and degrades the
quality of experience (QoE). The emerging edge computing technology overcomes the
shortcomings of cloud computing [4,5].

Mobile edge computing enables various IoT applications and services performed
at the network edge instead of being delivered to the remote cloud, which reduces the
response time and alleviates the burden on the backhaul link. With edge computing,
computationally-intensive IoT tasks are sent to the nearby VMs configured at the edge
server to achieve low latency services [6–8]. However, the computation, storage, and
network resources of the edge server are limited, and thus, task scheduling is vital to
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maximize the quality of experience (QoE) [9,10]. Task scheduling in edge computing is
more challenging due to several aspects. First, the transmission delay is stochastic due to
the dynamic wireless channel condition or network environment between the end devices
and the edge node. Second, the available resources provided by the VMs are different in
terms of their speed, ready time, and response time. Lastly, the task arrival rate, task size,
and delay requirement are diverse for various IoT applications, making task scheduling in
edge computing more challenging.

Two special problems must be addressed for task scheduling in edge computing:
time scheduling and resource allocation. Time scheduling determines the task execution
order, and resource allocation is responsible for assigning tasks to suitable virtual ma-
chines (VMs) for execution. A number of task scheduling aspects in edge computing have
been studied [11–16]. However, most existing works aim at resource allocation, while
time scheduling has been seldomly studied. In [17], a general online scheduling model
was proposed to minimize the task response time when tasks are offloaded to the edge
servers. Based on Lyapunov optimization, a scheduling algorithm was proposed in [18]
to minimize the communication delay and computing delay. In [19], a dual-scheduling
framework in heterogeneous vehicular edge computing was proposed to adapt to the
unstable capacity of servers and the task arrival rate. In [20], computationally-intensive
data-parallel task offloading and scheduling were realized based on the first-come-first-
serve (FCFS) mechanism to minimize the average completion time through a mixed integer
non-linear programming (MINLP) algorithm. In [21], the shortest-job-first (SJF) scheduling
method was applied in the task scheduling, where the task with the minimum delay is
scheduled first. The authors in [22] investigated device-to-device (D2D) collaboration for
task offloading by taking into account human mobility to optimize the task assignment and
power allocation. In [23], the joint optimization problem of task allocation and the time
scheduling problem were formulated as mixed-integer programming (MIP), and the logic-
based Benders decomposition (LBBD) approach was proposed to maximize the number of
admitted tasks. A heuristic algorithm was proposed in [24] to address the energy-efficient
and delay-sensitive task scheduling in IoT edge computing. In [25], the task scheduling and
dispatching of networking and computing resources were investigated to maximize the
number of completed tasks. These methods are based on an ideal mathematical model and
optimized by a mixed-integer non-linear programming (MINLP) or heuristic algorithms.
Although these model-oriented algorithms can achieve good results, they are not adapted
to the dynamic environment where the task arriving rate and popularity are unknown
in advance. Furthermore, the model-based task scheduling algorithms focus on the one-
step optimization rather than on the long-term objective. These algorithms assume the
availability of resources is fixed during the scheduling period.

The Markov decision process (MDP) is an effective approach to model the sequential
decision-making problem to achieve a long-term objective. Reinforcement learning (RL)
has been developed as a promising approach to solve the MDP problems, where the agent
makes sequential decisions by continually interacting with the environment [26,27]. The
ultimate goal of the agent is to find an optimal policy to maximize the cumulative reward
instead of the local optimal solution in real time. In RL, the mapping between the state
and action is stored in a tabular form, which is not practical, especially for the large state
space and continuous action space. Combined with the deep neural network (DNN),
model-free deep reinforcement learning (DRL) is capable of making intelligent sequential
decisions in sophisticated environments, and the table in RL is hence replaced by the
function approximation of the DNN.

In recent years, DRL has been successfully applied to time scheduling and resource
allocation in edge computing [28–30]. The computation resource allocation problem in
edge computing is formulated as an MDP, and multiple replay memories were utilized for
the deep Q-network (DQN) algorithm to minimize the total delay and resource utilization
[31]. In [32], a DQN-based task scheduling was studied in cloud computing to maximize
the number of successful tasks by considering the delay requirement. The authors in [33]
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investigated joint task offloading and resource allocation for computationally-intensive
tasks in fog computing. The problem was formulated as a partially observable MDP, and
the deep recurrent Q-network (DRQN) algorithm was applied to approximate the optimal
value functions. In [34], a reinforcement learning algorithm was explored to address the
delay-optimal task scheduling problem in cloud computing. In [35], a DRL-based approach
was proposed to address the task scheduling and offloading problems in vehicular edge
computing, while the latency demands were not considered. In [36], task scheduling with
multiple resource allocation problems was tackled with DRL and imitation learning, where
two objectives were defined.

In this paper, we design an intelligent task scheduling framework in edge computing.
We focus on the heterogeneous VM resources for the task scheduling to maximize the
long-term value of the QoE by considering the expected delay requirement. In achieving
this goal, the DRL algorithm is applied, and the task satisfaction degree is determined as
the reward. The action of the mechanism consists of two parts: one is determining the task
execution order, and the other is assigning the task to the suitable VM. We formulate the
task scheduling process in edge computing into an MDP, which is solved by a policy-based
DRL algorithm. The main contribution of this article can be summarized as follows.

• Model-free DRL-based task scheduling is studied for task scheduling in edge comput-
ing, where the time scheduling and VM assignment are jointly optimized. The problem
is formulated as an MDP problem, where the availability of VMs, task characteristics,
and queue dynamics are taken into account.

• The action is represented as a VM-task pair, whose dimension may be extremely large.
A new mechanism is designed in the MDP formulation, where the scheduling time
step is decoupled from the real time step. By this mechanism, the action space stays
linear with the product of the number of VMs and the queue size, and multiple tasks
can be scheduled in one time step.

• Extensive simulation results demonstrate that the proposed DRL-based algorithm
achieves a better task satisfaction degree in comparison with the baseline task schedul-
ing algorithms.

The remainder of the paper is organized as follows. The system is presented in Section
2. In Section 3, the task scheduling in the edge computing problem is formulated as an
MDP, and then, the DRL-based algorithm is applied. The simulation of the evaluation
results is given in Section 4. Finally, the conclusions are given in Section 5.

2. System Model

In this section, the system architecture of the task scheduling in edge computing is
introduced first, then the task model, task scheduling mechanism, and overall optimal
objective are elaborated. Some notations are listed in Table 1.
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Table 1. List of notations.

Symbol Description

ji the task
ai the arriving time of ji
zi the type of ji
li the size of ji
di the expected latency of ji
vj the VM
M the number of VMs
O the maximum tasks in the waiting slot
V the state of the VM, with the shape of M× 2
Q the state of the waiting tasks, with the shape of 4×O
|b| the number of tasks in the backlog queue

twi,j the waiting time of ji scheduled to vj
wi,j the task satisfaction degree of ji scheduled to vj
ti,j the response time of ji scheduled to vj

2.1. System Architecture

We consider a task scheduling framework in an edge computing system, as illustrated
in Figure 1. The computationally-intensive tasks generated by IoT applications, which are
difficult to perform at local devices, are delivered to the server, which is deployed at the
network edge close to the end devices. The edge server is configured with several VMs,
which vary significantly in their computational capacity and ready time to execute the next
scheduled task. After arriving at the edge server, the tasks wait to be scheduled.

For simplicity, we only focus on the computational resource for task scheduling.
The scheduler monitors the status information of incoming tasks and the VMs that have
an impact on the scheduling decision-making, including the task sizes, the expected
completion time, the computing speed (in million instructions per second (MIPS)), and the
waiting time. Based on the observation, the scheduler makes decisions on when to schedule
(i.e., the scheduling order and the start time of each task) and where to schedule (i.e., which
VM is allocated to each task). The tasks waiting to be scheduled are divided into two sets:
one is the waiting set inside the circle in Figure 1, and the other is stored in the backlog
queue. Each task of the waiting set occupies a waiting slot that can be fully observed, while
only the number of tasks in the backlog queue can be observed by the scheduler. At each
scheduling time step, the scheduler selects at most one task in the waiting slot to schedule.
In this article, we investigate task scheduling in edge computing for which only one edge
server is deployed. The objective is to maximize the long-term task satisfaction of all tasks,
which is:

max
T

∑
t=1

∑
i∈J,j∈V

gi,j, (1)

where gi,j is the task satisfaction of the task i scheduled to VM j. To achieve the objective,
we need to model from the following aspects.

2.2. Task Model

Computationally-intensive tasks arrive at the edge server dynamically and are clas-
sified into K types, J = {j1, j2, ..., jK}. It is assumed that the tasks belonging to the same
type have the same characteristics, including the task size (million instructions (MI)) and
the delay requirement. The task types are ranked in ascending order by task size, and
the popularity of the tasks is characterized by the Zipf distribution with the parameter
popularity skewness β as pj = j−β/ ∑C

j=1 j−β. Therefore, a task i belonging to one of the K
types can be denoted by a tuple as:

ji,k = 〈ai, zi, li, di〉, (2)
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Figure 1. Illustration of the system model.

where ai, li, and di are the arriving time, the size, and the expected delay of the task ji,
respectively.

2.3. Task Scheduling Mechanism

The edge server is configured with several VMs, denoted by V = {v1, v2, ...vM}. These
VMs are heterogeneous in terms of their computing capacity, denoted by C = c1, c2, ..., cM.
The task scheduler decides how to schedule tasks: determine the scheduling order and
to which VM to assign. When a task is scheduled, it leaves the waiting slot, and the first
task stored in the backlog queue is put into the waiting slot just vacated. It is assumed
that each task is only processed on a single VM and that the computation resource of the
VM will be fully utilized. The expected processing time in each VM is known before its
execution. When a task is scheduled to a VM, its response time includes the waiting time
in the waiting slot and the VM execution time. The execution time of task i in VM j can be
computed as:

ei,j =
li
vj

. (3)

If no tasks are executed by the VM, the start time of the current task is the arriving
time; otherwise, the task begins being executed when the VM is available, i.e., all the earlier
tasks have been finished. Let si,j and fi,j denote the starting time and finishing time of task
i on VM j. Therefore, the starting time depends on the finishing time of all the last tasks,
which can be expressed as si,j = max

{
fl,j, ai

}
, and the task finishing time of task i can be

calculated as:
fi,j = si,j + ei,j, (4)

where ei,j is the time for VM j to process task i. The response time of task i on VM j is
composed of two parts: the waiting time and the execution time:

ti,j = wi,j + ei,j, (5)

where wi,j is the waiting time of task i on VM j. If the task is processed immediately, there
is no waiting time; otherwise, it is the time gap between the starting time and the arriving
time and is given as:

wi,j = si,j − ai. (6)

The response time is applied to evaluate the QoE of the tasks. For each task, the QoE
is defined as the task satisfaction degree, which is the ratio of the expected latency and the
response time. The task satisfaction degree of the task executed on VM j can be represented
as:

gi,j = di/ti,j, (7)

where di is the expected latency. It is obvious that the larger the ratio, the higher the task
satisfaction degree is.
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3. DRL Solution

The task scheduling problem is addressed by the model-free DRL according to the
Markov decision process (MDP), which is an efficient mathematical model to model the
sequent decision-making problem in a dynamic environment. This section gives the
carefully designed MDP, and the policy-based DRL algorithm is applied to solve the task
scheduling problem.

3.1. Preliminaries

DRL is an effective approach to deal with the Markov decision process (MDP) with
a large-scale state space and action space. The ultimate goal of the DRL algorithm is to
find an optimal policy π∗ to maximize the expected return (long-term cumulative reward),
which is considered as the state value function V. A sequence of decisions is made through
the continuous interaction of the agent with the unknown environment. At the time of the
scheduling time step n, the value function V under a policy π can be represented as [37]:

Vπ = Eπ [Gn] = Eπ

[
rn + γrn+1 + γ2rn+1 + · · ·

]
, (8)

where γ ∈ [0, 1] is a discounted factor, showing how important the future rewards are to
the cumulative return, r is the instant reward obtained at each timestep, and E[·] is the
expectation operator.

In each interaction, the agent takes action based on the observed state sn, then it
receives a feedback reward r and a new state from the environment, as shown in Figure 2.
The action-state value function of a state-action pair, namely the Q-function, is defined as:

Qπ(s, a; θθθ) = Eπ

[
Gt|sn = s, an = a

]

= Eπ

[
∞

∑
k=n

γk−nrk|sn = s, an = a

]
,

(9)

in which θθθ is the DNN paramter. Then, we have the optimal value:

V∗(s) = max
π

Vπ(s), Q∗(s, a) = max
π

Qπ(s, a), (10)

and the optimal policy:

π∗ = arg max
π

Vπ(s), π∗ = arg max
π

Qπ(s, a). (11)

Figure 2. Interaction between the agent and the environment.

The goal of the DRL is to find an optimal behavior strategy for the agent to obtain
optimal rewards. The optimal policy can be achieved by two methods: the value-based
method and the policy-based method. The value-based methods aim to learn the Q function
and then select an action with the maximum value, â = arg maxa∈A Q(s, a). The policy
gradient methods instead target modeling and optimizing the policy πθ(a|s) directly with
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a parameterized function with respect to θ [38]. In the policy gradient, the action is chosen
following πθ(a|s), which is a distribution of action probabilities with the softmax function:

πθ(s, a) =
eφ(s,a)Tθ

∑K
k=1 eφ(s,ak)Tθ

, (12)

where φ(s, a) is the feature vector.
Compared with value-based methods, policy gradient methods directly predict the

action and naturally explore it due to its stochastic policy representation. Moreover, it is
more effective in high-dimensional or continuous action spaces. The objective of the policy
gradient algorithm is:

J(θ) = ∑
s∈S

dπθ
(s)Vπθ

(s)

= ∑
s∈S

dπθ
(s) ∑

a∈A
πθQπ(s, a), (13)

where dπθ
(s) is the stationary distribution of the Markov chain for πθ . The policy gradient

is then given as:
∇θ J(θ) = Eπθ

[∇θ logπθ(s, a)Qπ(s, a)], (14)

in which ∇ is the gradient operator.

3.2. MDP Formulation

To apply DRL to solve the task scheduling in edge computing, we formulate the task
scheduling process as an MDP, where the state space, action space, and state transition are
carefully designed. The edge server is considered as the environment, and the scheduler
plays the role of the agent, which interacts with the environment and makes decisions.

3.2.1. State Space

The state s ∈ S describes the status information of the system, which is composed of
three parts: the resource matrix, the task matrix, and the backlog queue length. Therefore,
the state of the system can be given as:

S = {s|s = (V, Q, |b|)}, (15)

where V denotes the resource matrix, Q is the waiting matrix, and b indicates the backlog
queue. The resource matrix represents the state of different VMs, including the processing
capacity and the availability time of each VM for the next task. The waiting matrix can be
observed by the scheduler, and at most one task is scheduled each scheduling time step.
The tasks in the backlog queue cannot be scheduled at the current time step. As shown in
Figure 3, each part of the state is elaborated as follows.

The resource matrix V ∈ Rnvm×2. The first column represents the processing capacity
(in MIPS) of the VMs, and the second column is the ready time for the next task that will be
scheduled in the corresponding VM. For example, the VM v1 is able to handle c1 MI per
second, and r1 means that the task in the process will be completed in the future r1 time
steps. The next task scheduled to individual VMs will start only if the value of r1 decreases
to zero.

The tasks to be scheduled are divided into two parts: one is in the waiting slot, and
the other is in the backlog queue. The tasks in the waiting slot are represented by a
waiting matrix and can be scheduled at each scheduling time step. At most O tasks can
be scheduled at each time step, and the tasks beyond O are stored in the backlog queue.
In this case, the scheduler is able to observe the full status information of the waiting slot,
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while only the number of tasks at the backlog queue is visible. Therefore, the state of the
waiting slot Q can be represented by a O-column matrix,

Q = [q1, q2, ..., qo], (16)

in which qj is the size of the waiting slot, which is the length of the column of the waiting
matrix, as shown in Figure 4. The row indicates the task characteristics of each task, includ-
ing the task type, the task size (in MI), the task expected latency, and the waiting time before
being scheduled, respectively. Thus, the waiting matrix Q ∈ R4×O. In particular, when the
number of accepted tasks is less than the waiting slot size (nq) < O, the empty position is
padded with a fixed negative value to decrease the probability of being selected. In practice,
the value can be set as qj = [−1,−1,−1,−1,−1]T, where T denotes the transposition of
the vector.

The size of the backlog size indicates the maximum number of tasks that the edge
server can accept. If a task is scheduled, it leaves the slot, and the first task in the backlog
queue is inserted into the slot that was just vacated. When the tasks exceed the length of
the backlog queue, the extra tasks are dropped out.

3.2.2. Action Space

The action space of the task scheduling includes two actions: one is to determine the
execution order among O tasks, and the other is to assign one from M VMs for each task.
Combining the two actions requires a large action space, resulting in the learning being
too complicated. To keep the state space small, we decouple the scheduling time step n
from the real time step t, and more than one task scheduling decision is made in each time
step. At each time step, the time is frozen until an invalid action. The action is defined as
mq + n, indicating that the task jn in the waiting slot is scheduled to VM vm. Furthermore,
an “invalid” action means the scheduler selects a void task, then time step t proceeds to
the next time step t + 1. Therefore, the size of the action space decreases to MO. Therefore,
the scheduling process performs according to the two time steps: the scheduling time step
and the real time step. At the start of each real time step, the scheduler fetches new tasks
if one arrives, while the scheduling time step is the scheduler’s decision sequences. By
decoupling the two time steps, the action space stays linear in MO. At each scheduling
time step n, the action is represented as a (vm, jn) pair, which is:

A =

{
Ae|Ae = (vm, jn)|m ∈ {−1, 1, 2, .., M}

n ∈ {−1, 1, 2, ..., O}

}
, (17)

where (−1,−1) is the invalid action Aψ, indicating a void task is scheduled, and the others
are the valid action Aϕ, indicating that task jn is scheduled to VM vm.

At the beginning of the real time step t, new tasks are put in the waiting slot if there is
an empty position; otherwise, they are put in the backlog queue. For each scheduling time
step n, the scheduler makes a decision by observing the system state. If a valid action Aϕ

is selected, the scheduled task is removed from the waiting slot, and the first task in the
backlog queue is placed in the waiting slot that was just vacated. If an invalid action Aψ is
selected, the time step proceeds to the next time step.

3.2.3. State Transition

The state transits to the next based on the state and action (s, a). As shown in Figure 3,
the cases of state transition are explained as follows.

(a) The scheduler selects a valid action, and the backlog queue is not empty. For example,
in Figure 3(a), a = 19, that is Ae = {(v3, j3)}, where the subscript indicates the index
of the VM and task in the waiting slot. Then, the task j3 is scheduled to the VM v4 and
will be executed after r4 time steps. The value of ready time r4 for the next scheduled
tasks changes by pulsing the execution time to process j3. Furthermore, the first tasks
b1 in the backlog queue are put into the position that just stores j3 and the number
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of tasks of the backlog queue minus one simultaneously. It is noted that the waiting
time of all the tasks stays unchanged within the same time step.

(b) An invalid action is chosen, meaning no task is scheduled and the backlog queue is
empty at the current time step, as shown in Figure 3(b). In this case, the time step
proceeds to the next time step to accept new tasks. New tasks move to the waiting
slot firstly, and the extra tasks are put into the backlog queue. The tasks are dropped
if the number of new tasks is larger than the backlog queue size. Meanwhile, the
waiting time in both the waiting matrix and the backlog plus one and the ready time
of VM vm are set to a value of max{rm − 1, 0}.

(c) The scheduler selects a valid action. After that, both the waiting slot and the backlog
queue are empty. The time step goes to the next time step and fetches new tasks. In
this case, only the ready time of all the VMs changes.

(a) Valid action

(b) Invalid action

Figure 3. Illustration of the state transition with two examples of a valid action and an invalid action.
(a) Valid action; the time step is frozen; (b) invalid action; the time step proceeds to the next time step.

3.2.4. Reward

As mentioned above, the objective is to maximize the LTSD, as presented in Equation (1).
The reward is designed to guide the scheduler toward the goal of the optimal policy
π = p(a|s). For a valid action, the reward is the ratio of the response time and the expected
latency requirement. We give zero rewards if the invalid action is selected; thus, the reward
function is designed as:

r =
{

wj, a ∈ Aϕ

0, a ∈ Aψ
. (18)

3.3. REINFORCE Implementation

REINFORCEis a Monte Carlo policy gradient algorithm that updates the policy param-
eter θ based on the expected return over trajectories τ =

(
s0, a0, r1, s1, a1, r2, · · · aT , rT+1, sT+1).

The policy gradient at each time step t in the trajectory of each episode is converted to:

∇θ J(θ) = Eπθ
[∇θ logπθ(sn, an)Gn] (19)

The parameter θ is updated according to the gradient ascent, which is:

θn+1 = θn + αGn∇θ logπθ(sn, an), (20)

105



Sensors 2021, 21, 1666

in which α is the learning rate. Equation (19) indicates that if Gn is positive, we want to
increase the log probability of selecting action an in state sn; otherwise, we decrease the log
probability. The agent is thus guided to find the optimal policy.

Based on the MDP formulation in Section 3.2, at each scheduling time step t, the
policy network accepts the system state sn = (V, Q, |b|) and generates the probability of
selecting an action as the output. The action is selected as πθ(an|sn) and then represented
as a VM-task pair Ae = (vm, jk). If Ae = (−1,−1), this means that no task is scheduled at
the current scheduling time step, and no reward is obtained. In this case, the real time step
moves forward, and the next state is generated based on Case (b) in Section 3.2.3. In the
case of a valid action (i.e., Ae ∈ Aϕ), the real time step also proceeds to fetch new tasks
if both the waiting slots q and the backlog queue are empty. The next state changes as
described in Case (c) in Section 3.2.3. Additionally, if the backlog queue is not empty after a
valid action is selected, the first task in the backlog queue is put into the waiting slots, and
the scheduling time step adds one. The next state is obtained by Case (a) in Section 3.2.3.
The states, actions, and rewards constitute an episodic trajectory to compute the cumulative
reward for further training. When updating the parameter θ, the cross-entropy is applied
to calculate the difference between the predicted action distribution πθ(a|s) and the target
(label) action. The outcome of the cross-entropy multiplied by the expected discounted
cumulative reward is used as the loss function to optimize the policy network parameter θ.
The cross-entropy is calculated as:

Ln
ce = −yalog(πθ(an|sn)), (21)

where yn
a is the label action in scheduling time step n, and the final loss function of the

policy network is given as:

Lθ =
1
T

T

∑
n=1

GnLn
ce, (22)

where Gn is the discounted cumulative reward at time step n during the episode. The
proposed algorithm is illustrated in Algorithm 1.

( , )s a
q
p

Figure 4. Illustration of the proposed REINFORCE network. The policy is mapped to a VM-task pair.
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Algorithm 1: Task scheduling and allocation with the REINFORCE algorithm.
Input: episode times E, learning rate α, discount factor γ

1 Initialize: policy network parameter θθθ and πθ(s, a);
2 for k=1 to E do
3 Obtain initial state s0 = (V, Q, |b|);
4 Initialize real time step t = 0 and scheduling time step n = 0;
5 Initialize the backlog queue b = 0;
6 Initialization done = False;
7 while not done do
8 Put the state sn into the policy network, and select action an following

πθ(a|s);
9 Map an to the VM-task pair of Ae = (vm, jk);

10 Calculate reward r1 with Equation (18);
11 if Ae ∈ Aψ then
12 time step t + 1, scheduling time step n + 1, sn+1 ← Case (b) in 3.2.3
13 end
14 if Ae ∈ Aϕ then
15 if q = 0, and b = 0 then
16 time step n + 1, sn+1 ← Case (c) in 3.2.3
17 else
18 scheduling time step n + 1,sn+1 ← Case (1) in 3.2.3
19 end
20 end
21 if done then
22 break
23 end
24 end
25 Collect a trajectory T =

(
s0, a0, r1, s1, a1, r2, · · · aT , rT+1, sT+1);

26 Calculate Gn for each time step in trajectory T;
27 Calculate the cross-entropy by Equation (21);
28 Update the policy network parameter θθθ according to Equation (22);

Output: Policy network πθ(a|s).
29 endfor

4. Simulation Results

In this section, numerical results are presented to evaluate the performance of the
proposed task scheduling and allocation algorithm. All simulation results were obtained
using Python 3 running with Pytorch. We further compared the proposed algorithm with
two baselines.

4.1. Simulation Setting

A four-layer DNN structure was applied to realize the task scheduling and allocation
policy. Both hidden layers had 64 neurons, and the rectified linear unit (ReLU) was applied
as the activation function. The dimension of the output layer had (M + 1)×O neurons.
The discount factor γ was set as 0.99 during the training, indicating that the future steps
influence the current action. The learning rate was set as 10−4, and the Adam optimizer
was used for gradient descent. The hyperparameters were kept fixed throughout the
simulation. The detailed hyperparameter setting is shown in the table. The convergence
of the proposed algorithm for different discounted factors γ during the training period is
shown in Figure 5. The reward increases with the growth of γ because a higher value of
γ indicates higher weights of the future rewards. In this paper, only the computational
resource is considered for the task scheduling in the edge system, where the transmission
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delay is used to calculate the residual computational delay, so the environment parameters
only include the task characteristics and the VM resources, which are described as follows.

• The tasks generated by the IoT device are sent to the BS suffer from the communication
transmission and arrive at the edge server at a certain rate. We assumed that the
expected latency ranges from 5 s to 10 s and the transmission delay ranges from 1s
to 5 s. The range of the task size was set as [500, 4000] MI. In general, any arriving
rate is applicable, because it is unknown in advance and is not included in the input
state feature; for convenience, the tasks arrive at the edge server according to a
Poisson distribution, and the average arrival rate varies from three request/s to seven
requests/s, so the task arriving interval follows an exponential distribution with
[0.14, 0.33].

• The processing capacity of the VMs was set in the range [1000, 2000] MIPS.
• The size of the waiting slot was set as O = 5, and the length of the backlog queue was

set as |b| = 5.
• There were five types of tasks in the simulation, and the task characteristics, including

the size and the expected delay, are shown in Table 2.

Table 2. Task characteristics. MI, million instructions.

Type Size (MI) Expect Delay (s)

1 500 5
2 1375 6
3 2250 7
4 3125 8
5 4000 10

Figure 5. Cumulative reward per episode.
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4.2. Performance Evaluation

Some factors, including the task arriving rate, the number of VMs, and the task
popularity skewness on the task satisfaction and the success ratio, were studied. Simulation
results are shown in Figures 6 and 7.

In Figure 6, we evaluate the influence of the task arriving rate λ and the number of
VMs on the cumulative task satisfaction degree. The tasking arriving rate λ ranged from
three to seven, and the VM number increased from three to five, while the popularity
skewness was set as 0.3.

From Figure 6, it can be seen that the cumulative task satisfaction degree of the pro-
posed DRL-based task scheduling and allocation algorithm decreases with the increment
of the task arriving rate. The reason is that the higher arriving rate indicates more tasks
wait to be scheduled in the edge system within the same time step, which increases the
waiting time of the tasks. In terms of the number of VMs, it is apparent that the average
task satisfaction degree increases when the number of VMs increases. This is because the
tasks can be scheduled to more VMs, leading to a reduced waiting time.

Figure 6. Cumulative task satisfaction degree versus task arriving rate and the number of VM.

In Figure 7, the effect of the task popularity skewness β on the task satisfaction degree
is represented. The value of β increased from 0.1 to 0.9, while the number of VMs was set
to three.

As shown in Figure 7, increasing β enlarges the cumulative task satisfaction degree.
The popularity skewness indicates different popularities of each type of task. As β increases,
the proportion of small-sized tasks increases, while the popularity of large-sized tasks
decreases, which reduces the overall waiting time for tasks.
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Figure 7. Cumulative task satisfaction degree versus the popularity skewness.

4.3. Performance Comparison with the Benchmark Methods

To better evaluate the performance of the proposed DRL-based task scheduling al-
gorithm, the FCFS [20] algorithm and the SJF [21] algorithm were selected as the two
benchmark methods. In both FCFS and SJF, the scheduled task is assigned to the VM with
the maximum task instant reward. This means that the scheduled tasks are assigned to
the VM greedily. Therefore, the two benchmarks can be expressed as greedy-FCFS and
greedy-SFJ.

We compared our proposed algorithm with greedy-FCFS and greedy-SJF concerning
the average task satisfaction degree and the task success ratio. The average task satisfaction
degree reflects the overall quality of the algorithm, which considers the effect of a single
value of each task satisfaction degree on the total task satisfaction degree. If the task’s
response time is less than its expected delay requirement, that is wi,j >= 1, we say that the
task is completed perfectly. The task success ratio is defined by the ratio of the number of
perfectly completed tasks to the total number of tasks, which is:

εs =
Ns

∑j∈J NT
, (23)

where Ns is the number of perfectly completed tasks.
Figures 8 and 9 give the performance comparison under different task arriving rates λ.

When the task arriving rate increases, both the average task satisfaction degree and task
success ratio present a declining trend for all algorithms. Compared to the greedy-FCFS
scheduling algorithm and the greedy-SJF scheduling algorithm, our proposed algorithm
has a significant improvement. Specifically, the proposed algorithm can improve by around
50% and 25% the average task satisfaction degree compared to greedy-FCFS and greedy-SJF,
respectively. The reason is that, in FCFS, the earlier arriving tasks are scheduled first, which
will cause a long waiting time for the subsequent tasks if the earlier arriving tasks require
too much CPU resource of the VMs. In greedy-SFJ, tasks with the shortest execution time
have higher scheduling priority even though they arrive later, which is not good for long
tasks. Neither greedy-FCFS nor greedy-SJF take into account the expected delay demand.

110



Sensors 2021, 21, 1666

Figure 8. Average task satisfaction degree versus task arriving rate. FCFS, first-come-first-serve; SJF,
shortest-job-first.

Figure 9. Success ratio versus task arriving rate.

The performance comparison of the proposed DRL-based task scheduling algorithm
and the baselines toward the task popularity is illustrated in Figures 10 and 11. The
cumulative task satisfaction degree and success ratio increase with the increment of task
popularity skewness β. Additionally, from Figure 10, we can see that our proposed
algorithm can significantly improve the task satisfaction. The gap enlarges with the
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increasing of the popularity factor value β compared to the greedy-FCFS algorithm and the
greedy-SJF algorithm. This is because the small-sized tasks account for a larger proportion
as β increases, resulting in a longer waiting time, leading to the performance degradation
of the greedy-SJF algorithm.

Figure 10. Average task satisfaction degree versus the popularity skewness.

Figure 11. Success ratio versus the popularity skewness.
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The performance of the proposed algorithm, the average task satisfaction degree,
and the success ratio with different VMs are illustrated in Tables 3 and 4, where the
number of VMs was set to 2, 3, and 4, respectively. The proposed algorithm achieves better
performance than the greedy-FCFS and greedy-SJF methods on the task satisfaction degree
and success ratio. This is because the scheduler always selects the VM that minimizes the
response time for the current scheduled task without taking the future tasks into account.

Table 3. Comparison of the average task satisfaction degree.

Number of VMs DRL Greedy-FCFS Greedy-SJF

VM = 2 1.5175 0.9072 0.9752
VM = 3 2.5502 1.4163 1.5091
VM = 4 4.7276 1.9956 2.2305

Table 4. Comparison of the task success ratio.

Number of VMs DRL Greedy-FCFS Greedy-SJF

VM = 2 0.3362 0.1717 0.1740
VM = 3 0.3741 0.2924 0.3204
VM = 4 0.5688 0.4602 0.5613

5. Conclusions

This paper proposes the computationally-intensive task scheduling problem in the
IoT edge system, where the task execution order and task allocation are jointly optimized.
We formulate the optimization problems as an MDP model, where the state, action, re-
ward, and state transition are carefully designed. To reduce the dimension of the action
space, the scheduling time step is decoupled from the real time step. A policy-based deep
reinforcement learning algorithm is applied to solve the MDP. It demonstrates that our
proposed algorithm has good convergence performance. Moreover, extensive simulations
are conducted to evaluate the cumulative task satisfaction degree and success ratio. The
results show that the proposed algorithm outperforms other benchmark methods. Fu-
ture work will focus on collaborative cloud computing and edge computing, where the
communication delay will be taken into account.
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Abstract: In edge computing service, edge devices collect data from a number of embedded devices,
like sensors, CCTVs (Closed-circuit Television), and so on, and communicate with application servers.
Since a large portion of communication in edge computing services are conducted in wireless, the
transmitted data needs to be properly encrypted. Furthermore, the application servers (resp. edge
devices) are responsible for encrypting or decrypting a large amount of data from edge devices (resp.
terminal devices), the cryptographic operation needs to be optimized on both server side and edge
device side. Actually, the confidentiality and integrity of data are essential for secure communication.
In this paper, we present two versions of security software which can be used on edge device side
and server side for secure communication between them in edge computing environment. Our
softwares are basically web-based application because of its universality where the softwares can be
executed on any web browsers. Our softwares make use of ESTATE (Energy efficient and Single-state
Tweakable block cipher based MAC-Then-Encrypt)algorithm, which is a promising candidate of NIST
LWC (National Institute of Standards and Technology LightWeight Cryptography) competition and
it provides not only data confidentiality but also data authentication. It also implements the ESTATE
algorithm using Web Assembly for efficient use on edge devices, and optimizes the performance of
the algorithm using the properties of the underlying block cipher. Several methods are applied to
efficiently operate the ESTATE algorithm. We use conditional statements to XOR the extended tweak
values during the operation of the ESTATE algorithm. To eliminate this unnecessary process, we
use a method of expanding and storing the tweak value through pre-computation. The measured
results of the ESTATE algorithm implemented with Web Assembly and the reference C/C++ ESTATE
algorithm are compared. ESTATE implemented as Web Assembly is measured in web browsers
Chrome, FireFox, and Microsoft Edge. For efficiency on server side, we make use of OpenCL which
is parallel computing framework in order to process a number of data simultaneously. In addition,
when implementing with OpenCL, using conditional statements causes performance degradation. We
eliminated the conditional statement using the loop unrolling method to eliminate the performance
degradation. In addition, OpenCL operates by moving the data to be encrypted to the local memory
because the local memory has a high operation speed. TweAES-128 and TweAES-128-6, which have
the same structure as AES algorithm, can apply the previously existing studied T-table method. In
addition, the input value 16-byte is processed in parallel and calculated. In addition, since it may be
vulnerable to cache-timing attack, it is safely operated by applying the previously existing studied
T-table shuffling method. Our softwares cover the necessary security service from edge devices to
servers in edge computing services and they can be easily used for various types of edge computing
devices because they are all web-based applications.

Keywords: web; Web Assembly; OpenCL; LWC; fast implementation

1. Introduction

Existing cloud computing methods provide overall services, such as data processing
and transmission in servers and data centers. However, with the increase of users using
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cloud computing services, the amount of data that has to be processed by the server has
increased. So, there is a system load in the process of data processing and transmission.
To solve this problem, an edge computing method was created. Edge computing method
is a method that processes data in devices, such as smartphones, unlike the method in
which servers and data centers handle all services. Edge computing method reduces the
system load because it only processes data generated by the device. It is also relatively
efficient compared to cloud computing because it collects and processes data on its own. In
the case of cloud computing, if a server is paralyzed, it is a fatal blow, but, because edge
computing performs its own computing, it can effectively respond to failures. Therefore,
we propose a web-based application edge computing method using Web Assembly. The
existing edge computing method provides services by processing data sent from a server
using a method optimized for hardware, such as ARM, RISC-V, and AVR. However, when
edge computing is used using a variety of hardware, there is a disadvantage of having to
implement a service and cryptographic algorithm according to each hardware. However,
this method can be used generally in PCs (Personal Computer), smartphones, and IoT
(Internet of Things) devices that can use web-based applications, such as web browsers
and web apps. In addition, there is an advantage that can be used in common in various
web-based applications without additional modification on implementation.

In addition, in edge computing method, communication between server and edge
computing, communication between edge computing and users, and communication be-
tween edge computing will be achieved. For secure data communication, it is necessary to
encrypt data and verify that the transmitted data is transmitted without change. So, encryp-
tion algorithm and authentication algorithm must be used separately. However, we use
the LWC ESTATE (LightWeight Cryptography Energy efficient and Single-stateTweakable
block cipher based MAC-Then-Encrypt) algorithm, which can do this process at once. In
addition, it provides edge computing service by implementing encryption and authentica-
tion service of ESTATE algorithm with Web Assembly, which has better performance than
JavaScript for communication using web-based applications.

We propose an efficient implementation of the ESTATE algorithm that uses OpenCL
parallel processing to efficiently transfer data through the ESTATE algorithm as a web-
based application that provides edge computing services on the server. Even if the server
system load is reduced due to the edge computing method, the final processed data is
stored on the server. It is a web-based application that provides edge computing services
on the server and needs to transfer data using the ESTATE algorithm. Therefore, there is a
need for a way to efficiently operate the ESTATE algorithm on the server. Therefore, we
applied several additional methods to ensure that the ESTATE algorithm works efficiently
for each environment.

Contribution

The contribution of this paper is as follows:

1. Web-based application edge computing method using Web Assembly
As the number of users using cloud computing services increases, so does the amount
of data that must be processed. So, there is a system load in the process of providing
the service. So, the edge computing approach was created. The edge computing
method transmits and processes data to hardware, such as ARM, RISC-V, and AVR,
to reduce system load. However, this method has the disadvantage of having to
implement the service differently using each hardware environment and program-
ming language. So, we propose a web-based application edge computing method
using Web Assembly. Web Assembly was created to show similar performance to
a low-level language. The web-based application edge computing method has the
advantage that it can be used in common without additional modification in PCs,
smartphones, and IoT devices that can use web-based applications. In addition, the
edge computing method communicates data between server and web-base appli-
cation, web-base application and user, and web-base application. So, the ESTATE
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algorithm that can generate the encryption process and tag for authentication at once
is implemented using Web Assembly to provide edge computing services. Check how
far Web Assembly has caught up with the low-level language in terms of performance.
Web Assembly was run on Chrome, FireFox, and Microsoft Edge. At Chrome, FireFox,
and Microsoft Edge, Web Assembly is approximately 11%, 10%, 9% slower than
Reference C code, TweAES-128-6 is about 5%, 2%, 6% slower, and TweGIFT-128 is
about 22%, 54%, and 17% slower than Reference C code.

2. LWC ESTATE parallel processing using OpenCL
ESTATE (Energy efficient and Single-state Tweakable block cipher based MAC-Then-
Encrypt) algorithm is designed to be used in a limited environment, but the data
are finally stored on the server. Therefore, ESTATE algorithm optimization is also
required in the server. ESTATE algorithm divides AD (Associated Data) and messages
into 128-bit blocks, encrypts them one block at a time, and affects the next process, so
it cannot process a large amount of data through parallel processing at once. Servers
have to send data to multiple platforms, so if they are processed sequentially, the
communication speed becomes slow. So, we propose a method of simultaneously
generating multiple ciphertexts and tags to be sent to multiple web-based applications
for edge computing using OpenCL parallel processing. As a result, the implemented
TweAES-128, TweAES-128-6, and TweGIFT-128 implemented in OpenCL showed
performance improvement of 6.69×, 7.31×, and 1.47×, respectively, compared to the
reference C code.

3. Optimization method for safe and efficient operation of ESTATE algorithm
ESTATE algorithm uses TweAES-128, TweAES-128-6, and TweGIFT-128. We propose
several methods for safe and efficient operation, and apply the previously exist-
ing studied methods. In the operation process of TweAES-128, TweAES-128-6, and
TweGIFT-128, there is a process of XOR operation by expanding the 4-bit tweak value.
TweAES-128 and TweAES-128-6 expand to 8-bit, and TweGIFT-128 expand to 32-bit.
However, only 0∼7, 15 are used as 4-bit tweak values. Therefore, we propose a way
to store and use 8-bit, 32-bit extended tweak values for 94-bit tweak values through
pre-computation. In the OpenCL implementations of TweAES-128, TweAES-128-6,
and TweGIFT-128, to remove the performance load, we use a loop unwind method to
remove the load and implement it using local memory with a relatively fast working
speed. The operation process of TweAES-128 and TweAES-128-6 is the same as AES
algorithm. Therefore, the T-table method, which was previously existing studied,
was applied. In addition, AES algorithm is vulnerable to cache-timing attack, and
TweAES-128 and TweAES-128-6 with the same structure will be vulnerable. Therefore,
TweAES-128 and TweAES-128-6 are safely operated by applying the T-table shuffling
method, which is the method previously existing studied. TweAES-128 and TweAES-
128-6, which applied the table shuffling method previously existing studied, show
about 7% and 51% performance overhead, respectively. It simply shuffles the T-table,
so it shows little performance overhead.

The remainder of this paper is organized as follows. Section 2 provides a basic
overview of the web environment, Web Assembly, OpenCL, Edge computing, and LWC
ESTATE. Section 3 describes the relate work of OpenCL and Web Assembly. Section 4
describes the method proposed in the paper. Section 5 describes the performance measure-
ment results. Finally, Section 6 concludes the paper.

2. Background
2.1. Edge Computing

Several companies have used cloud computing methods [1] to provide computing
services, such as servers, storage, software, and analytics, over the Internet. Cloud comput-
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ing is a method focused on centralizing services to several large data centers. However,
such cloud computing also begins to have problems. As the number of people using cloud
services increases, the amount of data processed by servers and data centers increases,
and data delays occur in the process of analyzing and transmitting collected data. That
is why edge computing [2–4] was created to solve problems, such as data processing
speed, capacity, and security. Edge computing is performing computing at or near the
physical location of a user or data source. In the case of cloud computing, data is processed
in the data center, whereas edge computing is a method of processing data in devices,
such as smartphones. Edge computing method has several advantages. When using cloud
computing, the larger the amount of data to be processed, the higher the system load, but
in the case of edge computing, data load can be reduced because only data generated by
the device is processed. In addition, cloud computing has to strengthen security from
the process of data transmission and delivery with a central server architecture, but edge
computing is relatively more secure than cloud computing because it collects and processes
data on its own. In addition, when the server is paralyzed when using cloud computing,
the overall damage is seriously affected, but when using edge computing, it can effectively
respond to failures because it performs its own computing. Figure 1 is the structure of the
edge computing method. It shows a structure that does not process data in a server or data
center but sends data to peripheral devices that will perform edge computing services and
sends data to the user’s device after processing.

Cloud

Edge Computing Users

Data Storage

Data Processing and 
Service Provision

Service Use

Figure 1. Edge computing structure.

2.2. Web Environment

Due to the continuous development of the web environment, various functions are
being performed in the web environment. Due to the advancement of web technology,
information on the web is displayed the same on different platforms to which networks
are connected, such as PCs or smart devices. Web-based applications run within a web
browser without communicating with the operating system. Due to the development of
internet technology, and hardware performance improve, web technologies and libraries
are continuously being created so that more complex and heavy calculations and functions
can be made in a web environment. There are various web browsers in which these
functions can be used, and various web browsers, such as Chrome, FireFox, and Microsoft
Edge, exist. Each web browser has a JavaScript engine that renders JavaScript code and a
rendering engine that provides visual services to users through web screens. Chrome uses
V8 and Blink, FireFox uses SpiderMonkey and Gecko, and Microsoft Edge uses Chakra and
EdgeHTML as JavaScript engines and rendering engines. There is Node.js [5], a software
platform used for network application development. Node.js includes a built-in http server
library, so it can be operated without additional software on the web server, and through
this, more control over the operation of the web server is possible. In addition, web socket
communication is possible using Node.js. Figure 2 shows the process of communication
between the user who uses the web and the web server, and the process of storing data
generated while using the web in the database.

120



Sensors 2021, 21, 1987

HTML Load

CSS Load

HTML Parse

CSS Parse

DOM tree
Create

CSSOM tree 
Create

Render tree 
Create

Web 
Display

JavaScript 
Load

JavaScript 
Parse

Syntax tree 
Create

Render Engine

JavaScript Engine

Web Client, Web Browser

Web Server

HTTP Connect

HTML Initial Request

Response

CSS Request

Response

JavaScript Request

Response

Connection Close

DataBase

Figure 2. Web operation process [6].

2.3. Web Assembly

With the development of web-based applications, various organizations, companies,
and individuals develop web-based applications to provide various services, and various
web technologies are being developed. In addition, many users access web-based applica-
tions to use the various services and functions provided. These web-based applications
are mainly developed in JavaScript, which is a cross-platform language, to display the
same information to users on multiple platforms. However, as the number of web users
increases, the amount of data that needs to be collected and processed increases, so it is
important to increase the speed of processing data to reduce the load. In order to compute
faster even in the web environment, Web Assembly [7,8] was created and it is constantly
evolving. In addition, Web Assembly can be used by converting to languages with data
types, such as C [9], C++ [10], and Typescript [11]. Therefore, it is possible to use previously
implemented codes without additional modification. Due to the existence of data types,
unlike JavaScript, mathematical operations allow the desired value to be computed without
additional computation. Figure 3 shows the process of converting to Web Assembly using
programming languages that have data types, such as C, C++, and Rust [12].

C

C++

Rust

Emscripten
WASM
module

HTML document
JS “glue code”+ Web Browser

Figure 3. Web Assembly conversion process [6].

2.4. OpenCL

OpenCL is an open general purpose parallel computing framework for creating
programs that run on heterogeneous platforms, such as CPUs and GPUs. OpenCL provides
task-based, data-based parallel computing. OpenCL can be used in AMD, Intel CPU, Intel
integrated graphics, and NVIDIA graphics card products. Table 1 and Figure 4 show the
four types of memory used in OpenCL and their respective functions.
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Figure 4. OpenCL memory structure [13].

Figure 5 shows the OpenCL platform model consisting of one host and one or more
devices. The OpenCL platform always contains only one host. Each device has one or more
compute units, and each computational unit has one or more processing element (PE). The
device is where the kernel runs. Devices are provided by CPU, GPU, DSP, and hardware
manufacturers. And the actual calculation for the device is done in PE.

⋅⋅⋅⋅⋅⋅
⋅⋅⋅⋅⋅⋅⋅⋅⋅⋅⋅⋅⋅⋅⋅⋅⋅⋅

Compute UnitProcessing Element

HOST

Figure 5. OpenCL platform model [13].
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Table 1. OpenCL memory characteristics [14,15].

Memory Characteristics

Global Memory (1) Read and write from all work items
(2) Placed in device’s main memory

Constant Memory (1) Read only from all work items
(2) Placed in device’s main memory

Local Memory (1) Can be shared and used among work items in a work group
(2) In many cases, a shared memory disposed on each operation unit is used.

Private Memory (1) Dedicated memory area for work items
(2) Often times you use registers used by processing elements.

2.5. Lightweight Cryptography (Lwc) Estate

Table 2 is a table of notations, operations, and algorithms used in the ESTATE algo-
rithm.

Energy efficient and Single-state Tweakable block cipher-based MAC-Then-Encrypt
(ESTATE) [16], one of the second round candidates for lightweight encryption algorithms,
adopts FCBC-like [17] authentication and is a tunable block cipher-based authentication
encryption system using OFB [18] encryption. ESTATE is based on the MAC-then-Encrypt
paradigm [19]. ESTATE does not require field multiplications and has single-state, inverse-
free, and RUP secure construction features [16]. In addition, ESTATE is divided into
ESTATE mode and sESTATE mode. In ESTATE mode, TweAES-128 and TweGIFT-128
are proposed and used as core algorithms. TweAES-128 and TweGIFT-128 are modified
versions of AES-128 [20] and GIFT-128 [21], respectively.

∀X ∈
n⋃

m=1

0, 1m, X 7→
{

0n−|X|−1‖1‖X i f |X| < n,
X otherwise,

(1)

(E1; E2)?a : b : c : d :=





a i f E1 ∧ E2
b i f E1 ∧ ¬E2
c i f¬E1 ∧ E2
d i f¬E1 ∧ ¬E2

. (2)

If the last block of the message and AD is smaller than 128-bit, padding is performed
using Equation (1). Equation (2) is to determine the tweak value used in the ESTATE
encryption process.

Table 2. Energy efficient and Single-state Tweakable block cipher-based MAC-Then-Encrypt (ESTATE) notation [16].

Notation Denote Notation Denote

|A| length(bit) of A K K ∈ {0, 1}k

(Xk−1, ..., X0)
8← x n-bit block parsing of X T T ∈ {0, 1}t

i 0 ≤ i ≤ k− 2 M M ∈ {0, 1}m

|Xi| |Xi| = n Ẽ TweAES-128 or TweGIFT-128
|Xk−1| 1 ≤ |Xk−1| ≤ n F̃ TweAES-128-6
A⊕ B the bitwise XOR of A and B X ≪ i i-bit left
A||B the concatenation of A and B X ≫ i i-bit right

n 128-bit block size k 128-bit key size
t 128-bit tag size τ 4-bit tweak size

Algorithm 1 is the functions used in the overall encryption and decryption operation
in ESTATE mode. MAC function [16] is a function that creates a tag. The FCBC∗ [16]
function is a function that determines the tweak value according to AD, message length,
and encryption process conditions. OFB function [16] is a function that creates a cipher text
using the created Tag value. Figures 6–8 show ESTATE mode operation process when both
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AD and Message are used as input values, when only Message is used, and when only AD
is used.
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Figure 6. ESTATE mode (Using AD and Message) [16].
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Figure 7. ESTATE mode (no AD, using Message) [16].
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Figure 8. ESTATE mode (using AD, no Message) [16].
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Algorithm 2 is the overall operation process of sESTATE mode. sESTATE mode has
the same operation process as ESTATE mode. Figures 9–11 show the process of sESTATE
mode operation.

Algorithm 1 ESTATE Encryption, Tag Creation, Authentication, and Decryption Algorithm [16].

1: function ESTATE.ENC[Ẽ](K, N, A, M)
2: T ← MAC[Ẽ](K, N, A, M)

3: C ← OFB[Ẽ](K, T, M)

4: retrun (C, T)

5: function MAC[Ẽ](K, N, A, M)
6: if |A| = 0 and |M| = 0 then
7: return T ← Ẽ8

K(N)

8: T ← Ẽ1
K(N)

9: if |A| > 0 then
10: Aa−1‖· · · ‖A0 ← A
11: t← (|M| > 0 ; |Aa−1| = n) ? 2 : 3 : 6 : 7
12: T ← FCBC∗[Ẽ](K, T, M, t)
13: if |M| > 0 then
14: Mm−1‖· · · ‖M0 ← M
15: t← (|Mm−1| = n) ? 4 : 5
16: T ← FCBC∗[Ẽ](K, T, M, t)
17: return T

18: function ESTATE.DEC[Ẽ](K, N, A, C, T)
19: M← OFB[Ẽ](K, T, C)
20: T′ ← MAC[Ẽ](K, N, A, M)

21: return (T′ = T) ? M : ⊥

22: function FCBC∗[Ẽ](K, T, D, t)
23: Dd−1‖· · · ‖D0 ← D
24: for i = 0 to d− 2 do
25: T ← Ẽ0

K(T ⊕ Di)

26: T ← Ẽt
K(T ⊕ ozp(Dd− 1))

27: return T

28: function OFB[Ẽ](K, T, M)
29: Mm−1‖· · · ‖M0 ← M
30: for i = 0 to m− 1 do
31: T ← Ẽ0

K(T)
32: Ci ← chop(T, |Mi|)

⊕
Mi

33: return (Cm−1‖· · · ‖C0)
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Figure 9. sESTATE mode (using AD and Message) [16].
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Algorithm 2 sESTATE Encryption, Tag Creation, Authentication, and Decryption Algorithm [16].

1: function ESTATE.ENC[Ẽ, F̃](K, N, A, M)
2: T ← MAC[Ẽ, F̃](K, N, A, M)

3: C ← OFB[Ẽ](K, T, M)

4: retrun (C, T)

5: function MAC[Ẽ, F̃](K, N, A, M)
6: if |A| = 0 and |M| = 0 then
7: return T ← Ẽ8

K(N)

8: T ← F̃15
K (N)

9: if |A| > 0 then
10: Aa−1‖· · · ‖A0 ← A
11: t← (|M| > 0 ; |Aa−1| = n) ? 2 : 3 : 6 : 7
12: T ← FCBC∗[Ẽ, F̃](K, T, M, t)
13: if |M| > 0 then
14: Mm−1‖· · · ‖M0 ← M
15: t← (|Mm−1| = n) ? 4 : 5
16: T ← FCBC∗[Ẽ, F̃](K, T, M, t)
17: return T

18: function ESTATE.DEC[Ẽ, F̃](K, N, A, C, T)
19: M← OFB[Ẽ](K, T, C)
20: T′ ← MAC[Ẽ, F̃](K, N, A, M)

21: return (T′ = T) ? M : ⊥

22: function FCBC∗[Ẽ, F̃](K, T, D, t)
23: Dd−1‖· · · ‖D0 ← D
24: for i = 0 to d− 2 do
25: T ← F̃15

K (T ⊕ Di)

26: T ← Ẽt
K(T ⊕ ozp(Dd− 1))

27: return T

28: function OFB[Ẽ](K, T, M)
29: Mm−1‖· · · ‖M0 ← M
30: for i = 0 to m− 1 do
31: T ← Ẽ0

K(T)
32: Ci ← chop(T, |Mi|)

⊕
Mi

33: return (Cm−1‖· · · ‖C0)
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Figure 10. sESTATE mode (no AD, using Message) [16].
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Figure 11. sESTATE mode (using AD, no Message) [16].

2.5.1. TweAES-128, TweAES-128-6

Algorithm 3 are functions of TweAES-128, a cryptographic algorithm used in ESTATE
mode. The overall process is the same as AES-128, and a process of XOR operation is added
by expanding the 4-bit tweak value to an 8-bit tweak value for every even round except the
last round. TweAES-128-6 is proposed and used as a cryptographic algorithm to be used
while designing the sESTATE mode in the ESTATE algorithm. TweAES-128-6 has the same
operation process as TweAES-128. The difference is that the TweAES-128 runs 10 rounds,
while the TweAES-128-6 only runs 6 rounds.
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Algorithm 3 TweAES-128 Algorithm [16].

1: function TweAES(K, T, M)
2: (W43, ..., W0)← KeyGen(K)
3: X ← X⊕ (W3, W2, W1, W0)

4: for i = 1 to 9 do
5: X ← SubBytes(X)
6: X ← ShiftRows(X)
7: X ←MixColumns(X)
8: X ← X⊕ (W4i+3, W4i+2, W4i+1, W4i)

9: if i%2 = 0 then
10: X ← AddTweak(X, T)
11: X ← SubBytes(X)
12: X ← ShiftRows(X)
13: X ← X⊕ (W43, W42, W41, W40)

14: return X

15: function TweAES-6(K, T, X)
16: (W43, ..., W0)← KeyGen(K, X)
17: X ← X⊕ (W3, W2, W1, W0)

18: for i = 1 to 6 do
19: X ← SubBytes(X)
20: X ← ShiftRows(X)
21: X ←MixColumns(X)
22: X ← X⊕ (W4i+3, W4i+2, W4i+1, W4i)

23: if i%2 = 0 and i < 6 then
24: X ← AddTweak(X, T)
25: return X

26: function AddTweak(X, T)
27: (X127, ..., X0)

1← X
28: (T3, ..., T0)

1← T
29: T⊕ ← T0 ⊕ T1 ⊕ T2 ⊕ T3

30: for i = 0 to 3 do
31: Ti+4 ← Ti ⊕ T⊕
32: for i = 0 to 7 do
33: X8i ← X8i ⊕ Ti

34: return X

2.5.2. TweGIFT-128

Algorithm 4 is the overall process of TweGIFT-128 used in ESTATE mode. TweGIFT-
128 has the same structure as GIFT-128, and XOR operation is added by expanding the
4-bit tweak value to 32-bit tweak value every (round + 1)%5 == 0th rounds. TweGIFT-128’s
tweak expansion process is the same as TweAES-128. First, expand it to 8-bit in the same
way, and then use the expanded 8-bit value to store the same value in the remaining 24-bits
and expand it to a total of 32-bits.

Algorithm 4 TweGIFT-128 Algorithm [16].

1: function TweGIFT(K, T, X)
2: C ← 000000
3: for i = 0 to 39 do
4: X ← SubCells(X)
5: X ← PermBits(X)
6: (K, X)← AddRoundKey(K, X)
7: (C, X)← AddRoundConstant(C, X)
8: if (i + 1)%5 = 0 and i < 39 then
9: X ← AddTweak(X, T)

10: return X

11: function AddTweak(X, T)
12: (X127, ..., X0)

1← X
13: (T3, ..., T0)

1← T
14: T⊕ ← T0 ⊕ T1 ⊕ T2 ⊕ T3

15: for i = 0 to 3 do
16: Ti+4 ← Ti ⊕ T⊕
17: T15..8 ← T7..0

18: T23..16 ← T7..0

19: T31..24 ← T7..0

20: for i = 0 to 31 do
21: X4i ← X4i ⊕ Ti

22: return X
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3. Related Work
3.1. Existing Crypto Implementation Using OpenCL

Due to the development of multi-core processes, parallel processing technology is
being used in various fields. In addition, the use of OpenCL for parallel processing is
increasing, and it is efficient for processing large amounts of data. Therefore, studies
are being conducted to rapidly encrypt a large amount of data using an cryptographic
algorithm using OpenCL.

In Reference [22], we use OpenCL to improve encryption speed using the AES en-
cryption algorithm. They used the NVIDIA GeForce GTX 1060 to measure performance.
Table 3 is a table comparing the results measured in Reference [22] with previous studies.
As a result, their research results show that the XTS (XEX-based tweaked-codebook mode
with ciphertext stealing) mode is 12.86% and the CTR (Counter) mode is 14.71%, compared
to the previous studies.

Table 3. AES (Advanced Encryption Standard) fast implementation study results comparison.

Paper GPU Language Mode Throughput (Gbps)

Yuan et al. [23] ATI HD 7670M OpenCL CTR 5.04 Gbps
Wang et al. [24] NVIDIA GTX 285 OpenCL XTS 8.59 Gbps
Wang et al. [24] NVIDIA GTX 285 CUDA XTS 9.74 Gbps
Conti et al. [25] NVIDIA GT 555M OpenCL CTR 10.00 Gbps
Biagio et al. [26] NVIDIA GT 8800 CUDA CTR 12.50 Gbps
Sanida et al. [22] NVIDIA GTX 1060 OpenCL XTS 12.53 Gbps
Sanida et al. [22] NVIDIA GTX 1060 OpenCL CTR 14.71 Gbps

In Reference [27], various cryptographic algorithms are implemented in OpenCL and
used for image encryption. Table 4 is an information table that implements AES (Advanced
Encryption Standard), DES (Data Encryption Standard), BlowFish, and RSA (Ron Rivest,
Adi Shamir, Leonard Adleman) using OpenCL in Reference [27]. Table 5 is the result of
measurement by CPU and GPU for each cryptographic algorithm implemented using
OpenCL. As a result, AES, DES, BlowFish, and RSA show performance improvements of
8 times, 2.5 times, 11.13 times, and 5 times, respectively.

Table 4. Memory size, line of code for cryptographic algorithm implementation using OpenCL [27].

Cryptographic Algorithm Key Size Constant Space Compilation Time

AES [20] 128-bit 844 KB 2.7 ms
DES [28] 192-bit 1294 KB 5.3 ms

BlowFish [29] 256-bit 252 B 3.5 ms
RSA [30] 128-bit 6 KB 1031 ms

Table 5. Measuring cryptographic algorithm results using OpenCL [27].

Device AES DES BlowFish RSA

AMD FX 6100 3.0 GHz (CPU 6 Cores) 240 Mbps 144 Mbps 736 Mbps 4 Mbps
NVIDIA GTX 550 (GPU) 1920 Mbps 368 Mbps 8192 Mbps 20 Mbps

Ratio of Performance Improvement 8 times 2.5 times 11.13 times 5 times

In Reference [31], AES-256 encryption and decryption implementation using OpenCL
parallel processing is compared with AES-256 implemented using sequential processing.
As a result, when 10,240,000 work items are used, the implementation using OpenCL
parallel processing shows performance improvement of about 240 times for encryption and
481 times for decryption. In addition, as measured by AMD Radeon HD 8850M and AMD
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Radeon HD 8570, AMD Radeon HD 8570 shows performance improvement of 3.8 times
and 3.3 times in encryption and decryption, respectively.

3.2. Web Assembly

Web Assembly shows better performance than JavaScript in web-based applications, and
due to continuous development, it will continue to be close to the performance of low-level
languages, such as C language. In addition, research on Web Assembly is actively underway.

In Reference [6], the revised CHAM, P-256-wNAF (window Non-Adjacent Form),
SHA-256 (Secure Hash Algorithm), and HMAC (Hash-based Message Authentication
Code) algorithms are compared after implementation using Web Assembly and JavaScript
for more efficient encryption, key exchange, and authentication in the web environment.
Table 6 shows the performance measurement results for cryptographic algorithms, and
it can be seen that it is more efficient when Web Assembly implements cryptographic
algorithms than JavaScript. In addition, in the case of wNAF used for key exchange, the
Atomic block method was applied to be safe from side-channel attack (SCA) [32]. Web
Assembly shows that it can operate efficiently and safely because its performance overhead
ratio is lower than that of JavaScript.

Table 6. Web Assembly and JavaScript performance measurement and comparison through cryptographic algorithm
implementation (cpb: Cycle Per Byte) [6].

Chrome FireFox Microsoft Edge

Web Assembly JavaScript Web Assembly JavaScript Web Assembly JavaScript

revised CHAM-64/128 [33]
120 cpb

(2.1 times) 260 cpb
120 cpb

(2.1 times) 260 cpb 120 cpb
(2 times)

240 cpb

revised CHAM-128/128 [33]
60 cpb

(3 times) 180 cpb
60 cpb

(1.6 times) 100 cpb 70 cpb
(1.8 times)

130 cpb

revised CHAM-128/256 [33]
70 cpb

(3 times) 210 cpb
70 cpb

(2.1 times) 150 cpb 70 cpb
(2.8 times)

200 cpb

wNAF
27 cpb

(11 times) 300 cpb
30 cpb

(12 times) 365 cpb 27 cpb
(11 times)

322 cpb

wNAF [34] (Atomic block [35])
42 cpb

(10 times) 447 cpb
37 cpb

(10 times) 405 cpb 37 cpb
(14 times)

522 cpb

wNAF
(Improved Atomic block [6])

32 cpb
(11 times) 365 cpb

32 cpb
(12 times) 387 cpb 30 cpb

(14 times)
437 cpb

SHA-256 [36]
27 cpb

(7.5 times) 203 cpb
20 cpb

(10.8 times) 216 cpb 20 cpb
(11 times)

221 cpb

HMAC [37]
92 cpb

(7.5 times) 697 cpb
93 cpb

(24.8 times) 2315 cpb 97 cpb
(7.1 times)

693 cpb

Reference [38] converts the Picnic algorithm [39] to Web Assembly, measures the
performance in Chrome, FireFox, and Microsoft Edge, and compares it with the C/C++
implementation. As a result, the Picnic algorithm implemented by Web Assembly is about
2∼3 times slower than the C/C++ implementation.

3.3. Cache Timing Attack

There are various attack methods, such as differential attack and side-channel attack,
to find out important information about encryption algorithm. In addition, there is an attack
method that finds out the key value, which is important information of the cryptographic
algorithm through the cache access time of the CPU, and research on this is being actively
studied as interest in it increases. Ref. [40] proved the vulnerability through an attack to
find the last round key against the T-table AES algorithm of OpenSSL 1.1.0f [41]. So, in
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Reference [40], they study and apply the T-table shuffling method to be safe against Flush
+ Reload, a kind of cache-timing attack [42]. In Reference [40], they randomly shuffle the
array containing values from 0 to 255 using the Fisher-Yates function [43]. Then, the values
stored in 4 256-byte T-tables are shuffled and used by using the shuffled array values. In
Reference [40], the T-table was shuffled using the Fisher-Yates function in the AES T-table,
and the test shows that it is safe against Flush + Reload cache-timing attacks.

4. Proposed Implementation for Secure Communication in Edge Computing Services
4.1. Overall Architecture of Proposed Software

The existing edge computing method processes data received from a server or user
or data to be sent, and communicates through encryption and authentication. Therefore,
in hardware, such as ARM, AVR, and RISC-V used in edge computing for encryption
and authentication, secure communication is implemented by implementing encryption
algorithms and authentication algorithms using programming languages suitable for each
environment. However, since each environment uses different performance, different
functions, and different programming languages, even the same algorithm needs to be
implemented in each hardware. So, we use Web Assembly to implement encryption and
authentication so that it can be used generally on each device. In addition, it uses the
LWC ESTATE algorithm, which has both an encryption function and an authentication
process. Web Assembly is designed for performance similar to a low-level language in a
web environment. The ESTATE algorithm implemented by Web Assembly can be used in
general without additional modification in PCs, smartphones, and IoT devices where web
apps and web browsers can be used. Therefore, once created, it can be used in multiple
devices for secure communication. In addition, the finally processed data is stored on the
main server. Therefore, we propose additional optimization methods to use the ESTATE
algorithm efficiently in the server. The operation process of the ESTATE algorithm has
a characteristic that affects the next process using the previous value. Therefore, it is
difficult to process a large amount of data at the same time. However, if the main server
processes data sequentially, even if the edge computing method is used, the communication
process eventually shows slow performance. So, we propose a method of using OpenCL
parallel processing so that multiple ciphertexts and tags to be sent to multiple web-based
applications can be created at the same time. In addition, to safely and efficiently operate the
ESTATE algorithm, an additional method is proposed, and the previously existing studied
methods are applied. During operation of TweAES-128, TweAES-128-6, and TweGIFT-
128 used in the ESTATE algorithm, the 4-bit tweak value is checked for each specific
round through conditional statements, and then expanded to perform XOR (exclusive
OR) operation on the encrypted data. Therefore, we propose a method of storing and
using the extended tweak values for 9 4-bit tweak values through pre-computation. So,
tweak values are extended to 8-bit and 32-bit, respectively, through pre-computation.
In the implementation of OpenCL, if there is a conditional statement, there is a load in
the operation process. The ESTATE algorithm uses conditional statements due to the
type of input value, tweak value check for each specific round, and tweak value XOR
operation for each specific round. So, when we implement TweAES-128, TweAES-128-6,
and TweGIFT-128 using OpenCL, we implement it using the loop unrolling method to
eliminate performance degradation. In addition, it operates using local memory, which
has a high operation speed. TweAES-128 and TweAES-128-6 are similar in operation to the
AES algorithm. Therefore, it operates faster by applying the existing T-table method. In
addition, there are studies that the AES algorithm is vulnerable to cache-timing attacks.
Since TweAES-128 and TweAES-128-6, which have the same structure as the AES algorithm,
can be vulnerable, they are safely operated by applying the T-table shuffling method, which
is an the existing cache-timing attack response algorithm.
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4.2. Edge Computing and Estate Implementation Using Web Assembly

We propose a web-based application edge computing method using Web Assembly.
Web Assembly was created to show performance similar to low-level language in web
environment. The existing edge computing method provides services by optimizing each
environment and functions in hardware, such as ARM, AVR, and RISC-V. However, this
method is difficult to use in general because it uses programming languages and functions
used in each environment, such as ARM, AVR, and RISC-V, and additional cost is consumed
because additional implementation is required for each device. The web-based application
edge computing method proposed by us can be used in PCs, smartphones, IoT devices, etc.
that can basically use web-based applications. In addition, even if the platform is different,
it is efficient because it can be used generally without additional modification in terms of
implementation. In addition, in order to implement the algorithm with Web Assembly, the
existing code implemented in a programming language with a data type can be converted
and used, so there is no additional cost. In addition, if you use a library, such as Node.js, so
that web socket communication is possible without adapting the communication process to
each hardware, communication becomes easy. Web-based application In the edge computing
method, communication between server and web-based application, communication between
web-based application and user, and communication between web-based application are
made. Encryption and authentication functions are required to safely send data in various
communication processes. So, we use the ESTATE algorithm, which has encryption and
authentication functions. Therefore, as shown in Figure 12, in a web-based application
using Web Assembly, a ciphertext and a tag for authentication are created using the ESTATE
algorithm, and data is safely delivered to the user.

Cloud Computer Data Center

Edge Computing using 
web-based application

Figure 12. Edge computing structure using Web Assembly.

4.3. Parallel Implementation of Estate Using OpenCL

The ESTATE algorithm uses TweAES-128 and TweGIFT-128 to encrypt each block of
128-bit size. Then, the next step is performed using the previously encrypted result value.
Therefore, it is impossible to use a method of processing a large amount of data at once
through parallel processing. It is designed for use in a limited environment, but the finally
communicated data is stored on the server. Therefore, it is necessary to implement ESTATE
according to the server environment so that the server can use ESTATE efficiently. We use
OpenCL to simultaneously calculate and transmit ciphertext and tag generation to be sent
to multiple web-based applications.

Instead of sequentially processing multiple data using the ESTATE algorithm, it uses
a method of simultaneously processing using OpenCL parallel processing as shown in
Figure 13. When implemented using OpenCL parallel processing, performance degradation
occurs when conditional statements exist. TweAES-128, TweAES-128-6, and TweGIFT-128
use conditional statements to check the type of input value, check whether or not padding,
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check the tweak value, and perform the extended tweak value XOR operation for each
round. We use the loop unrolling method to remove the conditional statement in order
to remove the performance load in the OpenCL implementation. In addition, the local
memory has the fastest operation speed among OpenCL memories. For this reason, data is
moved to local memory and encrypted to improve performance. Algorithm 5 is an OpenCL
code algorithm that reduces the performance load by eliminating conditional statements
using a loop unrolling method.

Algorithm 5 TweAES-128, TweAES-128-6, TweGIFT-128 proposed by applying loop unrolling method.

1: function loop unrolling TweAES-128(K, T, X)
2: (W43, ..., W0)← KeyGen(K, X)
3: X ← X⊕ (W3, W2, W1, W0)
4: for i = 1 to 4 do
5: X ← SubBytes(X)
6: X ← ShiftRows(X)
7: X ←MixColumns(X)
8: X ← X⊕ (W4i+3, W4i+2, W4i+1, W4i)

9: X ← SubBytes(X)
10: X ← ShiftRows(X)
11: X ←MixColumns(X)
12: X ← X⊕ (W8i+3, W8i+2, W8i+1, W8i)
13: AddTweak(X, T)

14: X ← SubBytes(X)
15: X ← ShiftRows(X)
16: X ←MixColumns(X)
17: X ← X⊕ (W39, W38, W37, W36)
18: X ← SubBytes(X)
19: X ← ShiftRows(X)
20: X ← X⊕ (W43, W42, W41, W40)

21: function loop unrolling TweAES-6(K, T, X)
22: (W43, ..., W0)← KeyGen(K, X)
23: X ← X⊕ (W3, W2, W1, W0)
24: for i = 1 to 2 do
25: X ← SubBytes(X)
26: X ← ShiftRows(X)
27: X ←MixColumns(X)
28: X ← X⊕ (W4i+3, W4i+2, W4i+1, W4i)

29: X ← SubBytes(X)
30: X ← ShiftRows(X)
31: X ←MixColumns(X)
32: X ← X⊕ (W8i+3, W8i+2, W8i+1, W8i)
33: AddTweak(X, T)

34: X ← SubBytes(X)
35: X ← ShiftRows(X)
36: X ←MixColumns(X)
37: X ← X⊕ (W23, W22, W21, W20)
38: X ← SubBytes(X)
39: X ← ShiftRows(X)
40: X ← X⊕ (W43, W42, W41, W40)

41: function loop unrolling TweGIFT-128(K, T, X)
42: C ← 000000
43: for i = 0 to 7 do
44: for j = 0 to 3 do
45: X ← SubCells(X)
46: X ← PermBits(X)
47: (K, X)← AddRoundKey(K, X)
48: (C, X)← AddRoundConstant(C, X)

49: X ← SubCells(X)
50: X ← PermBits(X)
51: (K, X)← AddRoundKey(K, X)
52: (C, X)← AddRoundConstant(C, X)
53: AddTweak(X, T)

54: for i = 35 to 39 do
55: X ← SubCells(X)
56: X ← PermBits(X)
57: (K, X)← AddRoundKey(K, X)
58: (C, X)← AddRoundConstant(C, X)

132



Sensors 2021, 21, 1987

Nonce

ADPT

Key

ESTATE

CT||TAG

Nonce

ADPT

Key

ESTATE

●●●

Nonce

ADPT

Key

ESTATE

Nonce

ADPT

Key

ESTATE

CT||TAG CT||TAG CT||TAG

Figure 13. Structure of ESTATE algorithm operation using parallel processing.

4.4. Safe and Efficient Implementation of TweAES-128, TweAES-128-6, TweGIFT-128 of
Estate Algorithm

TweAES-128 and TweGIFT-128 are used in ESTATE mode, and TweAES-128-6 is
used in sESTATE mode. TweAES-128, TweGIFT-128, and TweAES-128-6 have the same
operation process as AES-128 and GIFT-128, but additionally, the process of XOR operation
by expanding the 4-bit tweak value is added. However, in TweAES-128, TweAES-128-6,
and TweGIFT-128, only 0∼7, 15 are used as tweak values. Therefore, we propose a method
to extend the 4-bit tweak value to 8-bit and 32-bit in advance to fit each algorithm and use
it after storage. This method eliminates the unnecessary process of repeatedly checking
and expanding tweak value. In addition, TweAES-128 and TweAES-128-6 have the same
structure as the AES algorithm, so the existing studied T-table method to quickly compute
AES can be applied. In addition, it is possible to perform faster operation by processing the
16-byte input value used in both algorithms in parallel.

As shown in Figure 14, the operation process of TweAES-128 and TweAES-128-6 used
in the ESTATE algorithm uses an efficient method of simultaneously calculating 16-byte
input values through OpenCL parallel processing. In addition, T-table shuffling method,
which is the method studied in Reference [40], is applied to the T-table used in ESTATE
TweAES-128 and TweAES-128-6 to safely operate against cache-timing attack.

Using method in Reference [40], mix the index value of 0∼255 to shuffle the T-table.
Then, the T-table is shuffled using the mixed index value. Algorithm 6 is a process that will
be used every round of ESTATE TweAES-128 and TweAES-128-6.

Algorithm 6 ESTATE TweAES-128, TweAES-128-6 Proposal Method Applying T-table Shuffling

1: Te0-sf : Te0[shuffle-array]
2: Te1-sf : Te1[shuffle-array]
3: Te2-sf : Te2[shuffle-array]
4: Te3-sf : Te3[shuffle-array]

5: function 1-round(S0∼S3, RK)
6: S0 = Te0-sf[S0� 24] ⊕ Te1-sf[S1� 16 & 0xff] ⊕ Te2-sf[S2� 8 & 0xff] ⊕ Te3-sf[S3 & 0xff] ⊕ RK
7: S1 = Te0-sf[S1� 24] ⊕ Te1-sf[S2� 16 & 0xff] ⊕ Te2-sf[S3� 8 & 0xff] ⊕ Te3-sf[S0 & 0xff] ⊕ RK
8: S0 = Te0-sf[S2� 24] ⊕ Te1-sf[S3� 16 & 0xff] ⊕ Te2-sf[S0� 8 & 0xff] ⊕ Te3-sf[S1 & 0xff] ⊕ RK
9: S0 = Te0-sf[S3� 24] ⊕ Te1-sf[S0� 16 & 0xff] ⊕ Te2-sf[S1� 8 & 0xff] ⊕ Te3-sf[S2 & 0xff] ⊕ RK

10: function 1-round with AddTweak(S0∼S3, RK, tweak)
11: S0 = Te0-sf[S0� 24] ⊕ Te1-sf[S1� 16 & 0xff] ⊕ Te2-sf[S2� 8 & 0xff] ⊕ Te3-sf[S3 & 0xff] ⊕ RK
12: S1 = Te0-sf[S1� 24] ⊕ Te1-sf[S2� 16 & 0xff] ⊕ Te2-sf[S3� 8 & 0xff] ⊕ Te3-sf[S0 & 0xff] ⊕ RK
13: S0 = Te0-sf[S2� 24] ⊕ Te1-sf[S3� 16 & 0xff] ⊕ Te2-sf[S0� 8 & 0xff] ⊕ Te3-sf[S1 & 0xff] ⊕ RK
14: S0 = Te0-sf[S3� 24] ⊕ Te1-sf[S0� 16 & 0xff] ⊕ Te2-sf[S1� 8 & 0xff] ⊕ Te3-sf[S2 & 0xff] ⊕ RK
15: AddTweak(S0∼S3, tweak)
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𝑻𝟎[𝑺𝟎] ⊕ 𝑻𝟏[𝑺𝟓] ⊕ 𝑻𝟐[𝑺𝟏𝟎]
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Figure 14. Parallel operation process of TweAES-128 or TweAES-128-6 using T-table method.

5. Results

Table 7 is an environment in which the results were measured by applying the methods
proposed by us to the ESTATE algorithm using OpenCL parallel processing, the ESTATE
algorithm implemented with Web Assembly, and the reference C ESTATE algorithm.

Table 8 is a comparison result of OpenCL parallel processing, AES T-table, extended
tweak pre-computation, and ESTATE algorithm applying loop unrolling methods and the
reference C code ESTATE algorithm for sequential processing. We measured the process of
creating a total of 6,400 ciphertexts and tags, respectively. As a result, in ESTATE TweAES-
128, TweAES-128-6 and TweGIFT-128, OpenCL was 6.69 times, 7.31 times, and 1.47 times
faster than the reference C/C++ code, respectively.

Table 7. Performance measurement environment.

Operationg System CPU RAM SW Languages and
API Used Input Value

ESTATE
Operation

Count

Window 10 Education
Intel

8 GB
(1) Chrome (1) C/C++ Nonce: 25,600-byte

6400i5-8250U (2) FireFox (2) Web Assembly AD: 51,200-byte
1.6 GHz (3) Microsoft Edge (3) OpenCL Message: 512,000-byte
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Table 8. Performance comparison of OpenCL implementation and C/C++ reference code applying the proposed method
(ns: nanosecond).

Algorithm OpenCL Reference C/C++ Performance Improvement

ESTATE TweAES-128 19,088,500 ns 127,842,877 ns 6.69 times
ESTATE TweAES-128-6 15,966,333 ns 116,813,270 ns 7.31 times
ESTATE TweGIFT-128 1,958,343,000 ms 2,897,251,400 ns 1.47 times

Table 9 shows the result of comparing the algorithm to which the T-table shuffling
method was applied and the algorithm not applied. This is a measurement result of the
process of shuffling and calculating the 1024-byte T-table. Due to shuffling, performance
overhead occurs because memory must be accessed twice, unlike the method not applied.
As a result, ESTATE TweAES-128 and TweAES-128-6 show performance overhead of 7%
and 51%, respectively.

Table 9. Performance overhead measurement result through application of T-table shuffling method
(ns: nanosecond).

Algorithm Applied T-Table
Shuffling Method Normal Method Performance

Overhead

ESTATE TweAES-128 20,589,394 ns 19,088,500 ns 7%

ESTATE
TweAES-128-6 24,192,899 ns 15,966,333 ns 51%

Table 10 shows how much performance overhead occurs compared to C language by
implementing the ESTATE algorithm in Web Assembly to use the edge computing method
using Web Assembly. Measurements were made for C and Web Assembly using the same
input values. Web Assembly was measured on Chrome, FireFox, and Microsoft Edge.
As a result, TweAES-128, TweAES-128-6, and TweGIFT-128 implemented as Web Assembly
have 11%, 5%, 22% performance overhead in Chrome, 10%, 2%, 54 in FireFox. It shows %
performance overhead, and 9%, 6%, and 17% performance overhead in Microsoft Edge.
The reason the performance overhead ratio is different for each web browser is that the
rendering engine and JavaScript engine used for each web browser are different. However,
in the case of TweAES-128 and TweAES-128-6, the performance overhead is not large, so it
can be seen that it is efficient to perform edge computing through a web-based application
using Web Assembly.

Table 10. Performance overhead measurement result of ESTATE algorithm using Web Assembly (ns: nanosecond).

Algorithm Reference C/C++ Code
Web Assembly

Chrome
(Performance Overhead)

FireFox
(Performance Overhead)

Microsoft Edge
(Performance Overhead)

ESTATE TweAES-128 127,842,877 ns 142,775,000 ns (11%) 141,000,000 ns (10%) 140,374,999 ns (9%)

ESTATE
TweAES-128-6 116,813,270 ns 123,155,001 ns (5%) 120,000,000 ns (2%) 124,045,001 ns (6%)

ESTATE TweGIFT-128 2,897,251,400 ns 3,560,440,001 ns (22%) 4,490,000,000 ns (54%) 3,401,205,000 ns (17%)

6. Conclusions

The existing edge computing method takes over the role of cloud computing services
in hardware, such as ARM, AVR, and RISC-V. Therefore, there is a disadvantage of having
to implement separately using a function and programming language suitable for each
environment used in ARM, AVR, and RISC-V. In this paper, we propose a web-based
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application edge computing method using Web Assembly in order to use an efficient edge
computing method.

1. Implementation of ESTATE algorithm using Web Assembly
Web Assembly was created to show similar performance to low-level language in
a web environment. Cryptographic algorithms using web-based applications can
use web-based applications, and can be used without additional modification in
PCs, smart phones, and IoT devices used as edge devices. Therefore, even if the
platforms used are different, it is also cost-effective because it can be used generally
without additional modification in terms of implementation. In addition, web-based
application edge computing communicates with various platforms, so, to send data
securely, we implement and use the ESTATE algorithm, which has both encryption
and authentication processes, in Web Assembly. We can see how Web Assembly has
caught up with the performance of low-level languages. ESTATE Web Assembly
implementation compares performance with reference C/C++ code. Web Assembly
implementation is measured in web browsers Chrome, FireFox, and Microsoft Edge.
As a result, TweAES-128, TweAES-128-6, and TweGIFT-128 implemented as Web
Assembly have 11%, 5%, 22% performance overhead in Chrome, 10%, 2%, 54 in
FireFox. It shows % performance overhead, and 9%, 6%, and 17% performance
overhead in Microsoft Edge. As a result, it is slower than C/C++, which is a low-
level language, but it can be used efficiently because it can be used without special
modifications on devices that can use web-based applications.

2. ESTATE algorithm using OpenCL parallel processing
Data processed by the web-based application edge computing method are eventually
stored on the main server. Therefore, in order to use the ESTATE algorithm efficiently,
it is necessary to implement it according to the server environment. So, we propose
a method of simultaneously processing ciphertext and tag generation to be sent to
multiple platforms using OpenCL parallel processing. Through OpenCL parallel
processing, each byte value is processed simultaneously instead of sequentially for
the 16-byte input value used for one encryption process. OpenCL has a load when
using conditional statements. In the ESTATE algorithm, a conditional statement is
used to XOR the extended tweak value every specific round. Therefore, the loop
unrolling method was used to remove the performance load by removing the process
of using conditional statements. In addition, data is stored in a local memory with a
fast operation speed and encrypted to perform efficient operation. For performance
comparison, we compare the OpenCL parallel processing implementation and the
reference C/C++ sequential processing implementation. As a result, the OpenCL
implementation shows about 6.69 times, 7.31 times, and 1.47 times performance
improvement in ESTATE TweAES-128, TweAES-128-6, and TweGIFT-128 than the
reference C/C++ implementation.

3. Method for efficient and safe operation of ESTATE algorithm
Additional methods are applied to safely and efficiently operate the ESTATE algo-
rithm itself. The ESTATE algorithm uses conditional statements to check the type
of input value to be encrypted, check whether it is the last block, check the tweak
value, and calculate the extended tweak value for each specific round. The 8-bit and
32-bit extended tweak values used in TweAES-128, TweAES-128-6, and TweGIFT-128
are stored and used in advance through pre-calculation. This method reduces the
performance load by removing unnecessary conditional statements. In addition,
TweAES-128 and TweAES-128-6 have the same operation process as the AES algo-
rithm, so they may be vulnerable to cache-timing attacks. So, we apply the T-table
shuffling method, which is a previously studied method, to operate safely. We re-
duced the performance load by applying the proposed methods to minimize the
performance load even when the T-table shuffling method is applied. As a result of
applying the T-table shuffling method, TweAES-128 and TweAES-128-6 show about
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7% and 51% performance overhead, respectively, than those without applying the
T-table shuffling method.

4. Future Work
Web-based application using Web Assembly can be used in various devices without
additional modification, so it can reduce the system load of the server and is effec-
tive in responding to failures. Web Assembly is currently continuously developing,
and, since various devices, such as PCs, smart phones, and smart devices, are de-
veloping more and more, web technology is also developing accordingly. Currently,
technologies using high-end hardware, such as Web Assembly’s SIMD technology
and WebGPU, are being developed. In addition, it is being developed so that Web
Assembly and WebGPU can be used together. When these technologies become stable
in the future, many web developers will develop web services using various technolo-
gies, such as SIMD and WebGPU. Therefore, it can be used in various ways in terms
of crypto security, and various studies will be conducted using web technologies
developed in the field of crypto security. Therefore, the web-based application edge
computing method can also be developed, and performance will be improved. Cur-
rently, there are various NIST LWC (National Institute of Standards and Technology
LightWeight Cryptography) Round 2 candidate algorithms. However, the OpenCL
parallel processing method we used is a method applicable to other candidate al-
gorithms. Even if the LWC algorithm other than ESTATE is used to send data to
multiple devices, the service can be provided more efficiently by using the method of
simultaneously processing multiple ciphertexts and tags through the OpenCL parallel
processing method.
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Abstract: The Internet of Things (IoT) is a leading trend with numerous opportunities accompanied
by advantages as well as disadvantages. Parallel with IoT development, significant privacy and
personal data protection challenges are also growing. In this regard, the General Data Protection
Regulation (GDPR) is often considered the world’s strongest set of data protection rules and has
proven to be a catalyst for many countries around the world. The concepts and interaction of the
data controller, the joint controllers, and the data processor play a key role in the implementation
of the GDPR. Therefore, clarifying the blurred IoT actors’ relationships to determine corresponding
responsibilities is necessary. Given the IoT transformation reflected in shifting computing power
from cloud to the edge, in this research we have considered how these computing paradigms are
affecting IoT actors. In this regard, we have introduced identification of IoT actors according to
a new five-computing layer IoT model based on the cloud, fog, edge, mist, and dew computing.
Our conclusion is that identifying IoT actors in the light of the corresponding IoT data manager
roles could be useful in determining the responsibilities of IoT actors for their compliance with data
protection and privacy rules.

Keywords: Internet of things; IoT actor; data manager; GDPR; computing

1. Introduction

The Internet of Things (IoT) already occupies a significant area, and its perspective is
practically unlimited. According to Cisco, there will be 29.3 billion networked devices by
2023 [1].

The IoT vision is still evolving as an enabling technology because the IoT keeps
developing and new IoT applications are being proposed. Consequently, there is no
common IoT definition [2]. In this regard, there is an open call for the contribution of
knowledge and perception of the ever-changing definition of the IoT [3].

Because standardization is a process that accompanies the production of new IoT
platforms, sensors, and actuators, it has been carried out from the very beginning of the
application of this technology. The high complexity of the IoT ecosystem encompasses a
wide spectrum of solutions and standards, which is clear from the fact that, in 2016, there
were more than 900 IoT-related standards [4].

At the beginning of concept development, typical examples of IoT applications were
mostly related to common day to day objects and processes. However, intensive growth
of IoT applications moved the focus of implementation towards industrial automation,
smart cities, public safety, medical and healthcare systems, and many others. In such
circumstances, proper regulation in the IoT domain becomes very important.

To enable synergies for new business models and to reduce barriers, IoT stakeholders
must work together and address issues such as interoperability, privacy, and security, and
many others, while policymakers need to understand these complex relationships and
clearly identify IoT actors and their responsibilities.

In this regard, as a starting point, we considered some of the most relevant recom-
mendations for the IoT, developed by the International Telecommunication Union (ITU).
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Accordingly, we analysed the IoT ecosystem and business models given in the ITU Recom-
mendations ITU T Y.4000 [5], ITU T Y.4100 [6], and ITU T Y.4114 [7].

To get a complete picture, we have conducted the mappings between the IoT actors and
business roles that were given in the selected ITU recommendations and from various other
perspectives (regulatory, product development and technology consultancy companies,
industry organizations, and other).

The scope of the IoT involves different sectors and, consequently, various authorities
are present, such as electronic communications regulatory authorities; data authorities;
regulators and ministries for energy, health, air security, traffic, transport; and others.
Consequently, more open, collaborative, and cross-sectoral regulation is needed. IoT
policies and regulations are still under development and it is important to encourage a
coordinated regulatory approach that includes all sectors. This concept of “collaborative
regulation” and “fifth-generation regulation”, originally developed by the ITU, is the only
viable solution in this Data Age, where IoT development enables the generation of a huge
amount of data by various data sources [8].

Given the wide range of regulatory challenges, we focused our work on regulatory
challenges with an emphasis on the data protection and privacy aspects. In this regard,
in the IoT legislative landscape of EU, the General Data Protection Regulation (GDPR) [9]
and draft ePrivacy Regulation [10] are standing as trust drivers, and correct identification
of roles such as data controller, joint controllers, or data processor and allocation of corre-
sponding responsibilities would be extremely demanding. The situation in the case of IoT
is even more difficult if we keep in mind that IoT is characterized by joint controllers who
have complex and different shares of corresponding responsibilities.

A review of existing IoT architectures in Alshohoumi et al. [11] identified sixteen
different IoT architectures that were developed during the period from 2008 to 2018,
emphasizing the gradual evolution of IoT architecture across the years. It is shown that,
from the layered architecture perspective, IoT extends from an early three-layer architecture
model to the eight-layer architecture model. Based on analysis of seven IoT architectures,
authors in Lynn et al. [12] summarized that key features in IoT reference architectures
include data management, security and privacy, analytics, data visualization and user
interface, supported computing paradigms, scalability, and interoperability.

Different standardization groups work continuously on reference models for IoT ar-
chitectures. Acknowledging the existence of many IoT architectures, we attempt to find a
correlation between the basic model of the network for the IoT presented in Recommenda-
tion ITU-T Y.4113 [13], Cisco IoT simplified architecture [14], the conceptual model of fog
and mist computing for IoT given in the publication by National Institute of Standards and
Technology (NIST) [15], the architectural reference models of devices for IoT applications in
Recommendation ITU-T Y.4460 [16], and the IoT value chain as a useful tool for regulatory
authorities.

There is existing related study into the identification of various stakeholders in the
IoT value chain model on Smart Cities, where authors proposed taxonomy that categorizes
and lists the relevant technology and regulatory characteristics of Smart City services [17].
Regarding computing paradigms, the authors in Yousefpour et al. [18] provide an extensive
tutorial on fog computing and related computing paradigms and identify relevant operators
and computing hardware locations. The authors in Ray [19] and Šojat and Skala [20] give
an introduction to dew computing and identify dew computing locations.

Different from these studies, the contribution of this paper is three-fold: (1) We provide
a detailed mapping between the IoT actors identified from various perspectives. (2) As part
of the identification of IoT components and IoT actors, we identify new data manager roles
related to dew, mist, edge, fog, and cloud computing. (3) We have compiled it into a new
five-computing layer IoT model based on the cloud, fog, edge, mist, and dew computing,
including identified IoT actors and additional roles according to the different computing
paradigms and the GDPR. This IoT model can serve as a valuable support in clarifying IoT
components, IoT actors, and corresponding GDPR roles.
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The paper is organized as follows: Section 2 gives a short overview of GDPR and draft
ePrivacy Regulation, with a focus on identification of GDPR actors. Section 3 presents a
detailed description of the IoT components. Section 4 is focused on computing paradigms
in IoT and the most common fog, edge, mist, and dew computing hardware locations.
Next, in Section 5, mappings are provided between the IoT actors identified in selected
ITU recommendations and those given from various perspectives (regulatory, product
development and technology consultancy companies, industry organizations, and others).
Section 6 introduces the proposed IoT model with the identified IoT actors, relevant GDPR
actors, and the new data manager roles related to dew, mist, edge, fog, and cloud computing.
Section 7 gives a short overview of current regulatory status and the need for a collaborative
regulatory approach. Section 8 gives a short overview of data brokers, gatekeepers, and
other actors in light of recent legislatives. In Section 9, conclusions are drawn.

2. The Data Protection and Privacy Legislative Landscape in the EU

The IoT is an important part of the current Data Age reality where, parallel to IoT
development, significant privacy and personal data protection challenges are also growing.
The GDPR and draft ePrivacy Regulation in the EU are dealing with these issues.

2.1. GDPR and Implementation Guidelines

Core activities regarding data are creation, collection, storage, aggregation and organi-
zation, processing and analysis, marketing and distribution, and use. Support activities
regarding data are data laws, regulations, and policies; data security and privacy-related
service; ICT (Information and Communication Technology) connectivity and infrastructure
services; and data skills enhancement services. Data laws, regulations, and policies can
address data and data rights ownership, data classification and metadata, data protection
and security, data privacy, data transparency and consent, and data commercialization [21].

GDPR entered into force in 2016, and all organizations who target or collect data
related to people in the EU were required to be compliant with GDPR as of May 25, 2018 [9].
Data protection by design and by default is mandated; consequently, data protection should
be considered both at the stage of the determination of the means of the processing as well
as at the time of the actual processing (Article 25). The concept and interaction of data
controller and data processor are central.

Given the existing complexity in defining corresponding roles, relevant guidelines
have been published to clarify the roles of the controller, joint controller, and processor,
and the distribution of responsibilities among them.

The European Data Body Supervisor issued guidelines to the EU institutions regarding
their role in the processing of personal data on 7 November 2019. Although the guideline
is limited to EU institutions, it can be very useful for all business in determining their role
as controller, joint controller, or processor under the GDPR. It is clarified that an entity does
not need to have access to personal data to be a controller as long as it has an influence on
processing, determines the purposes and means of processing, or receives the anonymous
statistics based on personal data collected and processed by another entity. The duties of
controllers and processors are explained in Annexes 2 and 3, while the flowchart is given
in Annex 1 for a situation in which the distribution of roles of processors and controllers
has not been determined by a legal act [22].

The European Data Protection Board has issued guidelines on controller and processor
concepts in the GDPR for open public consultations from 2 September 2020 to 19 October
2020. The guidelines clarify that joint control can be based on a joint decision of two or
more multiple entities or through a convergent decision of two or more entities [23].

Proposed guidelines for meeting the GDPR principles is also given in European
Telecommunications Standards Institute (ETSI) Technical Report ETSI TR 103 591 (2019-
10) [24].
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Under the GDPR, supervisory authorities and the EU Commission are allowed to
issue standard clauses to be included in the contract between processors and controllers,
providing a way to ensure that the contract complies with the GDPR [25].

The first European Commission evaluation and review of the GDPR, published on
24 June 2020, emphasizes the importance of clarifying how to apply proven principles to
specific technologies such as IoT, artificial intelligence, blockchain, and facial recognition.
The implementation of the GDPR, as opposed to large digital companies and integrated
companies, has been recognized as an essential element for the protection of individuals.
The right to data portability, which enables individuals to switch between different service
providers, is considered one of the Commission’s priorities, particularly with the increasing
use of the IoT [26].

A short overview of GDPR actors is given in Table 1.

Table 1. General Data Protection Regulation (GDPR) actors.

GDPR Actor Description by the GDPR [9]

Controller

Article 4 point (7) ‘’controller means the natural or legal person, public authority, agency or other
body which, alone or jointly with others, determines the purposes and means of the processing of

personal data”.
Article 35 paragraph 1. ‘’Where a type of processing in particular using new technologies, and

taking into account the nature, scope, context and purposes of the processing, is likely to result in a
high risk to the rights and freedoms of natural persons, the controller shall, prior to the processing,
carry out an assessment of the impact of the envisaged processing operations on the protection of

personal data.”

Joint Controller Article paragraph 26 ‘’Where two or more controllers jointly determine the purposes and means of
processing, they shall be joint controllers”.

Processor Article 4 point (8) ‘’processor means a natural or legal person, public authority, agency, or other
body which processes personal data on behalf of the controller”.

Third Party
Article 4 point (10) ‘’third party means a natural or legal person, public authority, agency or body
other than the data subject, controller, processor and persons who, under the direct authority of the

controller or processor, are authorised to process personal data”.

Data
Protection Officer (DPO)

Article 37 paragraph 1. ‘’The controller and the processor shall designate a data protection officer in
any case where:” . . . b) ‘’the core activities of the controller or the processor consist of processing
operations which, by virtue of their nature, their scope and/or their purposes, require regular and

systematic monitoring of data subjects on a large scale;”
Article 37 6. ‘’The data protection officer may be a staff member of the controller or processor, or

fulfil the tasks on the basis of a service contract”
Supervisory Authority Article 51 paragraph 1 ‘’Each Member State shall provide for one or more independent public

authorities to be responsible for monitoring the application of this Regulation, . . . ”

Lead
Supervisory Authority

Article 56 paragraph 1 ‘’ . . . the supervisory authority of the main establishment or of the single
establishment of the controller or processor shall be competent to act as lead supervisory authority

for the cross-border processing carried out by that controller or processor . . . ”
Article 56 paragraph 6 ‘’The lead supervisory authority shall be the sole interlocutor of the

controller or processor for the cross-border processing carried out by that controller or processor. ‘’

2.2. Draft ePrivacy Regulation

In January 2017, the European Commission published a Proposal of Regulation on
Privacy in Electronic Communications (draft ePrivacy). On January 5, 2021, the Council of
the European Union released the 14th draft version of the ePrivacy Regulation. [10]. It is
broader than the GDPR because it applies not only to the processing of personal data but
also to the processing of any electronic communications data and other data collected from
the end user’s device. The goal is to safeguard the integrity of end user devices and the
privacy and confidentiality of their communications.

In the proposed text, Recital 12 states that, to ensure full protection of the rights
to privacy and confidentiality of communications and the promotion of a reliable and
secure IoT, the proposed regulation should apply to machine-to-machine communications
transmission.
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Recital 17 states that electronic communication networks and service providers should
be permitted to process electronic communications metadata after obtaining the consent of
the end user or, where necessary, to provide an electronic communications service under
an end user contract, and these where necessary to protect an interest that is essential for
the lives of end-users.

Proposed taxonomy for personal data in the context of the telecommunication sector
in [27] depicts what kind of data is accessible by different actors. For example, Fixed
Network Operators, Mobile Network Operators, and Mobile Virtual Network Operators
have access to content data in clear text but cannot use it. Over to the top (OTT) service
providers can access the data for the service they provide. Device manufacturers/Operating
system providers can access data before it leaves the device.

3. IoT Components

The IoT consists of various components or building blocks, and there are a variety
of approaches to identify IoT components such as those included in the basic model of
the network for the IoT, identified in Recommendation ITU-T Y.4113, which consists of
Device, IoT area network, Gateway, Access Network, Core network, IoT Platform, and IoT
application server [13]. The IoT infrastructure identified in the paper [28] consists of IoT
Devices, IoT Platform, Fog nodes, Cloud nodes, and IoT Applications.

To develop the effective legislation further, regulatory authorities need to have a
better understanding of IoT building components, who the IoT actors are, what are their
relationships, and how IoT building components add value to the IoT solution and for the
end-user. In this regard, the value chain model could be an example of a useful analytical
tool for regulators. At the same time, the IoT value chain presents a challenge as IoT is
evolving, and it involves various IoT actors and building components with dynamic and
unclear relationships between them. Some of the components of the IoT value chain are:
Device, Connectivity, as identified in Mackenzie and Rebbeck [29,30] and Paradis [31],
Applications, identified in Mackenzie and Rebbeck [29,30], IoT platform enablement,
identified in [30], System Integration, identified in Mackenzie and Rebbeck [29,30], Service
enablement, identified in Paradis [31], Service Provision, identified in [30], and Customer,
identified in Paradis [31].

From the above examples of identification of IoT components, it can be concluded
that the identified IoT components sometimes have a certain degree of overlap. In the
following, we would like to point out some IoT components that we believe would be
useful for regulators to understand the relevant processes and relationships among IoT
actors, noting that the list of possible IoT components is not exhaustive.

3.1. Thing

As for the IoT, the ITU has recognized the Thing as an object of the physical world
or the information world, capable of being identified and integrated into communication
networks [5]. Sometimes, Thing is integrated into a smart device itself, or Thing stands
alone and a separate product is connected, making it a smart device. Although the ITU
basic network [13] does not present Thing alone, our point of view is that Thing needs to
be visible as a building block.

3.2. Device

The IoT is full of new terms, such as the Mote, which stands for Remote, where Motes
make up a significant portion of the IoT [32]. The ITU has defined Mote as a miniature
computing device equipped with sensors and signal transceivers operating in a specific
radio band and used to transmit sensed data [33].

While acknowledging the existence of various terms, our focus is on Device as an
elementary IoT building block. Device is identified by the ITU as a piece of equipment
with the mandatory capabilities of communication and optional capabilities of sensing,
actuation, data capture, data storage, and data processing [5].
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Regarding actuation and sensing capabilities, an actuator performs physical actions
caused by an input signal and a sensor senses chemical compounds or monitors environ-
mental conditions and sends an electronic signal proportional to the sensed value. The
Global System for Mobile Communications Association (GSMA) considered generalized
IoT Device Architecture as a combination of IoT Device Host and IoT Device where IoT
Device consists of the IoT Device Application and Communications Module (consisting of
Communications Module Firmware, Radio Baseband Chipset, and Universal Integrated
Circuit Card) [34]. The IoT Device is a combination of software and hardware. IoT device
hardware typically consists of thing and modules for data acquisition, data processing,
and communication, while IoT device software consists of operating systems and device
applications [35].

Our focus is on the ITU classification of devices regarding processing capabilities [16],
as follows:

• Devices with no processing capabilities (a low-cost device with no microcontrollers
and without processing capabilities);

• Devices with low processing capabilities (a low-cost device with very limited micro-
controllers and processing capabilities, used only for reading or writing data from/to
sensors/actuators and sending or receiving those data);

• Devices with high processing capabilities (devices with processing capabilities for
making decisions, running algorithms, and directly coordinating with other devices).

If a correlation of the processing and communications is pursued, bearing in mind
that the combination of high processing and low connectivity is not usual, it is possible to
list three types of device [16]:

• Device with low processing and low connectivity (LPLC);
• Device with low processing and high connectivity (LPHC);
• Device with high processing and high connectivity (HPHC).

3.3. Gateway

A Gateway [36] interconnects devices with communication networks and performs
the necessary translation between the protocols used in the communication networks and
those used by devices. Acknowledging that some IoT solutions do not require a gateway,
the gateway must be identified as a basic IoT component.

3.4. Connectivity Network

Many connectivity technologies can be used in IoT. They range from wired to wireless
technologies as a trade-off between bandwidth, range, and power consumption. Conse-
quently, one of the classifications [37] may be as follows:

• High range, high power consumption, and high bandwidth (Cellular, Satellite);
• High range, low power consumption, and low bandwidth (LPWANs);
• Low range, low power consumption, and high bandwidth (Ethernet, Bluetooth, Wi-Fi).

Besides traditional connectivity networks, other networks also appear. For example,
sensor control networks are used increasingly for a variety of applications. The ITU has
defined a sensor control network as a sensor network consisting of Motes intended to
control one or more actuators [33]. The IoT area network, defined by the ITU, is a network
of IoT devices and gateways interconnected through local connections [13].

3.5. IoT Platforms

The ITU has defined the IoT platform as a technical infrastructure that provides the
integration of generic and specific capabilities. These capabilities, in conjunction with
the capabilities of the core network, may be exposed to IoT application servers. The core
network enables communication functionalities for supporting the data transfer to devices
and gateways via the access network. Some of those functionalities can be used by service
providers [5].
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There is no standard IoT platform configuration, and there are a variety of IoT plat-
forms. Currently, stated in IoT Analytics IoT Platforms Company Landscape 2020, there are
officially 620 IoT Platform companies on the open market [38]. The possible classification
of IoT platforms [39] fall into five main types:

• Connectivity platforms;
• Device management platforms;
• Cloud platforms;
• Application enablement platforms;
• Advanced analytics platforms.

The IoT Platform market is concentrated around a few well-known key providers
because the market share of the top 10 platforms is 58%. The focus area is primarily
on Manufacturing/Industrial use, Energy, Mobility, Smart Cities, Health, Supply Chain,
etc. There are multiple benefits for IoT Platform vendors to create open ecosystems and
cross-vertical and cross-value chain collaborations through the IoT platform itself or by
creating formal alliances and partnerships with vendors at multiple levels of the value
chain. Some of the benefits are cost reduction, enhancing security, shortening time to get
into the market, the speed of innovation increases, etc. [40].

In ITU Recommendation ITU-T Y.4208 has identified a new IoT component, the edge
platform, which is usually a kind of cloud platform. It is about transferring some IoT
capabilities from IoT application server and IoT platform to the edge platform, aiming to
support edge computing. The edge platform is situated between the access network and
the core network [41].

3.6. IoT Application Server

According to ITU definitions, the IoT application server runs applications and commu-
nicates with devices, gateways, and the IoT platform via the core network (or directly, in the
case of communicating with the IoT platform) directly to deliver application services [13].

Application is a structured set of capabilities that provide value-added functionality
supported by one or more services, while Service is a structured set of capabilities for
applications support [30].

3.7. IoT Application

Application is a structured set of capabilities that provide value-added functionality
supported by one or more services [42]. IoT application can be referred to as application
provided by an IoT application provider.

3.8. IoT Service

Service is a structure set of capabilities for applications support [42]. However, there
is still no clear definition of the IoT service given that IoT services are constantly evolving
and taking different forms [43]. The IoT service can be referred to as a service provided by
an IoT service provider.

3.9. IoT User

The “IoT user” actor is an IoT actor that uses all possible services related with things,
such as monitoring, location tracking, and service discovery, defined by ITU Recommen-
dation ITU-T Y.4100 [6]. IoT user is defined by the Body of the European Regulators of
Electronic Communications (BEREC) as the purchaser of an IoT service who incorporates
the IoT service as one component in his own products and/or services [43].

3.10. End User

End user is defined by the ITU as the actual user of the products or services offered by
the enterprise. The end user consumes the product or service [44].

145



Sensors 2021, 21, 2093

3.11. IoT Data Protection and Privacy

Data protection and privacy must be ensured in the IoT. Designation of a data protec-
tion officer is needed because the IoT fulfils the requirements of Article 37, paragraph 1,
GDPR, in such a way that processing operations , by virtue of their nature, scope, and/or
their purposes, require regular and systematic monitoring of data subjects on a large
scale [9].

3.12. IoT Security

Security must be ensured for data in use (device level), idle data (stored data), and
data in motion (data transported across a network). Some of the possible consequences of
inadequate IoT security could be loss of privacy, danger to health and safety, theft of data
from the system or theft of material items, danger of reputation, loss of productivity, and
noncompliance with laws or regulations, etc. Therefore, IoT security is a central issue and
must be implemented along with the entire IoT system, which means at the device level, in
the network, cloud, etc.

IoT devices are going to be more vulnerable (for example, low-cost nodes with low
budget for security, low compute power for encryption) and easily accessible to attackers
(for example, smart light bulbs, smart thermostats) than traditional IT systems. Addition-
ally, the exponential growth of IoT connected devices means a larger area for attackers.
Consequently, IoT security is more challenging than cybersecurity. It starts with cybersecu-
rity, and further security measures are needed [45].

It is recommended that device manufacturers perform certain cybersecurity activities
to provide the necessary cybersecurity functionality of IoT devices and to provide related
information to customers. In this regard, the comprehensive guidelines for IoT device
manufacturers, issued by the National Institute of Standards and Technology (NIST),
classified those specific activities that have primarily a pre-market impact and activities
with primarily a post-market impact [46] while providing, as a starting point, a set of IoT
device cybersecurity capabilities for manufacturers [47].

There are many available IoT security certification schemes; one example is the Eu-
rosmart IoT Security Certification Scheme for the IoT Device, defined by the Cybersecurity
Act, with a focus on the Substantial security assurance level. The goal is ensuring that
certified IoT devices comply with specified requirements throughout their life cycle [48].

The ETSI released ETSI EN 303 645 in June 2020, which is a consumer IoT Security
standard specifying 13 provisions for the security of Internet-connected consumer devices
and their associated services [49]

The Cyber Security Act established the EU wide cybersecurity framework for ICT
products, services, and processes on 27 June 2019. The European Commission will be
required to conduct periodic assessment if specific cybersecurity requirements become
mandatory for certain ICT processes, services, and products. In this regard, from a con-
sumer perspective, the ENISA (The European Union Agency for Cybersecurity) Advisory
Group’s working group on cybersecurity calls for mandatory certification schemes for
certain ICT products, services, and processes instead of the current EU-wide voluntary
certification scheme. Responsibility for implementation and supervision of the schemes is
assigned to National cybersecurity certification authorities [50].

There are different certification requirements for IoT devices, which can be classified
as follows [34]:

• Regulatory certification (FCC, EC);
• Industry Certification;
• Telecoms: the two main Telecoms Industry certification schemes are the Global Certifi-

cation Forum (GCF) and the PCS Type Certification Review Board (PTCRB);
• Operator Certification (Deutsche Telecom, Verizon, AT&T).
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4. Computing in the IoT Ecosystem

General issues of the network for the IoT are identified in ITU Recommendation ITU
Y. 4113 [13], as follows:

• Packet loss and higher latency;
• Unreliability of short-range radio communications in the IoT area network;
• Network overload due to large amount of traffic to be processed.

The largest amount of computing capability is tied to cloud computing. However,
cloud computing poses a substantial problem in supporting time-critical and location-
aware IoT applications because it relies on remote and centralized resource provision. As
more devices are expected to be connected to the Internet, problems with high latency, poor
security, poor reliability, high network bandwidth, storage costs, communication power,
and more are expected to grow, as discussed in Silva et al. [51] and Jiang et al. [52].

The authors in Li and Wang [53] point out the shortcomings of cloud computing in
solving possible problems encountered with IoT and explain the possibility for solving
these problems and introduce fog computing. Recognizing that cloud and fog roles are
complementary, the authors in Bonomi et al. [54] claim that there is a fruitful interplay
between the cloud and the fog, especially when it comes to analytics and data management.

4.1. Computing Models

The term fog computing, introduced by Cisco in 2014, is tied to the decentralization
of computing infrastructure. Cisco’s simplified IoT architecture consists of basic building
blocks with security across the entire architecture and data management aligned with each
layer of the core functional stack. The three IoT data management layers are [14]:

• The edge layer, where data management takes place within the sensors themselves;
• The fog layer, where data management takes place within the gateways and transit

network;
• The cloud layer, where data management takes place within the cloud data centre.

On March 2018, NIST released a publication presenting a fog and mist computing
conceptual model, together with their relationships to cloud computing models. In the
model, the fog node is presented as a physical component, such as gateway, server, router,
switch etc., or a virtual component, such as a virtual machine, etc. Mist nodes are located at
the edge of the network, directly within the network fabric where they use microcontrollers
and microcomputers. It is underlined that edge computing is considered as a network
layer that envelops end devices and their users [15].

On the other hand, Cisco considers fog computing, micro data centres, multi-access
edge computing, cloudlets, and emergency response units as five types of edge comput-
ing [55].

As an extension of the existing client-server architecture, a new four-tier architecture
has been proposed in Ray [19]. This architecture consists of a cloud, fog, edge, and dew
layer and makes it easier for the user to access web data from any sources (edge, fog, or
cloud) through minimal or no Internet access.

4.2. Fog, Edge, Mist, and Dew Hardware Computing Locations

The authors in [18] provide an extensive tutorial on fog computing and related comput-
ing paradigms. The observed computing paradigms included cloud computing, cloudlet
computing, mobile computing, edge computing, mist computing, and other similar com-
puting paradigms. Although there are many computing paradigms, it is emphasized that
some paradigms are a subset of others; for example, mobile computing is a sub-set of mist
computing and edge computing is a sub-set of fog computing, etc. Though not identified
in [18], there is another type of computing, namely, dew computing, which aims to enable
content when there is no Internet connection.

Many researchers are trying to figure out where all these computing nodes are located.
Dew computing uses mostly on-premises computers, while fog mainly includes routers

147



Sensors 2021, 21, 2093

and sensors in the IoT [56]. Dew is identified by the authors in Ray [19] as a server inside
the user’s PC. According to Šojat and Skala [20], Dew computing happens in information
processing devices located, for example, in refrigerators, car motors, traffic-controls, lights,
theatres, and industries. In addition, it is emphasized that the benefits of integrating dew
devices into the cloud-fog-dew hierarchy are very significant.

Mist computing puts computing power at the far edge of the network, and usually
consists of microchips or microcontrollers built into the device [57]. Mist computing uses
microcomputers and microcontrollers for sending data to fog nodes and the cloud if needed.
In the mist layer, sensor data pre-processing is performed, and only the essential data is
sent to the gateway, server, or router, which saves bandwidth and battery power [58].

Edge computing can be used to process data in near real-time by processing data
closer to the edge, directly on devices that have attached sensors or gateway devices that
are close to the sensors. Edge computing is less scalable compared to fog computing and
supports low interoperability, making some IoT devices incompatible with some operating
systems and cloud service.

Authors in the paper [59] discussed fog computing, mobile edge computing, and
cloudlet computing in detail, together with comparisons of their features. In this regard,
fog computing node devices are identified as routers, access points, switches, and gateways
while, for mobile edge computing, node devices are identified as servers running in base
stations and cloudlets running a virtual machine. A lack of standardization and different
interpretations by different consumers was also emphasized.

Fog computing is characterized by placing computing capability in a connection
between device sensors and a cloud server, usually in a device that acts as a gateway,
connecting the sensors and managing the connection to the cloud. Computing decentral-
ization is achieved by processing data in a fog node, and it can be any device capable of
computing, data storage, and network connectivity. Fog computing can reduce latency
and process larger amounts of data compared to edge computing due to its ability to
process requests in real-time [60]. Fog computing and edge computing differ in intelligence
location identification and power computation. In the case of edge computing, processing
power and intelligence are placed in devices such as built-in automation controllers while,
in the case of fog computing, intelligence is placed in the local area network while edge
devices and the gateways along local area networks are used for power processing [61].
The fog layer supports local data storage, data filtering, compression, merging, and inter-
mediate analytics to save backbone bandwidth, reduce the cloud load, and improve system
performance [58]. The fog node is identified as a mini cloud, located at the edge of the
network, where the most common fog locations are in high-performance devices, such as
smart gateways or routers [60].

The authors in [18] identified hardware locations for cloud computing as being large
data centres; hardware locations for fog computing are devices with virtualization capacity
as servers, routers, switches, access points; hardware locations for edge computing are
edge devices with computing capability; and hardware locations for mist computing are
IoT devices (e.g., sensors, cell phones, home appliance devices). Additionally, cloud service
providers are identified as operators for cloud computing, users and cloud service providers
as operators for fog computing, network infrastructure providers or local business as
operators for edge computing, and self-organized or local business as operators for mist
computing.

In the situation of there being no consensus on the distances among more computing
paradigms, it can be concluded from the above computing location identifications examples
that sometimes computing hardware locations have some degree of overlap. Based on the
analysis, our approach is summarized in Table 2.

148



Sensors 2021, 21, 2093

Table 2. Computing hardware locations and corresponding Internet of Things (IoT) actors.

Cloud Computing Fog Computing Edge Computing Mist Computing Dew Computing

Computing
hardware location

Large Cloud,
Data centres

Mini Cloud
smart gateways or

routers.

The first hop from
the IoT device

Wi-Fi access points,
switches, or

gateways

The far edge of the
IoT network

It usually has
microchips or

microcontrollers
built into the

device

Server located
inside the user’s

PC and
Information

processing devices

IoT actor

Cloud Data
Manager

Cloud Service
Provider

Fog Data
Manager
Network

equipment
provider
Network

providers or other
business

Edge Data
Manager
Network

equipment
provider

Network providers
or other business

Mist Data Manager
Device provider

Network providers
or other business

Dew Data
Manager

Device provider
Users

Self-organized,
local, or other

business

As all these computing technologies have some advantages and disadvantages, the
use of all these types of computing will be key to ensuring the ability of applications and
systems to scale alongside a growing network of devices [62].

According to the vision expressed in Roberts [63], the biggest IoT transformation will
be in shifting power in the network from the centre to the edge. Therefore, the IoT will
allow devices to directly communicate with each other rather than communicate through
cloud-based management servers or central hubs.

5. IoT Actors

The IoT ecosystem consist of multiple coexisting and competing platforms and prod-
ucts, along with a variety of business players interacting with each other. In this regard,
we found that certain models introduced by the ITU could be a starting point suitable for
research and further adaptation. An Informative Appendix I of Recommendation ITU-T
Y.4000 [5] presents an example of identified business roles in the IoT ecosystem and their
relationships. As this example does not represent all possible relevant roles in IoT business
deployments, we intend to extend it to include the impact of new computing paradigms.
We also consider Recommendation ITU-T Y. 4100 [6] because it provides common IoT
requirements based on the general use cases of the IoT and IoT actors. In light of the
expectation that the number of connected things will be so enormous that the IoT data will
constitute a predominant part of the data carried by networks, Recommendation ITU-T
Y.4114 [7] and presented key possible mappings from IoT business roles [5] to the IoT data
roles are also taken into account in this research.

Business roles identified in the Informative Appendix of Recommendation ITU-T
Y.4000 [5] are as follows:

• The device provider provides devices to the network provider and application provider;
• The network provider performs access and integration of other provider resources,

provides IoT capabilities and their support and management of their infrastructure,
and provides network capabilities and resources to different providers;

• The platform provider provides capabilities to application providers, such as data
storage, data processing, device management, integration capabilities, and open
interfaces;

• The application provider provides IoT applications to application customers while
using capabilities or resources of the network provider, device provider, and platform
provider;

• The application customer is the user of the IoT applications provided by the applica-
tions provider.

149



Sensors 2021, 21, 2093

Applicable mappings between IoT actors described in ITU Recommendations [6]
and [7] with IoT business roles described in Appendix I of [5] are presented in Table 3.

Table 3. Mappings between the IoT actors and business roles in selected International Telecommunication Union (ITU)
recommendations.

IoT Actors Identified in ITU Recommendations
ITU-T Y.4100 [6] and ITU-T Y.4114 [7]

Business Roles in Informative Appendix I of
Recommendation ITU-T Y.4000 [5]

Data Manager is responsible for managing the capture, processing, storage,
and transfer of IoT data to meet the IoT service provision requirements [6].

Data manager actor can be a human Data manager or a machine Data
manager actor

Application provider
Device provider

Service Provider provides services related to things, such as location tracking,
monitoring, and service discovery [6].

Application provider,
Platform provider,
Network provider.

IoT User uses services related to things, such as location tracking,
monitoring, and service discovery [6]. Application customer

IoT Data Provider collects data from things and injects the data processed
within the IoT system as well as data from external sources and provides

them via the IoT data carrier to the IoT data consumer [7].

Device provider,
Network provider,
Platform provider,

Application provider

IoT Data Consumer consumes IoT data. Usage of the consumed data
depends on application purposes [7].

Device provider,
Network provider,
Platform provider,

Application provider,
Application customer.

IoT Data Framework Provider provides general IoT data processing
capabilities and related infrastructure (e.g., storage and computing resources,
data processing run time environment) as required by the IoT data provider,
IoT data carrier, IoT data application provider, and IoT data consumer for the

support of data operations execution [7].

Network provider,
Platform provider.

IoT Data Application Provider provides applications related to the execution
of IoT data operations (e.g., applications for data analysis, data

pre-processing, data visualization, and data query) [7].

Device provider,
Network provider,

Application provider.
IoT Data Carrier carries data among the IoT data provider, the IoT data
framework provider, the IoT data application provider, and the IoT data

consumer [7].
Network provider.

Analysing these mappings between the IoT actors and business roles in selected ITU
recommendations, and taking into account the definitions for ‘Data Manager’ given in
ITU-T Y.4100 [6], ‘Device Provider’ and ‘Application Provider’ given in ITU-T Y.4000 [5],
identified as Data manager corresponding business roles, our view is that Data Manager as
an IoT actor needs to be more granulated. With more granulation, the overall data flow
and corresponding responsibilities become more understandable and clearer.

Data Manager actor corresponds to Device Provider when provided devices that
involve some data management functionalities [6]. Depending on the provided device
processing capabilities, the corresponding Data Manager actor needs to be granulated
as Dew Data Manager, Mist Data Manager, Edge Data Manager, Fog Data Manager, and
Cloud Data Manager.

Data Manager actor corresponds to Application Provider when the provided appli-
cations involve some data management functionalities [6]. As the Application Provider
uses the resources or capabilities of the device provider, network provider, and platform
provider, the corresponding Data Manager actor needs to be granulated as Network Data
Manager, Platform Data Manager, and Application Data Manager.

A variety of device options and use cases, combined with a variety of IoT applications,
makes the IoT value chain a complicated ecosystem that can have a countless number of
partnerships between the participants.
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Additionally, designation, manufacturing, and distributing of IoT devices can be done
with incompatible standards in different jurisdictions. The situation is the same with IoT
actors, i.e., many of them are outside the jurisdiction in which the IoT service is delivered.

Therefore, we will consider additional perspectives (regulatory, product development
and technology consultancy companies, industry organizations, and others) on how the
market players in the IoT value chain are understood, and these are summarised in Table 4.

Table 4. Mappings between the IoT actors identified from various perspectives.

IoT Actors IoT Actors Identified from Various Perspectives

IoT Developer IoT service developer [17]
IoT application developer [17]

IoT Security
Specialist Security specialists [64]

IoT Data Protection and Privacy
Specialist Data protection officer [6]

IoT Data
Manager

Data manager [6]
Application provider + data management [5]

Device provider + data management [5]

IoT Device
Provider

Device provider [5,17,65]
Device manufacturers, module manufacturers [66]
Designers and producers of connected devices [67]

IoT module providers [67]
The designers and manufacturers of the objects [64]
The manufacturers of the module components [64]
Device, component, and chipset manufacturers [68]

Device manufacturer/provider [69]
Device manufacturers, component manufacturers [70]

IoT Network equipment
Provider

Suppliers of the middleware [64]
Network equipment providers [67]
Infrastructure manufacturers [70]

Network equipment manufacturers [64]
Connectivity equipment developers and vendors [68]

IoT Platform
Provider

Connectivity platforms [39]
Device management platforms [39]

Cloud platforms [39]
Application enablement platforms [39]

Advanced analytics platforms [39]
IoT platform provider [67], [17]

Platform vendors [70]
Platform provider [65], [5]

IoT Connectivity Provider

Network provider [5,57,64]
Infrastructure provider [17]

Operators [65]
Connectivity service provider [43]

Connectivity provider (network developer) [71]
Connectivity provider [17,66,67]

Connectivity/network provider [69]
Connectivity/mobile network operators [68]

Middleware/analytics vendors (connectivity providers, service provider) [70]

IoT Service
Provider

Service provider [6,66,69].
(application provider, platform provider, network provider) [5]

IoT service provider [43]
Service providers and data aggregators [64]

Service (cloud service providers, IoT platforms) [68]
Service enabler and service creator [71]

Cloud computing companies [64],
IoT cloud provider [67]

IoT Application Provider Application provider [5,65,69]

IoT Integrator
IoT service integrator [17]

Integrators [64],
System integrator [65,66]

IoT User IoT user [17,43]
Application customer [5]

End User End user [17,43,69]
Markets-payers (consumer, end user, company, public sector) [68]
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6. IoT Model

As the focus in the IoT ecosystem is on data, monitoring the flow of data is complex.
Multiple roles of IoT actors are possible, and some IoT actor could be IoT data market
stakeholder at the same time or have relations with IoT data market stakeholders. Identify-
ing all these IoT actors and clarifying their roles and responsibilities is of great importance
regarding various aspects.

As the IoT deals with unlimited heterogeneous connected devices, there is a need
for a flexible layered architecture. Keeping in mind the previously presented various
perspectives, the diversity of IoT concepts and inconsistencies is evident. Although there is
no all-encompassing IoT architecture in place, there are some key components and features
that are shared in most IoT deployments. Therefore, the previously presented IoT concepts
can be adapted to a new IoT model, presented in Figure 1.
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6.1. Methodology for Identifying IoT Components and IoT Actors

We used the basic model of the network for the IoT, identified in Recommendation
ITU-T Y.4113 as a starting point. This model consists of: Device, IoT area network, Gateway,
Access network, Core network, IoT platform, and IoT application server [13].

We used all these components in making a new IoT model, but acknowledging that
other networks may appear, we present an IoT area network, Access network and Core
network as one Connectivity network. To make it easier to understand, we present all three
networks in Figure 1.

We add Thing as an object of the physical world or the information world, capable
of being identified and integrated into communication networks (for example, a human
being is a Thing in the case of remote diagnostics and health monitoring)

Acknowledging the existence of a potentially unlimited number of diverse IoT Plat-
forms, to make it easier to understand, we present the five most common IoT platforms,
i.e., Connectivity platforms, Device management platforms, Cloud platforms, Application
enablement platforms, and Advanced analytics platforms, in Figure 1.

The connectivity network is combined with IoT network equipment and the IoT
Connectivity platform, and it is operated by an IoT Connectivity provider.

Device is identified by the ITU as a piece of equipment with the mandatory capabilities
of communication and optional capabilities of sensing, actuation, data capture, data storage,
and data processing [5].

The Device is delivered by the IoT Device provider while the IoT Device management
platform unifies and simplifies the management of IoT devices, the provisioning of software
updates to devices, and offers other functionalities. Network equipment is provided by the
IoT network equipment provider.

IoT Security is mandatory in the IoT. Therefore, all related activities aiming to deliver
security may be considered as IoT components.

IoT Data Protection and Privacy is mandatory in IoT. Therefore, all related activities
aiming to ensure data protection and privacy may be considered as IoT components.

IoT user is the purchaser of an IoT service who incorporates the IoT service as one
component in their own product and/or service (It could be a car manufacturer or electricity
provider who includes a smart meter in their services).

End user is the actual user of the products (a car owner, user of applications and
services).

IoT application can be referred to as the application provided by an IoT application
provider, while IoT service can be referred to as the service provided by an IoT service
provider.

IoT integrator is the IoT actor who delivers end-to-end solutions.
IoT developer is focusing primarily on the creation of software.

6.2. Methodology for Identifying Relevant GDPR Actors

In the EU, Article 29 Data Protection Working Party issued a specific Opinion 8/2014
on the Recent Developments of the Internet of Things on 16 September 2014, emphasizing
that IoT stakeholders should ensure that data at every level is used for purposes known to
the user and compatible with the original purpose of the processing. Accurate identification
of the involved IoT stakeholders is necessary to qualify their legal status as data controllers
who must comply with various obligations. It is stated that most device manufacturers
collect and process personal data generated by the device, which qualified them as data
controllers. Third-party application developers, unless the data is properly anonymised,
must be considered as data controllers. Other third parties may use IoT devices to collect
and process information about individuals, so they are also qualified as data controllers.
IoT data platforms can also qualify as data controllers for processing activities for which
they determine purposes and means, under EU data protection law [72].

In the case of the IoT determining controller or processor roles, this is always depen-
dent on the characteristics of the actual IoT project [73].
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Data Protection Officer (DPO) is generally necessary in IoT, because of the large scale
of personal data processing. The DPO informs and advises the controller or the processor,
monitors compliance with the GDPR, provides advice when required, and acts as the
contact point for the supervisory authority. In Figure 1, Data protection and privacy
specialist and DPO are separate, but this specialist may be appointed as DPO. DPO guides
the company toward GDPR compliance. Large companies have departments to handle
data protection and privacy related matters.

Data protection impact assessment (DPIA) is of great importance in the IoT, and where
the DPIA indicates a high risk, the controller must consult the supervisory authority.

Supervisory Authority is a public authority in EU Member States, and it is also
typically referred to as Data Protection Authority or equivalent.

Lead Supervisory Authority is applicable in the case of multinational companies
where the company may choose not to appoint a DPO for each country of operation.

Controller determines the purposes and means of the processing of personal data,
while the processor processes personal data on behalf of the controller, according to the
Data Processing Agreement signed with the controller.

It is often possible to have joint controllers where every IoT actor determines the
purposes and means of the processing of personal data.

For example, an IoT integrator who delivers end-to-end solutions could be only one
controller, while other IoT actors are processors who processes personal data on behalf
of the IoT integrator according to the Data Processing Agreement signed with the IoT
integrator as the controller.

7. Current Status and Collaborative Regulatory Approach

Every year, during ITU Global Symposiums for Regulators (GSR), the Best Practice
Guidelines are adopted by the global community of ICT regulators. Recent GSR2020 Best
Practice Guidelines point out that IoT is one complex issues that is waiting to be addressed.
As new issues call for novel approaches, formal regulations should leave enough space for
self-regulation and hybrid and collaborative regulatory models [74].

A cross-sectoral IoT nature requires a cross-sectoral regulatory approach for maximiz-
ing the IoT benefits while minimizing the IoT risks. As ICT underpins almost every sector
of the economy, traditional ICT sector regulations in the silo-style is not viable anymore.
This need has been demonstrated in practice based on the analysis of the main barriers
to the adoption of smart city IoT projects that were identified while research was being
conducted on the assessment of more than 350 projects, which are funding, silos, and
politics [75].

The ITU has developed the concepts of “collaborative regulation” and “fifth-generation
regulation”, according to the concept of ICT regulation generations. Currently, the sta-
tus is far from satisfactory from the data on the G5 Benchmark (The Benchmark of Fifth
Generation Collaborative Regulation) in the Global ICT Regulatory Outlook 2020, issued
by the ITU. The G5 Benchmark covers 80 economies from all regions on the glide path
towards collaborative regulations, and it uses 2018–2019 data. It shows that nine countries
out of every ten are still regulating the ICT sector as a separate economic sector, while only
sixteen countries in total have a holistic and forward-looking regulatory framework. Eight
indicators out of a total of twenty-five belong to the assessment of collaboration degree,
measured between the ICT regulator and the Competition Authority; the Consumer Protec-
tion Commission; the Data Protection Commission; the Spectrum Agency; the Broadcasting
Regulator; the Financial Regulator; the Energy Regulator, and the Internet agency [8].

A broader picture of the current regulatory state can be obtained if the ICT Regulatory
Tracker is also considered. This tracker, issued by the ITU, shows the evolution of the four
generations of ICT regulation whereby, in 2019, only 32.6 % of 193 countries belonged to
the fourth generation of ICT regulations [76].

The collaboration was recognized as a cornerstone of success in the annual IESE Cities
in Motion index, which examines all aspects of quality of life and sustainability in 181 key
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global cities. According to the report [77], the best ranking cities fully understand that the
challenges are too great to be addressed individually and indicate that collaboration is key
for achieving long-term success.

Currently, involved authorities in the data economy are Competition authorities,
Data protection authorities, Electronic Communications National Regulatory authorities
(NRAs), Cybersecurity authorities, and Governmental offices promoting open data poli-
cies/information fairness. Data protection authorities are responsible for the application of
the GDPR and, in some cases, the ePrivacy Directive, while NRAs are responsible for the
regulation of the telecoms market and application of the ePrivacy Regulations [27].

8. Data Brokers, Gatekeepers, and Other Actors

As the number of devices increases, the amount of data collected by these devices also
increases. According to the Statista report, the total data volume of connected IoT devices
worldwide is projected to reach 79.4 zettabytes by 2025 [78].

Across the IoT, data is created by devices and sent to applications to be sent, consumed,
and used. A new/old actor appears—a data broker exploits and sells personal data
about individuals to third parties. According to the USA Federal Trade Commission
(FTC) report released in May 2014, data brokers are companies that collect consumers’
personal information and resell or share that information along with others. The data
broker industry is complex, consisting of collecting consumer data, mostly without their
knowledge, combining online and offline data, and analysing data about consumers to
make visions of consumers. Commonly, multiple data brokers provide data to each
other [79].

Despite the terms and conditions for privacy, as the opt-in-based agreement provided
by the data brokers, the data providers (or data sources) still do not know how their data is
being processed, delivered, and used. So far, IoT data markets have not been well-formed
due to lack of transparency between providers and brokers/consumers [80]. Current IoT
data markets are classified into two types of market, as privacy protection markets and
privacy valuation markets.

Authors in Oh et al. [81] considered the following four major stakeholders for mod-
elling the IoT data market:

• Data providers;
• Multiple data brokers who collect raw data from various source and sells big data;
• The data service provider who utilize big data from the data brokers;
• Service consumer.

The findings of Wolfie [82] emphasized that data brokers, online platforms, advertising
technology providers, and business in industries can now monitor and analyse individuals
in various aspects. As a result of the recent technology developments, we are talking
about unprecedented new qualities of ubiquitous corporate surveillance with potential
danger that could end in a society without privacy. Much of these activities occur in the
background and remain blurred to most consumers as well as to policymakers. It is no
secret that many companies use misleading and ambiguous language in their terms and
conditions and privacy policies.

There is a lack of transparency in the practice of data brokers, and on the way from
the source to the data product, data may change hands many times, and it is challenging to
identify all actors in this data value chain.

According to The Vermont Statutes, a first-of-its-kind bill to regulate data brokers went
into effect in January 2019. Data brokers, i.e., businesses collecting and selling data about
Vermont, USA, residents are required to register and to share information with the public
about how they operate. But the Vermont law only covers third-party data companies,
while the first-party data holders that collect data directly from users, such as Google,
Amazon, or Facebook, are not covered by this law. Despite the big list of firms registered,
there is little clear information about what these firms are doing with the data and whether
users can remove themselves from their database [83].
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On 15 December 2020, the EU released drafts of the long-awaited Digital Services
Act and Digital Markets Act, proposing measures to regulate online platforms to protect
consumers and competition. The Digital Services Act includes rules for intermediary
services (Internet access providers, domain name registrars), hosting services, online
platforms, and very large online platforms. The Digital Markets Act includes rules for
gatekeeper online platforms aimed at prohibiting unfair practices by them [84]. The
gatekeeper may also have a role as device manufacturer and developers of operating
systems. Consequently, with all these actors and their multiple roles, the complex IoT
ecosystem becomes even more complex.

9. Conclusions

There is no single Internet of Things definition as it is still evolving, together with the
IoT evolution. A similar situation can be seen in the case of IoT architecture, as there is no
standard IoT architecture, while about a thousand IoT related standards are present.

In this regard, IoT complexity and numerous perspectives have led to different IoT
models being proposed by many researchers, communities, and organizations. However,
to our knowledge, there is a lack of research from a regulatory perspective.

Bearing in mind that the IoT ecosystem involves various IoT actors, regulatory chal-
lenges are significantly greater than before. Intending to identify IoT components, IoT
actors and relationships among them, we made a comparison of various approaches and
mappings between identified IoT actors. We believe that this mapping of IoT actors from
various perspective, along with the presented IoT model, gives a clearer picture and better
clarification of the blurred IoT actors’ relationships.

IoT devices generate large amounts of data, so data management is one of the biggest
challenges in the IoT. As the significance of data and data related activities are increasing,
consequently the significance of data laws, regulations, and policies are also increasing.
Here, the GDPR is of extreme importance, together with draft ePrivacy Regulations.

Because of the high degree of fragmentation between the many IoT actors, a high
risk to data protection exist. In that way, keeping in mind existing complexity in defining
controller, joint controller, and processor roles and the distribution of responsibilities
among them, our contribution could help relevant authorities to better understand the
data management layers. The situation is further complicated if we consider that joint
controllers, according to the GDPR, are not obliged to share their responsibilities equally.
Now, the real test for the GDPR is in its enforcement, and future challenges lie in clarifying
how to apply the GDPR principles to technologies such as IoT, as stated in the European
Commission first evaluation and review of GDPR.

Recent research suggests that the future of IoT lies in combining the advantages of
multiple computing paradigms. Firstly, Cisco introduced a simplified model of three
IoT computation stack and data management layers placed in the edge layer, in the fog
layer, and in the cloud layer. Later, NIST presented a conceptual model of fog and mist
computing aimed at facilitating meaningful conversations on the topic. Comparing these
models, it can be noticed that Cisco’s model does not identify the mist layer, while the
NIST recommendations only give focus to fog and mist computing, emphasizing that
fog computing is hierarchical, while edge computing is limited to a modest number of
peripherals. Furthermore, a four-layer platform has also been evolved, namely the cloud-
fog-edge-dew computing model. Compared to the Cisco model, this model introduces dew
computing with the primary aim of enabling content when there is no Internet connectivity.
Compared to the NIST model, this model does not include mist computing, while it does
identify dew computing and edge computing.

Acknowledging that there are other similar computing paradigms and that some
of these computing paradigms are a sub-set of others, we present the new five-layer IoT
model, where a symbiosis of cloud-fog-edge-mist-dew computing paradigms exists. In
this regard, as data controllers and data processors must set up appropriate technical and
organizations measures to achieve the data protection principles required by the GDPR,
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our model is focuses on device processing capabilities and computing paradigms. From
that perspective, we posit here the granulation of the Data Manager role in the IoT model
in order to better understand where the responsibility for managing the capture, storage,
transferring, and processing of IoT data begins. It is evident from our model that all IoT
actors have their share of data protection responsibility, from IoT Developer to End user.

In future work, we plan to explore the relationships between the identified IoT actors,
data brokers, and large online platforms.
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Abstract: Fog computing is an emerging technology. It has the potential of enabling various wireless
networks to offer computational services based on certain requirements given by the user. Typically,
the users give their computing tasks to the network manager that has the responsibility of allocating
needed fog nodes optimally for conducting the computation effectively. The optimal allocation
of nodes with respect to various metrics is essential for fast execution and stable, energy-efficient,
balanced, and cost-effective allocation. This article aims to optimize multiple objectives using fog
computing by developing multi-objective optimization with high exploitive searching. The developed
algorithm is an evolutionary genetic type designated as Hyper Angle Exploitative Searching (HAES).
It uses hyper angle along with crowding distance for prioritizing solutions within the same rank and
selecting the highest priority solutions. The approach was evaluated on multi-objective mathematical
problems and its superiority was revealed by comparing its performance with benchmark approaches.
A framework of multi-criteria optimization for fog computing was proposed, the Fog Computing
Closed Loop Model (FCCL). Results have shown that HAES outperforms other relevant benchmarks
in terms of non-domination and optimality metrics with over 70% confidence of the t-test for rejecting
the null-hypothesis of non-superiority in terms of the domination metric set coverage.

Keywords: fog computing; task allocation; multi-objective optimization; evolutionary genetics;
hyper-angle; crowding distance

1. Introduction

Internet of Things (IoT) has been used in several fields such as health care, environ-
mental engineering, transportation, and safety [1,2]. The idea behind IoT is to connect
physical items to the virtual world, so they can be controlled remotely and act as physical
access points to Internet services [3]. These devices increased rapidly around the world
and generate a huge amount of data, termed Big Data (BD) [4,5]. One of the fundamental
challenges in IoT is the data transmissions [6,7] to the Cloud Computing (CC), which
indicate to the infrastructure where both data storage and processing operate outside of
the IoT devices [8,9].

CC data center is far from end-user, then causes high latency and affects the actual time
constraints in many applications [10]. Therefore, CISCO [11] suggests the new paradigm
Fog Computing (FC) to ensure reliable sending and receiving data between the Cloud
and IoT devices [12]. Figure 1 gives a conceptual elaboration of the architecture of IoT,
CC, and FC. The first layer is the IoT environment, this layer close to the user and the
physical environment. It contains several devices such as mobile phones, sensors, smart
cards, readers, and smart vehicles. The second layer fog layer this layer is located on the
edge of the network means between IoT and cloud computing. This layer contains a huge

Sensors 2021, 21, 558. https://doi.org/10.3390/s21020558 https://www.mdpi.com/journal/sensors
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number of fog nodes which generally including routers, gateways, switches, access points,
base stations, and specific fog servers. The third layer is the cloud computing layer and
consists of several effective servers and storage devices and provides various application
services for smart homes, smart transportation, smart factories, and so on.
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The distributed nature of FC and the relatively limited computation, energy, and
communication power of its nodes have motivated researchers to assure its load balancing
aspect when various applications are required to be executed in FC. The load balancing
of fog computing is accomplished by a set of methodological approaches named Task
Allocation (TA) [13] in the literature. The term TA indicates allocating various network
nodes optimally to execute a given task or application while maintaining various objectives.
In the context of TA for FC, we are interested in dividing the given task into a set of
sub-tasks with the independency aspect and dividing them on the network nodes with
matching various constraints. Next, they will be presented with a mathematical model for
calculating the various fog measures, including energy efficiency, cost-effectiveness, time
latency, stability, and reliability. Having the ability to evaluate the candidate solution from
the optimization and to provide its objectives values, we call Fog Computing Closed Loop
(FCCL). This type of problem is regarded as a Non-Deterministic Polynomial Hard Problem
(NP-hard) [14], which makes it a challenging optimization problem. This is due to the huge
number of combinations of nodes’ task allocation and the various conditions of the nodes
and the tasks. Typical approaches for solving such a problem use a meta-heuristic family of
optimization algorithms, and more specifically, the multi-objective type of meta-heuristic
was enhanced to apply for fog computing to hold the huge number of tasks and set them
based on their priority.

Multi-Objective Optimization (MOO) algorithms [15,16] aim at optimizing many ob-
jectives’ functions using heuristic random searching in order to find a set of non-dominated
solutions [17]. There is a high similarity between single objective [18] and multi-objective
meta-heuristics [19,20] in the aspect of relying on a random pool of generated solutions,
evaluating them, and selecting the best among them to generate off-spring. However, the
essential difference between the single objective and multi-objective heuristic searching is
the means of evaluating solutions. More specifically, in the multi-objective searching, the
solutions are evaluated based on ranks that include a sub-set of non-dominated solutions
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instead of simple fitness value as in the single-objective optimization. Consequently, the
goal of the MOO algorithm is to explore the solution space for finding maximum coverage
of non-dominated solutions.

The goal of this article is to develop an optimization framework for computational fog
computing. We aim to enable non-dominated optimization for fog computing by assuring
high domination of the resulted decisions in terms of various performance metrics, which
gives the decision-maker more flexibility as well as high achieved performance. Specifically,
the integration of a novel hyper-angle exploitive searching optimization with the crowding
distance of Non-Dominated Sorting Genetic Algorithm II (NSGA-II) in the context of fog
computing optimization assists in providing more dominant solutions in terms of the fog
measures that the decision-maker aims at optimizing. The article presents the following
contributions.

• Proposing a fog computing optimization framework with multi-criteria perspectives.
The multi-criteria cover the following metrics: Time Latency, Energy Consumption,
Energy Distribution, Renting Cost, and Stability.

• Developing a novel optimization algorithm based on meta-heuristic genetic. The
developed algorithm supports exploitive searching based on the hyper-angle indicator.
We designate it as Hyper-Angle Exploitive Searching (HAES).

• Formulating a novel Fog Computing Closed Loop (FCCL) mathematical function and
using HAES for optimizing it after discretization.

• Designing an adaptive objective partitioning by activating the sub-set of objectives at
each iteration out of the entire objectives.

• Evaluating the developed HAES based on multi-objective optimization performance
metrics and benchmarking mathematical functions and evaluating the optimized
FCCL based on HAES, then analyzing its performance in comparison with other
relevant optimization benchmarking algorithms.

2. Background and Literature Review

The article is focusing on multi-objective optimization for FC. Hence, the literature con-
tains two phases. Firstly, the related work of the MOO algorithms is presented in Section 2.1,
and Section 2.2 provides the related works of MOO fog computing optimization in.

2.1. MOO Algorithms

The studies on meta-heuristic-based MOO in the literature contain various approaches.
Different criteria and techniques are used to generate the dominant Pareto Front (PF) and
provide extensive exploration. In [21], a fitting function or interpolation method was
applied from a finite set of objective values to calculate PF by selecting the individuals
that have the shortest distance to the reference points based on the error matrix. The two
algorithms, called MOGA/fitting and MOGA/interpolation, dealt with MOO without
focusing on attaining the optimal solutions. Bao et al. [22] proposed Hierarchical NDS
(HNDS), which focuses on reducing the number of comparisons in the search. HNDS
initially sorts all the candidate solutions in ascending order, depending on their first
objective. Next, HNDS compares the first solution with the rest of the candidate solutions,
one by one, to make a speedy distinction by realizing different superiority solutions and
then avoid the high number of unnecessary comparisons.

Other notable studies have extended the existing single-objective searching algorithms
to multi-objective ones by introducing the concept of NSGA-II, which is fast NDS with
crowding distance. This extension applies to Multi-Objective Vortex Searching (MOVS),
which was proposed in [23]. MOVS uses the inverse incomplete gamma function with a
parameter ranging from 0 to 1 to spread solutions over the PF. improved NSGA-II to make
it more efficient and have better diversity by presenting a more efficient implementation of
NDS, namely the dominance degree approach for NDS. Part and Select Algorithm (PSA)
was also proposed to maintain diversity, and the entire algorithm after being integrated into
NSGA-II was called Diversity DNSGA2–PSA. Additionally, several researchers have added
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a local search strategy to NSGA-II [24]. For example, the study in [25] proposed Heavy
Perturbation (HP)-based NSGA-II. Two objectives, the size and total weight of a clique,
were considered. In particular, the larger the size of a clique in terms of set inclusion is and
the higher the total weight is, the better a solution is. HP-NSGA-II is then dedicated to the
clique problem of a weighted graph with weights of vertices in which the perturbation is
conducted by either improving a selected elite with a local search procedure or swapping
its left and right parts.

Several types of research work also developed nature-inspired models for MOO. For
instance, an improved method of GA based on an evolutionary computational model,
namely the Physarum-Inspired Computational Model (PCM), was proposed in [26]. The
initialization of the population used prior knowledge of PCM. Hill climbing was also
used to improve the diversity of solutions, and the traveling salesman problem, which is
one of the most classical NP-hard problems in combinatorial optimization, was utilized.
Apart from improving the optimization of found solutions, several researchers have aimed
at improving the searching speed. In the same context, [27] proposed an algorithm for
MOO and compared it with four other competing algorithms on three different datasets to
reduce the optimization complexity for a large number of objectives from O

(
N logM−1N

)

to O
(

MN log N + MN2), where M denotes the number of objectives and N denotes the
number of solutions. The algorithm removes unnecessary comparisons among solutions to
improve the running time.

The work in [28] added the angle concept to crowd distance searching to balance the
searching procedure among all angles. Other researchers have also used the framework of
NSGA-II with different extensions. For example, [29] used a set of reference points while
searching to maintain diversity. Then, from previous approaches, the concept of crowd
distance, when combined with angle searching, achieves the extensive scope of the search.
Specifically, authors in [30] have used range angle as a criterion to balance the search, then
using it in finding criterion solutions as the goal of the study.

Overall, the previous research works that have focused on meta-heuristic for multi-
objective aimed at incorporating various criteria for accomplishing exploration as well
as exploitation. The crowding distance of NSGA-II is effective for exploration, while the
angle searching was used in MOGA-AQCD as an additional base for the crowd-distance
exploration. However, the angle usage for exploitation has not been explicitly considered
and performed by the existing studies. This article then aims at tackling this aspect by
proposing a novel MOO searching that incorporates angle searching for exploitation.

Particularly, the present paper proposes a MOO searching algorithm that uses crowd-
ing distance for exploration and angle searching for exploitation. The proposal optimizes
the exploitation by selecting solutions from angular sectors that have the maximum found
solutions. The crowding distance is also used for exploration; however, we aim at avoiding
redundant operators for exploration. This goal is achieved by considering angle searching
for exploitation, provided that the crowding distance has successfully played its role in the
exploration process. To our knowledge, this is the first meta-heuristic searching algorithm
for MOO that jointly considers and optimizes the angle criterion for exploitation and
crowding distance for exploration at the same time. In the next section, we present the
system models and the research background.

2.2. Fog Computing Optimization

Solving IoT challenges of data processing within real-time constraints have created
the need to not rely on cloud network for processing. As a result, the concept of Fog
Computing was first introduced by Cisco in 2012. However, congested networks, high
latency in service delivery, and poor Quality of Service (QoS), non-stability, and increased
cost have been experienced [31]. Such challenges have motivated researchers to focus on
fog computing optimization.

The literature contains a significant amount of algorithmic works for fog computing
optimization. Each work has focused on certain aspects of the fog network and followed a
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certain approach for optimization. While some work has tried to include more practical aspects
of fog computing needs and nature, others were more simplified and ignored some crucial
matters. In the work of [32], the authors have represented the fog computing optimization
as a scheduling problem, where the algorithm has to assign tasks to nodes with assuring
two objectives the stability and speed. Their model ignores energy and cost matters, which
are considered to be crucial aspects of fog computing. On the other side, they used classical
multi-objective optimization NSGA-II to solve their model without significant changes to
explore the solution space more efficiently and find more dominant solutions. We find that
other models have considered energy and cost like the work of [33]; however, there is no
consideration of stability or reliability for finishing the work. Similarly, the work of [34] has
included energy and latency while ignoring cost and reliability, while the work of [35] has
included time latency and cost as objectives and it ignored energy and reliability.

A summary of the covered objectives of each model is given in Table 1. To the best of
our knowledge, there is no developed model for fog computing optimization including
four objectives: time latency, energy, cost, and reliability at the same time. Such inclusion
implies more challenging multi-objective optimization. On the other side, all the previous
works have applied NSGA-II and other similar non-dominated searching optimization
without development in the searching aspect, which is needed because of the non-convex
nature of the problem and a huge number of constraints resulting in the optimization
surface non-linear and non-convex with NP-hard nature.

Table 1. Summary of the covered objectives in the fog computing model in the literature.

Authors/Objectives Energy Consumption Renting Cost Stability Time Latency Energy Distribution

[32] 7 7 � � 7

[33] 7 7 � 7 �
[34] � 7 7 � 7

[35] 7 � 7 � 7

Proposed Model � � � � �

3. Proposed Methodology

This section presents the developed method for accomplishing the goal of the article.
It starts with presenting the problem formulation of optimization and fog computing
framework was provided in Section 3.1. Next, in Section 3.2, we provide the algorithm
named hyper-angle exploitive searching. The fog computing closed-loop model is given in
Section 3.3. Table 2 elaborates on the mathematical terms used in the article.

3.1. Problem Formulation of Optimization and Fog Framework

Assume that we have a tuple x = (x1, x2, . . . xn) ∈ X, where X ⊆ Rn and a tuple
y = (y1, y2, . . . ym) ∈ Y where Y ⊆ Rm in which the following constraints are held:

y1 = f1(x1, x2, . . . xn) (1)

y2 = f2(x1, x2, . . . xn) (2)

ym = fm(x1, x2, . . . xn) (3)

In such a scenario: x is called the decision vectors; y is the objective vector. X is the
solution space, and Y is the objective space to model a minimization problem, with two
vectors a and b. We call b dominates a, denoted as a ≺ b i f f :

{ ∀ i ∈ {1, 2, . . . m} : fi(a) ≤ fi(b)
∃ j ∈ {1, 2, . . . m} : f j(a) < f j(b)

(4)

The domination of b over a is applied when b is superior over a with at least one of
the objectives j, and b is not worse than a in the remaining objectives i.
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Table 2. Terms and symbols used for presenting the mathematical models.

Symbol Meaning

DG(Vt, Et) Graph of tasks.
V = {t1, t2, . . . tm} Tasks to be executed in the fog network.
E = {e1, e2, . . . ek} The dependency relation between the tasks.
ei = (tm1, tm2) A connection between task tm1 and tm2.
P = {P1, P2, . . . Pm} Computation load of the task.
L = {L1, L2 . . . .Lm} Communication loads of the task.

G = {G1, G2, . . . Gn} Subsets of independent graphs of tasks (a task in any graph can be executed with any order
comparing with other tasks in the same graph).

V = {v1, v2, . . . vn} Speed of CPU of nodes in the network.
UDG(Vn, En) Graph of nodes.
V = {n1, n2 . . . nn} Nodes are available for service in the fog network.
RC = {r1, r2 . . . rn} Renting cost of nodes.
RR = {rr1, rr2 . . . rrn} Reliability of nodes.
Ecomp Energy consumption because of the computational load.
Ecomm Energy consumption because of communication.
B The bandwidth of the connection’s links between nodes that participate in executing the task.
Eσ Energy balance is represented by the standard deviation of the energy
C The cost, which is represented by the total rental cost.
S The stability term is a measure of the reliability of the nodes that execute the task.
d =

[
dij

]
= [d

(
ni, nj

)
] The distance information between every two nodes

e = [ei] The energy consumption rate of nodes in the network
P0 The maximum computational load that can be given to a certain node
L0 The maximum communication load that can be given to a certain node

3.2. Hyper-Angle Exploitive Searching HAES

This section presents a hyper angle exploitive searching HAES algorithm. Firstly, we
present its working principle and the difference between HAES and MOGA-AQCD [30] in
Section 3.2.1. Secondly, we present the objective partitioning in Section 3.2.2. Lastly, the
algorithm of HAES in Section 3.2.3.

3.2.1. Working Principle and the Difference between HAES and MOGA-AQCD

Both the proposed HAES and MOGA-AQCD use the concept of angle quantization
for searching, which is based on dividing the space into equal-angle sectors and building a
histogram that calculates the number of solutions selected for each sector. However, HAES
behaves differently from MOGA-AQCD in terms of the selection of the new solutions.
MOGA-AQCD favors solutions located in the least angular sector in terms of the previously
selected solutions when two solutions are non-dominated with each other. In contrast,
HAES favors solutions located in the maximum angular sector in terms of the previously
selected solutions. Typically, the MOGA-AQCD concept is to perform extensive exploration
to yield substantial optimal solutions, whereas the HAES concept is that sectors that cover
suitable solutions in the past are also likely to be rich in the future. We then provide an
example to explain the critical difference between HAES and MOGA-AQCD regarding the
searching concept.

The concept of HAES is depicted in Figure 2. The solution space is decomposed into a
set of angular sectors. Each angular sector contains a set of solutions. The already found
solutions are marked with black bullets and the candidate solutions are represented with
white bullets. HAES selects the solutions that are located in the highest angular sector with
respect to the number of solutions. We mark the selected solutions with yellow bullets and
the ignored solutions with blue bullets.
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Figure 2. The selected solution in solution space by HAES.

3.2.2. Objectives Partitioning

The multi-objective optimization when working on a high number of objectives
requires searching within a wide objective space, which makes it challenging to converge
toward the boundary of the objective space. Hence, we do boundary searching mechanisms
by activating the sub-set of objectives at each iteration out of the entire objectives. We name
it objective partitioning; its role is to reach the boundary of the solution space with respect
to the activated objectives. We select at each iteration of the optimization size k < m, where
m denotes the number of objectives, and we use it for evaluating the solutions, sorting
them, and selecting non-dominated ones. The sub-set of objectives is selected randomly at
each iteration using a uniform distribution.

3.2.3. Algorithm of HAES

The general algorithm of HAES is presented in Algorithm 1. The algorithm takes
the number of generations NGen, the number of solutions NSol, the sector range value
SectorRange, and the set of objectives SoB as inputs, the size of objectives partitioning. The
output of the algorithm is the Pareto front ParetoFront. As can be seen in Algorithm 1,
the algorithm starts with the initialization of the first population in line 10, keeping it as
a previous population in line 11, initialization of the counter of the population in line 12,
initialization of the angle range rank in line 13, and initialization of crowding distance
in line 14. Next, an iterative while loop is performed until the number of generations
is finished. The loop is composed of calling for the evaluation of the solutions in the
previous generation using the objective partitioning in function selectSubSet (line 15) and
the objective function calculation in the function evaluate (line 16), updating the crowding
distance using the function updateCrowdingDistance (line 17), updating the ranges using
the function updateRanges (line 18), selecting the elites that are responsible for generating
the off-spring using selectElites (line 20), generating the off-spring using the function
geneticOperations (line 22), and the concatenation of the parents and their off-spring using
the concatenation operator || (line 23), and finally the new population is selected again
from the resulted concatenated using the electElites one more time (line 25). This process is
repeated until the total iterations are finished, then the Pareto front of the last generated
solution is the result of the algorithm, as presented in line 26.

The algorithm calls three essential functions: updateCrowdingDistance(), updateRanges(),
and selectElites(). We provide the details of each of them in Algorithm 2, Algorithm 3,
and Algorithm 4, respectively. For the updateCrowdingDistance(), the algorithm (de-
tailed in Algorithm 2) takes the number of solutions NSolutions and the objective values
objectiveValues as input, and provides the set of crowding distance crowdingDistance. The
algorithm starts with the initialization of the set of the crowding distance with the size of
solutions NSolutions (line 7). Next, the two extreme solutions are assigned the value of
infinity (line 8). Afterward, the algorithm sorts the solutions as the separated lists according
to their objective values (line 9). Then, the algorithm updates the crowding distance in an
accumulated way, corresponding to the difference between each objective of a solution and
the value of its next solution in the sorted list (line 11).
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Algorithm 1 Pseudocode of the HAES Algorithm

1. Input:
2. NGen //Number of Generations
3. NSol //Number of Solutions
4. SectorRange //Sector Range
5. SoB = fi, where i = 1, 2, . . . , m; //Set of Objectives
6. K //size of objectives partitioning
7. Output:
8. ParetoFront //Found Pareto Front
9. Start:
10. P0 = InitiateFirstPopulation NSol ; //generate first population randomly
11. populationPrevious = P0; //first population is the previous population
12. counterOfGeneration = 1;
13. angleRangeRank = zeros (1, 2π/SectorRange) //initialize the angle range rank
14. while (CounterofGeneration < NGen)
15. SSoB=selectSubSet(SoB, k)
16. [solutionsRanks,objectiveValues] = evaluate (populationPrevious,SSoB)
17. [crowdingDistance] = updateCrowdingDistance (populationPrevious,objectiveValues)
18. [angleRangeRank] = updateRanges (populationPrevious,solutionsRanks,
19. SectorRange,angleRangeRank, SoB) //select NSol from the previous solutions
20. selected Elites = selectElites
21. (P0,solutionsRanks,angleRangeRank,crowdingDistance, NSol)
22. offSpring = geneticOperations (selected Elites)
23. combinedPop = selectedElites || offSpring sortedCombinedPop =
24. NonNominatedSorting (combinedPop)
25. PNew = selectElites (sortedCombinedPop, angleRangeRank,NSol)
26. populationPrevious = PNew;
27. CounterofGeneration++;
28. end while
29. End

Algorithim 2 Pseudocode of calculating the crowding distance

1. Input:
2. NSol
3. objectiveValues
4. Output:
5. CrowdingDistance
6. Start:
7. crowdingDistance = zeros (NSol);
8. crowdingDistance (1) = crowdingDistance (NSol) = ∞
9. for (each i objective of objectiveValues) sortedSolutions = sort (NSol ,i);
10. for (solution j from 2 to NSol)
11. crowdingDistance (j) = crowdingDistance(j) + objectiveValues(i)− objectiveValues(i − 1);
12. end for
13. end for
14. End

The updateRanges() function is provided in Algorithm 3. It takes three variables:
Solutions, SectorRange, and SoB, as input. Additionally, it gives angleRangeRank as output.
The approach of obtaining angleRangeRank is based on performing an iterated loop in the
input Solutions and updating the counter of each sector in the SectorRange that contains
the solution, as presented in the for loop from line 10 to line 13.
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Algorithim 3 Pseudocode of updating the angle range rank

1. Input:
2. Solutions
3. SectorRange
4. SoB
5. Output:
6. angleRangeRank
7. Start
8. L = length (Solutions)
9. angleRangeRank = zeros (360/SectorRange)
10. for (i = 1 to L)
11. Ai = angle (solution(i))//angle of solution i
12. angleRangeRank (j) = map (Ai, SectorRange) + angleRangeRank (j)
13. end for
14. return angleRangeRank
15. End

The final procedure receives the pool of solutions Pool of Solutions, the rank of so-
lution Rank, the angle range rank AngleRangeRank, the array of the crowding distance
CrowdingDistance, and the number of solutions to be selected N as input and provides se-
lected solutions (Algorithm 4). The procedure performs an iterated loop for N times, where
it selects two solutions in each time and calculates three measures for each solution: rank,
angle range rank, and crowding distance. Next, the selection function determines which
one has a better rank (line 17), better angle range rank (line 19), and better crowding dis-
tance (line 21). Then, the selection process is applied by checking the condition (line 22–24)
to identify which favors a solution that has a better rank. In the case that two solutions
have the same rank, then the solution with better angle range rank is selected. If the two
solutions both have the same values of rank and angle range rank, then the approach will
select the solution that has better crowding distance. In addition, the definition of “better”
is provided for rank in line 17, for angle range rank in line 19, and for crowding distance in
line 21. The detail of the algorithm for selecting the elites is shown in Algorithm 4.

3.3. Fog Computing Closed Loop Model (FCCL)

This section presents our developed integrated objectives fog computing model FCCL.
It is composed of five main sections. Section: 3.3.1 explains the first layer which is the
fog interface. Section 3.3.2 is an overview of the task decomposer and task model. Next,
Section 3.3.3 the task dispatcher. Then, Section 3.3.4 contains the network model, and lastly,
Section 3.3.5 contains the optimization objectives.

From a fog computing perspective, our problem is formulated similarly. The fog
has an interface that receives from the user a request of executing a computational task
with the needed criterion for optimization. Next, it calls an optimization algorithm that
provides a set of non-dominated solutions with respect to the provided criteria. The
user will make a decision for selecting one among them. The criteria are denoted by
vectors y = (y1, y2, . . . ym), where {yi} denotes a criterion for fog computing optimization.
Without loss of generality, we consider five criteria, namely, Energy Consumption, Energy
Distribution, Renting Cost, and Stability.

y = (energy consumption, energy distribution, renting cost, and stability). The solu-
tions that are provided to the user gives the selected fog nodes for the execution of the
request; we are represented by vector x = (x1, x2, . . . xn). The goal is to maximize the
domination aspect of the provided solutions and their diversity. This gives the user more
variety of choices. To elaborate more, we present Figure 3, which elaborates the user giving
a request to the user interface and waiting for a set of non-dominated solutions to select
one. The fog interface communicates with the task decomposer that decomposes the task
that is requested by the user to execute in the fog network. The role of the task decomposer
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is to partition the task into subsets of independent subtasks; we call each subset a group.
Each group is executable independently on the other task.

Algorithim 4 Pseudocode of selecting the elites

1. Input:
2. Pool of Solutions
3. Rank
4. AngleRangeRank
5 CrowdingDistance
6. N //number of the selected solutions
7. Output:
8. selected solutions
9. Start:
10. for (solution = 1 to N) //number of the selected solutions
11. Select two individuals A, B randomly for an individual
12. Compute Non-domination rank (rank)
13. Compute Crowding distance (distance)
14. Compute Angle rank level (angle Range Rank)
15.
16. //Compare Solutions
17. betterRank = A_rank < B_rank
18. sameRank = A_rank == B_rank
19. betterAngleRangeRank = A_angleRangeRank > B_angleRangeRank
20. sameAngleRangeRank = A_angleRangeRank == B_angleRangeRank
21. betterCrowdingDiandstance = A_distance > B_distance
22. if (betterRank)
23. or (sameRank and betterAngleRangeRank)
24. or (sameRank and sameAngleRangeRank and betterCrowdingDistance)
25. then
26. add A to the selected solutions
27. else
28. add B to the selected solutions
29. end if
30. end for
31. End

This aspect enables shorter execution time, which is one of the metrics to be optimized.
The task decomposer communicates with the task dispatcher that is responsible for calling
the mathematical functions of the fog criterion for calculating the objective function for
any candidate solution. Obviously, the task dispatcher receives the needed information
from the fog network and the task decomposition and specification before carrying the
optimization. The optimization is carried using a multi-objective optimization algorithm
named HAES.
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3.3.1. Fog Interface

The fog interface will accept from the user two inputs. The first one is the task, and
the second one is the preference vector of the various objectives for optimizing the task.
The vector of preference between the five objectives is the five components vector, given
as pre = [pr1 pr2 pr3 pr4 pr5] with the constraint ∑5

i=1 pri = 1. The second input is the
configuration input, which is also given by a vector named con f = [itMax popSize], where
itMax denotes the maximum number of iterations, and popSize denotes the size of the
population. Assuming that there is more interest in the time execution (makespan) and
stability, the second interest is in the cost, and the third interest in the energy consumption
and the energy balance, then the value of pre =

(
1× pr, 1× pr, 1

2 × pr, 1
3 × pr, 1

3 × pr
)

.

This implies, 1× pr + 1× pr + 1
2 × pr + 1

3 × pr + 1
3 × pr = 1. Then, pr = 6/19.

3.3.2. Task Decomposer and Task Model

The logical decomposition of data fusion tasks is a fundamental process in the design
of systems aiming at combining multiple and heterogeneous cues collected by sensors. In
recent years, a relevant body of research has focused on formalizing logical models for
multi-sensor data fusion in order to propose appropriate and general task decomposition.
Therefore, we suggest a task decomposer, which is elaborated in Figure 4, to decompose
the data and classify based on priority. The role of the task’s decomposer is to decompose
the tasks into a set of independent tasks; we denote them into groups G = {G1, G2, . . . GN}.
Example 1 went particularly into decomposing and classifying the tasks.

171



Sensors 2021, 21, 558

Sensors 2021, 21, x FOR PEER REVIEW 12 of 28 
 

 

The fog interface will accept from the user two inputs. The first one is the task, and 

the second one is the preference vector of the various objectives for optimizing the task. 

The vector of preference between the five objectives is the five components vector, given 

as 𝑝𝑟𝑒 = [𝑝𝑟1 𝑝𝑟2 𝑝𝑟3 𝑝𝑟4 𝑝𝑟5] with the constraint ∑ 𝑝𝑟𝑖
5
𝑖=1 = 1. The second input is the con-

figuration input, which is also given by a vector named 𝑐𝑜𝑛𝑓 = [𝑖𝑡𝑀𝑎𝑥 𝑝𝑜𝑝𝑆𝑖𝑧𝑒], where 

𝑖𝑡𝑀𝑎𝑥 denotes the maximum number of iterations, and 𝑝𝑜𝑝𝑆𝑖𝑧𝑒 denotes the size of the 

population. Assuming that there is more interest in the time execution (makespan) and 

stability, the second interest is in the cost, and the third interest in the energy consumption 

and the energy balance, then the value of 𝑝𝑟𝑒 = (1 × 𝑝𝑟, 1 × 𝑝𝑟,
1

2
× pr,

1

3
× pr,

1

3
× pr). This 

implies, 1 × 𝑝𝑟 + 1 × 𝑝𝑟 +
1

2
× pr +

1

3
× pr +

1

3
× pr = 1. Then, 𝑝𝑟 = 6/19. 

3.3.2. Task Decomposer and Task Model 

The logical decomposition of data fusion tasks is a fundamental process in the design 

of systems aiming at combining multiple and heterogeneous cues collected by sensors. In 

recent years, a relevant body of research has focused on formalizing logical models for 

multi-sensor data fusion in order to propose appropriate and general task decomposition. 

Therefore, we suggest a task decomposer, which is elaborated in Figure 4, to decompose 

the data and classify based on priority. The role of the task’s decomposer is to decompose 

the tasks into a set of independent tasks; we denote them into groups 𝐺 = {𝐺1, 𝐺2, … 𝐺𝑁}. 

Example 1 went particularly into decomposing and classifying the tasks. 

This component has the role of accepting the task from the user. The task itself is 

modeled as a directed graph 𝐷𝐺(𝑉, 𝐸), where 𝑉𝑡 = {𝑡1, 𝑡2, … 𝑡𝑚}, 𝐸 = {𝑒1, 𝑒2, … 𝑒𝑘}, where 

𝑚 denotes the number of tasks in the graph and 𝑘 denotes the number of directed edges. 

Where each edge 𝑒𝑖 = (𝑡𝑚1, 𝑡𝑚2), it denotes that 𝑡𝑚2 is dependent on 𝑡𝑚1. Another piece 

of information that is related to the task and has to be provided by the interface is the 

workload of tasks in terms of both computation and communication, where the computa-

tion is described by set 𝑃 = {𝑃1, 𝑃2, … 𝑃𝑚}, where each 𝑃𝑖  denotes the computation that is 

the number of a clock for the task 𝑃𝑖 , and the communication load is described by the set 

𝐿 = {𝐿1, 𝐿2 … . 𝐿𝑚}, where 𝐿𝑖  represents the communication loads, which describes the to-

tal length of data to be exchanged among selected nodes for executing the task. 

Example 1: 

Task decomposer will classify the nodes in the network into groups, and each group 

depends on the number of nodes in the fog network. In addition, its direct graph, which 

is the fog nodes, will forward the request to the next node. The result of the task decom-

poser is set of three groups as 𝐺1 = {1,2,3}, 𝐺2  = {4,5}, and 𝐺3 = {6,7,8,9}. As we see, the 

tasks in each group are independent of each other, and they can be processed in any order. 

 

Figure 4. Task Decomposer. 

  

Figure 4. Task Decomposer.

This component has the role of accepting the task from the user. The task itself is
modeled as a directed graph DG(V, E), where Vt = {t1, t2, . . . tm}, E = {e1, e2, . . . ek},
where m denotes the number of tasks in the graph and k denotes the number of directed
edges. Where each edge ei = (tm1, tm2), it denotes that tm2 is dependent on tm1. Another
piece of information that is related to the task and has to be provided by the interface
is the workload of tasks in terms of both computation and communication, where the
computation is described by set P = {P1, P2, . . . Pm}, where each Pi denotes the computation
that is the number of a clock for the task Pi, and the communication load is described by
the set L = {L1, L2 . . . .Lm}, where Li represents the communication loads, which describes
the total length of data to be exchanged among selected nodes for executing the task.

Example 1:
Task decomposer will classify the nodes in the network into groups, and each group

depends on the number of nodes in the fog network. In addition, its direct graph, which is
the fog nodes, will forward the request to the next node. The result of the task decomposer
is set of three groups as G1 = {1,2,3}, G2 = {4,5}, and G3 = {6,7,8,9}. As we see, the tasks in
each group are independent of each other, and they can be processed in any order.

3.3.3. Task Dispatcher

The task dispatcher is responsible for allocating certain nodes in the fog network
for the execution of the sub-tasks that result from the task decomposer. It contains the
optimization algorithm HAES, which was presented in Section 3.2.3. The fog computing
closed loop is presented in Section 3.3.

3.3.4. Network Model

We assume that the network is an undirected graph UDG(Vn, En), where V =
{n1, n2 . . . nn}, where n denotes the number of nodes in the network. E =

{(
ni, nj

)}

where ni, nj ∈ V. Assuming that the nodes have wireless connections between each other,
then we are interested in the distance between every two nodes. Each node i has a rate
of computational energy consumption ei [ j

sec ], and each two nodes ni, nj ∈ V, have dis-
tance between them, which is given as dij = d

(
ni, nj

)
. In addition, we assume that each

node ni has a speed for execution vi. Furthermore, we assume that each node has a maxi-
mum capacity for executing computational load p0 and maximum capacity for executing
communication load l0.

3.3.5. Optimization Objectives

We present in this section the equations of the optimization objectives. Our model
has the aspect of integrating five objectives at the same time, which makes it distinguished
from other models in the literature.

A. Time Latency
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Time latency is an expression of how much time it takes for a packet of data to get
from one designated point to another. It is sometimes measured as the time required for a
packet to be returned to its sender, which is calculated by the following formula.

T =
m

∑
i=1

n

∑
j=1

tij (5)

tij = tij
1 + tij

2 (6)

tij
1 =

Pij

vi
computation time (7)

tij
2 =

lij
B
+ tij

queue communication time (8)

where tij
queue denotes the queue waiting time. Pij denotes the task computational load that

is assigned to node i. The speed is vi of the node i. lij denotes the communication load
between i and j. Lastly, B denotes the bandwidth.

B. Energy Consumption
In order to send number packets from node A until node B, where the distance

between the two nodes is d(A, B) = d, we calculate the consumed energy as Equation (9).

e(A, B) = e(d) =

{ (
eelec + εampd2)l(A, B) f or transmit

eelecl(A, B) f or receive
(9)

where eelec denotes energy consumption for operating the radio model for each bit in the
data. d denotes distance between the two nodes A, B. The coefficient of transmit amplifier
given by εamp. l(A, B) denotes the number of bits to be sent from node A to node B.

Based on the term e(A, B) = eA,B, l(A, B) = lA,B, we can calculate the total
energy consumption based on terms Ecomp, Ecomm, which represent the computation en-
ergy consumption and communication energy, respectively. The total energy is given in
Equation (10), the computation energy is given in Equation (11), and the communication
energy is given in Equation (12).

E = Ecomp + Ecomm (10)

Ecomp =
n

∑
i = 1

eiti (11)

where ei denotes to the energy consumption because of execution in node i, ti denotes to the
time allocation of the node i, ei,j denotes the energy consumption because of communication
between nodes i and j, and l(i, j) number of bits transferred between nodes i and j.

Ecomm =
m

∑
i,j, i 6=j

ei,jli,j (12)

C. Energy Distribution
This term indicates the differences among the nodes in terms of the energy levels.

The term is calculated as the standard deviation of the node’s energy as it is given in
Equation (13).

Eσ =

√
∑n

i=1 (Ei − E)2

n− 1
(13)

where Ei denotes the consumed energy of node i; E denotes the average consumed energy
of all nodes. n denotes the total number of nodes.

D. Renting Cost
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The renting cost is defined as the total cost of rent, which is the summation of node i
rental rate ri multiplied by the time of allocating the node according to Equation (14).

C =
n

∑
i=1

tiri (14)

where ri denotes the renting rate of the node i. ti denotes the time of allocating the node i.
E. Stability
This term indicates the total stability of the task execution. It is calculated as the

summation of the reliability percentage of a certain node rri multiplied by the time of
allocating the nodes. The calculation is depicted in Equation (15).

S =
n

∑
i=1

tirri (15)

where rri denotes to the reliability rate of the node ni, and ti denotes the time of allocating
the fog node i.

F. Constraints
Before assigning any given solution to the fog network, it is needed to assure that it

meets the constraints. Basically, there are two types of constraints that should be satisfied.
The first one is the connectivity constraint, which states that any sub-network is assigned
an execution of a task; it should be connected in order to execute the task that is assigned
to the sub-network. The second constraint is named the load constraint. It states that for
a task T with computational load P and communication load L, it should be allocated at
least N0 for execution. The value N0 is calculated based on Equation (16).

{
N0 = Max

(
L
L0

, P
P0

)

N ≥ N0
(16)

4. Experimental Design and Parameters Setup

This section comprises three categories for presenting the evaluation of the proposed
model and base benchmarks used in the evaluation. The first category, in Section 4.1, is the
evaluation metrics of HAES and FCCL models. This section talks specifically about the
most common and standard evaluation measures, which are hyper-volume, non-dominated
solution, generational distance measure, inverse relative generational distance measure,
delta metric measure, and set coverage measure. In addition, the parameters for HAES
mode with base models. The second category, Section 4.2, is a dedicated section that
presents the multi-objective mathematical functions that will test HAES and compare it
with state-of-the-art approaches. The third, Section 4.3, presents the parameters for the
FCCL model.

4.1. Evaluation Metrics of HAES and FCCL

This section presents the evaluation metrics that are used for evaluating our developed
approaches, which are HAES and FCCL. Fog computing evaluation metrics are the same
objectives that are used for optimization. We present the hyper-volume in sub-section A
Next, we present the number of non-dominated solutions in sub-section B. Afterward, the
generational distance is presented in sub-section C. Next, the inverse relative generational
distance measure in sub-section D, and the delta metric is provided in sub-section E. Lastly,
set coverage is giving in sub-section F.

A. Hyper Volume (HV) Measure
The hyper volume (HV) metric is widely used in evolutionary MOO to evaluate the

performance of the searching algorithm [36]. It computes the volume of the dominated
portion of the objective space related to the worst solution. This region is the union of the
hypercube, with its diagonal as the distance between the reference point and a solution X
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from the Pareto Set (PS). High values of this measure present the desirable solutions. HV is
presented by the following (Equation (17)):

HV = volume(∪x∈Ps Hyper Cube (x)). (17)

B. Number of Non-Dominated Solutions (NDS)
The number of non-dominated solutions (NDS), which expresses the effectiveness of

the optimization algorithm [37], can be calculated as the cardinality of PS as (18):

NDS(N) = |Ps|. (18)

C. Generational Distance Measure (GDM)
This metric, also called the GD metric [38], is a measure to evaluate the performance of

a found Pareto Set (PS) compared with a reference point set (a true Pareto set (PS)). This
measure is based on the distance among obtained solutions and reference points, which is
calculated as follows (Equation (19)):

GD(Ps, PT) =

(
∑
|Ps |
i=1 d2

i

) 1
2

|Ps|
. (19)

D. Inverse Relative Generational Distance Measure (IRGD)
Inverse Relative Generational Distance Measure (IRGD)
Another metric that is used is the inverse Relative Generational Distance or IRGD,

and it is given in Equation (20).

IRGD(Ps, PT) =
|Ps|

(
∑
|Ps |
i=1 d2

i

) 1
2

. (20)

E. Delta Metric Measure
The delta or diversity metric ∆ shows the extent to which it achieves the spread [14].

The delta measure receives the non-dominated set of solutions and provides the diversity
metric, and can be computed according to the following equation:

∆ =
d f + dI + ∑N−1

i=1 |di − d−|
d f + dI(N − 1)d−

(21)

where N is the number of solutions, d f and di, the Euclidean detachments between the
extreme and border solutions, and d is all the consecutive distances, di (i = 1, 2, . . . , N − 1).
This measure is required to be slight and maintained to be less, because this measure indicates
uniform distribution. In addition, it provides various selections to the decision-maker.

F. Set Coverage Measure
Set coverage measure [37], also called C metric, compares the Pareto sets Ps1 and Ps2

and can be identified by (22):

C(Ps1, Ps2) =
|{y ∈ Ps2|3x ∈ Ps1 : y ≺ x}|

Ps2
(22)

C equals the ratio of nondominated solutions in Ps2 dominated by non-dominated
solutions in Ps1 to the number of solutions in Ps2. Thus, when evaluating a set Ps, the value
of C(X; Ps) must be minimized for all Pareto sets X.

4.2. Multi-Objective Mathematical Functions

The algorithms are evaluated based on various relevant MOO mathematical functions.
The formulas, optimization range, and true PF of each mathematical function are provided
in Table 3. They have been used in most of the existing studies on MOO optimization as
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the benchmarking functions. The convexity is different for each function. Table 3 shows
the bounds of the variables and the optimal solutions or PFs. In this way, our proposed
approach can be validated against critical MMO measures. We selected three approaches,
NSGA-II, NSGA-III, and MOGA-AQCD, which were presented in the background section,
as the three relevant benchmarks to evaluate HAES.

To make the study quantitative, ten experiments are performed for each function using
different seeds. This study also refers to the previous studies so that the same methodol-
ogy of evaluation as of Multi-Objective Evolutionary Algorithms (MOEAs) is performed.
The test function is chosen based on the well-known studies, including Fleming’s study
(FON) [39], Kursawe’s study (KUR) [40], Poloni’s study (POL) [41], and Schaffer’s study
(SCH) [42]. We then followed those guidelines and suggested six test problems, in which
five of them are presented in Table 3, call ZDT1, ZDT2, ZDT3, ZDT4, and ZDT6. All
problems have two objective functions, and none of these problems has any constraint. In
addition, the number of variables, the bounds, the Pareto-optimal solutions, and the nature
of the Pareto-optimal front for each problem.

Table 3. Mathematical functions for evaluating MOO measures.

Prob-
lem n Variable

Bounds Objective Function Optimal Solution Remark

FON 3 [−4, 4]

f 1 (x) =

1− exp

(
−

3
∑

i=1

(
xi− 1

1√
3

)2
)

f 2 (x) =

1− exp

(
−

3
∑

i=1

(
xi− 1

1√
3

)2
)

x1 = x2 = x3 Non-convex

KUR 3 [−5, 5]

f1(x) =
n−1
∑

i=1

(
−10 exp

(
−0.2

√
x2

i + x2
i + 1

))

f (x) =
n
∑

i=1

(∣∣xi
∣∣ 0.8 + 5 sin x3

i
)

[43] Non-convex

POL 2 [−π, π]

f1(x) =[
1 + (A1 − B1)

2 + (A2 − B2)
2
]

f2(x) =
[
(x1 + 3)2 + (x2 + 1)2

] [43] Non-
convexDisconnected

SCH 1 [10−3, 103]
f1(x) = x2

f2(x) = (x− 2)2 X ∈ [0, 2] Convex

ZDT1 30 [0, 1]

f1(x) =
n−1
∑

i=1
(−10 exp(−0.2

√
x2

i + x2
i+1

f2 (x) =
n
∑

i=1
( |xi| 0.8 + 5 sin x3

i )

x1 ∈ [0, 1]
xi = 0

i = 2, 3, . . . ., n
Convex

ZDT2 30 [0, 1]

f1(x) = x1

f2(x) = g(x)
[
1− (x1/gx)

2
]

g(x) = 1 + 9
(

n
∑

i=2
xi

)
/(n− 1)

x1 ∈ [0, 1]
xi = 0

i = 2, 3, . . . ., n
Non-convex

ZDT3 30 [0, 1]

f1(x) = x1
f2(x) =

g(x)
[

1−
√

x1
g(x) − x1

g(x) sin(10 π x1)

]

g(x) = 1 + 9
(

n
∑

i=2
xi

)
/(n− 1)

x1 ∈ [0, 1]
xi = 0

i = 2, 3, . . . ., n

Convex,
Disconnected
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Table 3. Cont.

Prob-
lem n Variable

Bounds Objective Function Optimal Solution Remark

ZDT4 10 [0, 1]
[−5, 5]

f1 = x1

f2 = g(x)
[

1− (
f1
g )

0.5
]

g = 1 + 10(N − 1) +
N
∑

i=2

(
x2

i − 10 cos(4πxi)
)

Non-convex

ZDT6 10 [0, 1]

f1(x) =
1− exp(−4x1) sin6 (6πx1)

f2(x) = g(x)
[

1− (
f1(x)
g(x) )

2
]

g(x) =

1 + 9
[(

n
∑

i=2
xi

)
/(n− 1)

] 0.25

x1 ∈ [0, 1]
xi = 0

i = 2, 3, . . . ., n

Convex,
non-uniformly

spaced

The implementation is conducted using MATLAB 2019b. The parameters for NSGA-II,
NSGA-III, MOGA-AQCD, and HAES are given in Tables 4 and 5. The same number of
solutions and generation was used for all the algorithms in order to have a fair comparison.
An increase in the number of solutions and generations typically yields better performance
results. The numbers of the population and generations are selected to be (100) and (500),
respectively. The parameters of the crossover are determined based on two parts: fraction
and ratio. The fraction is selected to be 2/n, where n denotes the solution length and the
ratio is selected to be 1,2. For the scale of the mutation, we selected the value of 0,1. These
values are the default ones that are used by the MATLAB optimization package.

Table 4. Parameters of NSGA-II, MOGA-AQCD, and HAES.

Parameters NSGA-II MOGA-AQCD HAES

No. of solution 100 100 100
No. of generation 500 500 500

Crossover option Fraction 2/n 2/n 2/n
Ratio 1,2 1,2 1,2

Mutation option
Fraction 2/n 2/n 2/n

Scale 0,1 0,1 0,10
Shrink 0.5 0.5 0.5

Quantification of angle
space (α) N/A 10−7 for all test except

KUR 5× 10−7
10−7 for all test except

KUR 5× 10−7

Table 5. Parameters of NSGA-III.

Parameters NSGA-III

No. of Solution 100
No. of Generation 500

Crossover Percentage 0.5

Mutation Option Mutation Percentage 0.5
Mutation Rate 0.02

Number of Divisions 10

These selected numbers are to obtain the PF within a balanced time. However, increas-
ing both or one of them yields highly dominated solutions, given extensive exploration
will be conducted in the searching space.

4.3. HAES Evaluation Based on FCCL Model

The evaluation is done based on population size 200 and number of generations 200.
We run the model on 10 experiments. Each experiment is conducted on a different value of
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the quantization, α = {20, 23, 25, 28, 30, 33, 35, 37, 40, 45}. In addition, each experiment is
repeated 10 times with different values of seed, which are given in Table 6. The results are
decomposed into two sub-sections. The first one is the presentation of the results of the
multi-objective mathematical functions, and the second one is the results of the evaluation
of the fog computing closed-loop model.

Table 6. Table of parameters used for evaluation FCCL Model.

Parameter Value

Population size 200
Number of generations 200

Number of random experiments 10
α {20, 23, 25, 28, 30, 33, 35, 37, 40, 45}

Number of nodes 30
Number of tasks 6

Number of objectives 5
Crossover 1.2
Mutation 0.5, 1.5

5. Evolution and Enhanced Model Results

This part presents the results of the two models, HAES and FCCL, and discuss
the experiment results comparing to the other models and their differences. Section 5.1
elaborates on the first phase which is the optimization of HAES with three benchmarks
as follows NSGA-II, NSGA-III, and MOGA-AQCD; Section 5.2, the second phase, is the
model of FCCL and the comparison of our model with the same benchmarks for phase one.

5.1. HAES Experimental Investigation and Results

The evaluation of the HAES algorithm is performed firstly based on mathematical
functions with a challenging MOO nature as follows: FON, KUR, POL, SCH, ZDT1, ZDT2,
ZDT3, ZDT4, and ZDT6. It presents the Pareto front, average hyper volume metric, average
non-dominated solutions metric, an average of delta metric, and the average of generational
distance metric, respectively, in each figure for HAES and other three benchmarks. As we
observe in Figure 5, the Pareto front is plotted with two axes figures, because each of the
mathematical functions has two objectives. Considering that HAES has an exploiting nature
that enables the algorithm to each more dominant solution even if the regions of exploration
were less, this has made it more capable of minimizing the values of the objectives.

In order to present this clearly, we show for each mathematical function two scales: the
first one shows the general Pareto at the top and the second one shows the area of solutions
found by HAES at the bottom. The Pareto front was lower for the functions FON, POL, SCH,
ZDT1, ZDT2, ZDT3, and ZDT4, which is more domination with respect to these functions.
The only function that has not achieved lower values of the Pareto front is KUR. However,
HAES has achieved a more diverse Pareto front for KUR compared with the benchmarks.
Figure 5 elaborate on the results for mathematical functions for each metric particularly.

In order to identify the superiority in terms of domination, we provide two tables:
the first one is showing the domination of the benchmarks over HAES in Table 7, and the
second shows the domination of HAES over the benchmarks in Table 8. As can be seen, the
values in Table 7 are higher than their corresponding values in Table 8, which means that
HAES is more dominant over the MOGA-AQCD, NSGA-III, and NSGA-II.
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Table 7. Average set coverage values of HAES compared to those of MOGA-AQCD, NSGA-III,
and NSGA-II.

Functions MOGA-AQCD NSGA-III NSGA-II

FON 1.100 × 10−2 3.000 × 10−2 1.500 × 10−2

KUR 3.100 × 10−2 2.290 × 10−1 2.700 × 10−2

POL 8.000 × 10−3 1.000 × 10−3 4.000 × 10−2

SCH 2.000 × 10−3 6.880 × 10−1 2.000 × 10−3

ZDT1 0.000 × 10−0 0.000 × 10−0 1.500 × 10−2

ZDT2 0.000 × 10−0 0.000 × 10−0 0.000 × 10−0

ZDT3 6.000 × 10−3 0.000 × 10−0 1.500 × 10−2

ZDT4 4.815 × 10−2 6.000 × 10−1 9.000 × 10−2

ZDT6 2.750 × 10−1 0.000 × 10−0 2.710 × 10−1
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Table 8. Average set coverage of MOGA-AQCD, NSGA-III, and NSGA-II compared to that of HAES.

Functions MOGA-AQCD NSGA-III NSGA-II

FON 0.000 × 10−0 0.000 × 10−0 0.000 × 10−0

KUR 8.140 × 10−3 7.488 × 10−3 1.279 × 10−2

POL 1.000 × 10−3 0.000 × 10−0 1.300 × 10−2

SCH 2.000 × 10−3 0.000 × 10−0 2.000 × 10−3

ZDT1 0.000 × 10−0 1.000 × 10−0 3.000 × 10−3

ZDT2 0.000 × 10−0 1.000 × 10−0 0.000 × 10−0

ZDT3 0.000 × 10−0 1.000 × 10−0 0.000 × 10−0

ZDT4 0.0481209 0 0.1139833
ZDT6 0 1 0

In order to assess the performance of HEAS in terms of the richness of the found
solutions compared with the benchmarks, we present the hyper-volume. As it is shown in
Table 9, ZDT6 has accomplished high hyper-volume only for KUR and ZDT6, while it was
less for the other functions. This is interpreted as more domination of solutions that was
accomplished for HAES compared with the benchmarks. This makes it more challenging to
obtain high hyper-volume compared with MOGA-AQCD, NSGA-II, and NSGA-III, which
has generated a lower dominant Pareto front.

Table 9. Average of MOO metrics for benchmarking mathematical functions.

Problems Evaluation Measure HAES MOGA-
AQCD NSGA-III NSGA-II

FON

Average of Hyper Volume 5.685 0.298 0.089 0.297
Average Non-Dominated Solutions 100 100 100 100

Delta Metric 0.991 0.196 1.011 0.281
Average Generational Distance 0.00109 0.001199 0.001483 0.001199

KUR

Average of Hyper Volume 15.85 25.66 2.316 25.67
Average Non-Dominated Solutions 61.8 100 100 100

Delta Metric 0.8695 0.3695 1.035 0.4129
Average Generational Distance 0.01893 0.006606 0.07131 0.006420

POL

Average of Hyper Volume 0.4963 368.2 17.45 369.1
Average Non-Dominated Solutions 100 100 100 100

Delta Metric 0.9289 1.308 1.026 0.9444
Average Generational Distance 0.001193 0.007846 0.204 0.008936

SCH

Average of Hyper Volume 0.02784 13.26 17.45 13.26
Average Non-Dominated Solutions 100 100 100 100

Delta Metric 1.057 0.6812 1.021 0.6812
Average Generational Distance 0.001227 0.0008915 1.15 0.0008915

ZDT1

Average of Hyper Volume 0.0012 0.6591 187.1 0.6579
Average Non-Dominated Solutions 100 100 66 100

Delta Metric 0.9863 0.4984 0.9223 0.6562
Average Generational Distance 7.92 × 10−4 4.18 × 10−4 10.9096 5.02 × 10−4

ZDT2

Average of Hyper Volume 1.6993 0.3274 0.3247 2.1159
Averages Non-Dominated Solutions 100 100 13.8 100

Delta Metric 0.9985 0.3258 1.295 0.6794
Average Generational Distance 0.0011 5.06 × 10−4 2.31 × 1011 5.31 × 10−4

ZDT3

Average of Hyper Volume 0.0012 0.7763 341.5 0.7771
Average Non-Dominated Solutions 100 100 39.1 100

Delta Metric 0.9915 0.7661 0.9718 0.7541
Average Generational Distance 5.55 × 10−4 6.81 × 10−4 14.3872 6.60 × 10−4
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Table 9. Cont.

Problems Evaluation Measure HAES MOGA-
AQCD NSGA-III NSGA-II

ZDT4

Average of Hyper Volume 0.2211 0.6407 0.829 0.6119
Average Non-Dominated Solutions 87.3 100 67.6 100

Delta Metric 1.014 0.4384 1.013 0.3854
Average Generational Distance 9.05 × 10−4 0.0012 7.9171 09.05 × 10−4

ZDT6

Average of Hyper Volume 0.4746 0.2646 0 0.2636
Average Non-Dominated Solutions 59.8 100 1.4 100

Delta Metric 1.214 0.635 0.9666 0.7989
Average Generational Distance 0.0363 3.35 × 10−4 3.47 × 1085 3.20 × 10−4

In addition to hyper-volume, we generated an NDS measure that indicates the number
of found solutions in the Pareto front. A higher value of NDS is equivalent to better
performance in general. However, it is important to read NDS as a secondary metric after
domination. We observe that HAES has accomplished competing values of NDS to the
benchmarks for FON, POL, ZDT1, ZDT3, ZDT4, and ZDT6. Hence, it is considered a good
performing algorithm from the perspective of not only domination, but also NDS.

The delta metric shows how much the solutions were equally distributed on the
resultant Pareto front. A lower value of the delta metric implies a more equal distribution
of the found solutions on the Pareto front. Considering that HAES’s focus is to search in an
exploiting way, it provides lower distributed solutions in the Pareto front, which makes its
value higher compared with the benchmarks and in general closer in order to the value of
delta metric of NSGA-III. On the other side, we observe that NSGA-II and MOGA-AQCD
have lower values of delta metric.

Another metric that is used to evaluate the performance of MOO is GD, which is
preferred to be lower. It shows that HAES has accomplished lower GD for FON, POL, SCH,
ZDT1, ZDT2, ZDT4, and ZDT6. We also observe that NSGA-III has suffered from relatively
higher values of GD compared with the other approaches. It is important to point out that
GD is not always correlated with the percentage of domination due to the change of scales
between one objective and the other.

5.2. FCCL Investigation and Results

This section presents the evaluation of implementing HAES on the fog computing
closed-loop model. Three main measures are presented for each of the provided configu-
rations in the experimental design, namely, IRGD, which represented the inverse of the
relative generational distance, HV, which represents the hyper volume, and NDS, which
denotes the number of non-dominated solutions. The evaluation measures are presented
with the different configurations in Figure 6. Looking at the figure, we observe that HAES
was capable of accomplishing full IRGD and NDS for configurations 23, 25, 33, and 45.
Additionally, we observe that HAES’ different configuration was not able to bring HV to
its maximum value.

For a more quantitative comparison of the difference in the performance between
HAES and other benchmarks, we generated the results of the t-test in Figure 7 for three
metrics: IRGD, HV, and set coverage. Their values reveal that HAES has outperformed
other benchmarks with respect to set coverage with a confidence of more than 70%, and
with respect to IRGD with a confidence of more than 90%. However, HAES was less
superior with respect to HV, with a confidence of more than 90%.

Looking at the hyper-volume as a secondary measure after the domination and
considering that reaching more optimal solutions might limit their spread in the objective
space, we interpret that hyper-volume of HAES has not outperformed the hyper-volume
of the benchmarks. However, we could have accomplished more optimal solutions with
HAES compared with the benchmarks, as both IRGD and set-coverage of HAES have
outperformed their corresponding values in the benchmarks.
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6. Conclusions and Future Works

This article has presented a novel formulation of the problem of fog computing
optimization with a multi-objective perspective. The covered objectives are the time
latency, the energy consumption with the energy distribution, the renting cost, and stability.
The multi-objective and the conflicting nature of the problem require adopting meta-
heuristic searching for solving it. However, due to the relatively high number of objectives,
different from the relevant existing studies in literature, this research has proposed a novel
hyper-angle genetic optimization. The role of the hyper angle is to prioritize solutions
within the same rank based on their best-accomplishing rank, which gives the algorithm
more exploitive capability. In addition, the article has adopted the concept of objective
decomposition by evaluating the approach on various sizes of sub-set of objectives for
the objective’s decomposition. Objective decomposition enables exploring the boundary
of the objective space before going to the intermediate region while searching. Such an
approach is crucial for the relatively large number of objectives. Furthermore, various
values of angle resolutions were used for the evaluation. It was found that the number of
sub-set of objectives while performing the objectives decomposition as well as the value of
the angle play an important role in the overall performance. The approach is limited in its
dependency on static parameters for both. Hence, our planned future work is to enable an
adaptive number of objectives, in which the value of the angle is investigated.
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Abstract: Kubernetes, an open-source container orchestration platform, enables high availability
and scalability through diverse autoscaling mechanisms such as Horizontal Pod Autoscaler (HPA),
Vertical Pod Autoscaler and Cluster Autoscaler. Amongst them, HPA helps provide seamless service
by dynamically scaling up and down the number of resource units, called pods, without having
to restart the whole system. Kubernetes monitors default Resource Metrics including CPU and
memory usage of host machines and their pods. On the other hand, Custom Metrics, provided by
external software such as Prometheus, are customizable to monitor a wide collection of metrics.
In this paper, we investigate HPA through diverse experiments to provide critical knowledge on
its operational behaviors. We also discuss the essential difference between Kubernetes Resource
Metrics (KRM) and Prometheus Custom Metrics (PCM) and how they affect HPA’s performance.
Lastly, we provide deeper insights and lessons on how to optimize the performance of HPA for
researchers, developers, and system administrators working with Kubernetes in the future.

Keywords: cloud computing; container orchestration; custom metrics; Docker; edge computing;
Horizontal Pod Autoscaling (HPA); Kubernetes; Prometheus; resource metrics

1. Introduction

In recent years, with the rapid emergence of cloud computing and later edge computing,
virtualization techniques have become a sensational topic for both academic research and industrial
development as they enable Cloud platforms such as Amazon Web Services (AWS) [1], Google Cloud
Platform (GCP) [2], Microsoft Azure [3] to achieve elasticity on a large scale [4]. One of the
emerging virtualization techniques is containerization technology, in which a lightweight operating
system (OS) equipped with ready-to-deploy application components is packaged into a self-sufficient
container ready to run on a host machine that supports multi-tenancy [4,5]. In the host system,
different containers run together on the same host OS and in the same Kernel, which helps reduce
storage requirements and allows them to achieve near-native performance compared to the host OS [6].

As containers can be deployed on a large scale [7], there is a tremendous need for container
orchestration platforms that are highly automatic in terms of deployment, scaling, and management.
Amongst various orchestration platforms including Docker Swarm [8], Amazon Elastic Container
Service (Amazon ECS) [9], Red Hat OpenShift Container Platform (Red Hat OCP) [10], Kubernetes [11]
has become the de facto standard for its popularity. It is an open-source platform, on which it is easy
to package and run containerized applications, workloads, and services, and provides a framework
for operating scalable distributed systems. Moreover, the containerized applications have portability
to be run on any type of OSs and cloud infrastructures [12]. Kubernetes uses Docker as a base
environment to run portable and self-sufficient containers, whose instantiations is known as Docker
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images. It provides a control plane to manage and schedule those containers to run on its cluster of host
machines, called nodes, based on their available resources and each container’s specific requirements.

In Kubernetes, one of the most important features is autoscaling because it allows containerized
applications and services to run resiliently without the necessity of human intervention. There are
three types of autoscalers provided by Kubernetes.

• Horizontal Pod Autoscaler (HPA) supports high availability by adjusting the number of execution
and resource units, known as pods [11], based on various requirements. When triggered,
HPA creates new pods to share the workloads without affecting the existing ones currently
running inside the cluster.

• Vertical Pod Autoscaler (VPA) [11] directly changes the specifications, such as requested resources,
of pods and maintains the number of working pods. Therefore, it requires restarting these pods
and thus disrupts the continuity of applications and services.

• Cluster Autoscaler (CA) [11] increases the number of nodes when it is no longer possible to
schedule pods on the existing ones. Currently, CA only works on commercial cloud platforms
such as GCP [2] and AWS [1].

To support autoscaling, Kubernetes monitors pods, applications, host machines, and cluster
statistics, called metrics. Autoscalers are triggered when these metrics reach certain thresholds.
While Kubernetes provides Resource Metrics by default, their monitoring targets are limited to CPU
and memory usage of pods and host machines. Therefore, Customizable (or simply Custom) Metrics
can be added with the assist of external software to improve the performance and flexibility of HPA.
In this paper, we consider Custom Metrics provided by Prometheus [13], an open-source project run
by Cloud Native Computing Foundation (CNCF) [14].

There have been several works that aimed to improve the performance of Kubernetes autoscalers.
For example, techniques in References [15,16] are proposed to improve CA and VPA and in
References [17,18] focused on improving the performance of HPA and resource monitoring. However,
they have not delved into the fundamental knowledge. For instance, questions such as “How does
Kubernetes HPA react to different types of metrics?”, “What are the effects of different scraping periods
of metrics on Kubernetes?” or “Is monitoring only CPU and memory usage enough for HPA?” need to
be addressed. Moreover, documents on Kubernetes and its autoscalers can be found on the official
website and several other sources on the Internet [11], but they are written on a functional point of view
or simply provide only tutorials on how to install and run Kubernetes. There is a lack of comprehensive
and fundamental analysis of Kubernetes’s operational behaviors. Therefore, in this paper, we focus on
HPA and seek to improve knowledge on the subject with the following contributions:

• Firstly, we evaluate HPA on diverse aspects such as scaling tendency, metric collection,
request processing, cluster size, scraping time, and latency with various experiments on our
testbed. Our comprehensive analysis of the results provides knowledge and insights that are not
available on the official website and other sources.

• Secondly, besides Kubernetes’s default Resource Metrics, we also evaluate HPA using Prometheus
Custom Metrics. By understanding the difference between two types of metrics, readers can have
a much firmer grasp on HPA’s operational behaviors.

• Lastly, we provide practical lessons obtained from the experiments and analysis. They could
serve as fundamental knowledge so that researchers, developers, and system administrators can
make informed decisions to optimize the performance of HPA as well as the quality of services in
Kubernetes clusters.

The rest of this paper is organized as follows. Section 2 discusses the existing literature regarding
Kubernetes and autoscaling research. Section 3 analyzes Kubernetes’s architecture while Section 4
thoroughly discusses HPA, different metrics, and the use of Readiness Probe, which helps the readers
have a better understanding of Kubernetes and HPA before going into details with performance
analysis. Section 5 derives lessons on the performance of HPA from the results of diverse experimental
scenarios. Lastly, Section 6 concludes the paper.
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2. Related Work

Kubernetes was originally developed by Google and later transferred to the CNCF [14] as
a solution to deploy, manage, and scale containerized applications efficiently in cloud data centers.
However, since it is an open-source project, Kubernetes can be configured and modified to be
a solid foundation, on which other platforms that meet specific demands can be built and developed.
The authors of Reference [19] argue that the current version of Kubernetes scheduler only takes into
consideration the virtualizable physical infrastructure including CPU and memory usage, which makes
only logical sense. However, from a corporation’s point of view, to improve the efficiency of data
centers, other conditions such as geographic location, power infrastructure, and business processes
also need to be considered. Thus, the authors propose an enhanced scheduler called Edgetic, which
forecasts the optimal placement of pods in terms of performance and power consumption.

In Reference [15], Thurgood and Lennon discuss a number of scenarios including a smart-home
environment where there is a great number of input devices while the number of users such as family
members frequently fluctuates. This presents the need for HPA and later CA when all the existing nodes
are busy. However, currently, default Kubernetes CA is only provided by cloud platform providers
such as GCP [2], thus they propose an elastic CA solution for Kubernetes called Free/Open-source
Software (FOSS). This solution employs VMware ESXi hosts as nodes and VM tools including vCenter,
Foreman for CA operations. Specifically, the vCenter server creates a VM alarm when a CPU or
memory threshold is reached at any node, which then executes a bash script creating new VM nodes
through Foreman.

In Reference [16], the authors propose a non-disruptive VPA solution called Resource Utilization
Based Autoscaling System (RUBAS) incorporating container migration. They argue that resource can
be overestimated, which leads to poor utilization rate. Thus, RUBAS calculates the actually required
resource for VPA. Moreover, the authors try to tackle the issue of having to restart pods and containers
in VPA by creating a checkpoint image using Checkpoint Restore in Userspace (CRIU). Rossi [20]
proposes a reinforcement learning model for both horizontal and vertical autoscaling. It aims to ensure
the required response times of applications. The authors of Reference [21] develop a hybrid adaptive
autoscaler, Libra. It also considers the optimal resource allocation for applications incorporating
conventional HPA. Libra is essentially a control loop of VPA and HPA. In the first phase, Libra
calculates the appropriate CPU limit with a canary application and based on this new CPU limit,
adjusts the number of pods for production applications. After that, if the load reaches the limit, the
loop is repeated.

In References [22,23], the authors argue that Kubernetes is currently using relative metrics
collected from /cgroup virtual file system through cAdvisor. These metrics can be different from the
actual CPU usage in the processors, which can be collected from the /proc file system. This dissimilarity
can cause underestimation of required resources. Therefore, the authors propose a correlation model
between relative and absolute metrics for CPU-intensive applications, which is employed to correct
relative metrics collected by Kubernetes to improve the performance of HPA. With a similar aim
in mind, the authors of Reference [24] propose several influencing factors such as the conservative
constant, which practically creates a buffer zone for metric fluctuation. Only when the metric value is
out of this zone, do HPA actions happen. Another factor is the adaptation interval between successive
scaling actions. This reduces unnecessary scaling when the metric value fluctuates.

In References [25,26], the authors apply Kubernetes into resource provisioning for containerized
fog computing applications. A network-aware scheduling algorithm that takes into account the
network infrastructure such as nodes’ CPU and RAM capacities, device types, and geographic locations
to make provisioning decisions is proposed. This algorithm, for example, can consider the round
trip delay when scheduling instances of time-critical applications. Another Kubernetes-based fog
computing platform that manages geographically distributed containers is proposed in Reference [27].
In this paper, the authors design a service called Autoscaling Broker (AS Broker) to get raw metrics
and calculate the optimal number of replicas for HPA based on both CPU and memory usage while
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reducing applications’ response time. In Reference [12], Chang et al. introduce a Kubernetes-based
cloud monitoring platform that provides a dynamic resource provisioning algorithm based on
resource utilization as well as application QoS metrics. On this platform, resource metrics are
collected and displayed using Heapster v.0.19.1 [28], InfluxDB v.0.9.4.1 [29] and Grafana v.2.1.0 [30],
while applications’ response time is calculated with Apache JMeter [31]. This data is aggregated
and input into a provisioning algorithm that essentially calculates and fetches the number of pods.
Jin-Gang et al. propose a predictive HPA algorithm for a unified communication server using Docker
in Reference [18]. The reactive scaling part of this algorithm is the same as Kubernetes’s current
algorithm. On the other hand, the algorithm also employs an auto-regressive integrated and moving
average (ARIMA) model to predict the future workload, or the number of HTTP Requests [32] to
trigger HPA and up-scales beforehand.

Another use-case for Kubernetes HPA is on API gateway systems as proposed in Reference [17].
This system is aimed to simplify internal connection to backend services. Since both the frontend and
backend services’ pods are subjects to horizontal autoscaling when necessary, their interconnections
can also increase significantly leading to the need for scaling of the gateway system as well. In this
work, the authors employ Prometheus custom metrics for HPA operations. However, which metrics
and how they are used are not mentioned. In much the same way, Dickel, Podolskiy and Gerndt [33]
propose applying Kubernetes HPA on stateful IoT gateways. While stateless applications such as HTTP
can be horizontally-scaled easily, stateful ones including WebSocket and MQTT require more attention.
For example, after HPA, there will be multiple gateway instances in the cluster. In the publish-subscribe
model over information-centric IoT networks, clients (subscribers) and servers (publishers) are required
to be connected through the same gateway. Thus, the authors design a framework for IoT gateways
using WebSocket and MQTT protocols focusing on establishing and monitoring active connections
between clients and servers. The paper also mentions utilizing Prometheus Operator’s custom
metrics [34] for HPA. However, similarly to the previously mentioned work, it does not give specific
information on how these metrics are collected, calculated, and fetched to HPA-controlling entities.

It is important to note that while the majority of the aforementioned works study Kubernetes
and its feature HPA, all of them failed to describe in detail the working principles of HPA and its
behaviors when being used with different types of metrics or under various scaling configurations such
as the scraping time. This is important for efficient development and management of containerized
applications in Kubernetes. Thus, in this paper, we first discuss the architecture of Kubernetes,
its components and their inter-communications to establish a solid foundation on the subject, which will
be helpful for the readers to have a firm grasp of HPA-related concepts, such as methods of collecting
different types of metrics, which will be explained subsequently. As far as we are aware, our paper is the
first to achieve such a task. Lastly, we rigorously experiment on a wide range of scenarios to evaluate
and analyze diverse aspects of the performance of HPA. Based on the analysis, we provide deep
insights and make suggestions on how to optimize Kubernetes HPA to help researchers, developers
and sysadmins make informed decisions.

3. Architecture of Kubernetes

In this section, we first describe the architecture of a Kubernetes cluster—the main components
and their intercommunication inside the cluster. Then, we take a closer look into how Kubernetes’s
services enable applications currently running on pods within the cluster to work as a network service.

3.1. Kubernetes Cluster

As shown in Figure 1a, each Kubernetes cluster consists of at least one master node and several
worker nodes. In practice, it is possible to have a cluster with multiple master nodes [11] to ensure
high availability of the cluster by replicating the master, so in cases where one of the masters fails,
a quorum still exists to run the cluster.
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Figure 1. (a) The architecture of Kubernetes. (b,c) Examples of YAML code for application deployment
in Kubernetes.

The most basic execution and resource unit in Kubernetes is called a pod, which contains
a container or a group of containers and instructions on how these containers should be
operated. Each pod represents an instance of an application and always belongs to a namespace.
Furthermore, pods that belong to the same application are identical and have the same specifications.
In this sense, a pod can be referred to as a replica as well. Upon the deployment of an application,
the desired number of replicas, as well as the amount of requested resource, need to be specified.
Figure 1b shows the application is created under the name Application-A in Namespace-1 and requests
for each of its pods 250Mi and 250m, of memory and CPU available. ‘’Mi” denotes ‘’Mebibyte” and
‘’m” denotes ‘’millicore”—a unique unit equal to 1/1000 of a CPU core. It is defined by Kubernetes as
a granular way to measure the CPU resource so that more than one pod can share a CPU core.

Moreover, each pod is assigned with a unique IP address [11] within the cluster as shown
in Figure 1a. This design allows Kubernetes to scale applications horizontally. For example,
when an application requires more computational resources, instead of having to adjust the
specifications of the existing pods, users can simply create another identical pod to share the load.
This additional pod’s IP address will then be included in the application’s service that routes incoming
traffic to the new pod as well as the existing ones. This will be discussed again in more detail.

3.1.1. Master Node

The master node has total control over the cluster through four main components of the Control
Plane, namely kube-apiserver, kube-controller-manager, kube-scheduler, and etcd [11] as shown in
Figure 1a.

• kube-controller-manager watches over and ensures that the cluster is running in the desired state.
For instance, an application is running with 4 pods; however, one of which is evicted or missing,
kube-controller-manager has to ensure that a new replica is created.

• kube-scheduler looks for newly created and unscheduled pods to assign them to nodes. It has
to consider several factors including nodes’ resource availability and affinity specifications.
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In the previous example, when the new pod has been created and currently unscheduled,
kube-scheduler searches for a node inside the cluster that satisfies the requirements and assigns
the pod to run on that node.

• etcd is the back storage that has all the configuration data of the cluster.
• kube-apiserver is the foundational management component that can communicate with all other

components and every change to the cluster’s state has to go through it. kube-apiserver is
also able to interact with worker nodes through kubelet, which will be discussed subsequently.
Moreover, users can manage the cluster through the master by passing kubectl commands
to kube-apiserver. In Figure 1, after running the command kubectl apply -f examA.yaml,
the specifications in this file are passed through kube-apiserver to kube-controller-manager for
replica-controlling and to kube-scheduler for scheduling pods on specific nodes. They will
reply to kube-apiserver who will then signal to these nodes to create and run the pods.
These configurations are stored in etcd as well.

3.1.2. Worker Node

Worker nodes allocate computing resources in the form of pods and run them according to the
instructions from the master.

• kubelet is a local agent that operates the pods as instructed by the master node’s kube-apiserver
and keeps them healthy and alive.

• kube-proxy (KP) allows external and internal communication to pods of the cluster. As mentioned
earlier, each pod is assigned a unique IP address upon creation. This IP addresses are used by KP
to forward traffic from within and outside of the cluster to pods.

• Container Run-time: Kubernetes can be thought of as a specialized orchestration platform
for containerized applications and thus requires container runtimes in all nodes including
the master to actually run the containers. It can run on various runtimes including Docker,
CRI-O and Containerd. Amongst those, Docker [8] is considered the most common one for
Kubernetes. By packaging containers into lightweight images, Docker allows users to automate
the deployment of containerized applications.

• CAdvisor (or Container Advisor) [35] is a tool that provides statistical running data of the local
host or the containers such as resource usage. This data can be exported to kubelet or managing
tools such as Prometheus for monitoring purposes. CAdvisor has native support for Docker and
is installed in all nodes along with Docker to be able to monitor all nodes inside the cluster.

3.2. Kubernetes Service

In Kubernetes, it is possible to access each pod internally because it has a unique IP address
that can be accessed inside the cluster. However, since pods can be created and die at any moment,
using individual pods’ IP addresses is not a plausible solution. Additionally, these IP addresses
cannot be accessed from outside the cluster, which renders user requests or communications between
applications deployed in different clusters impossible.

A solution to these cases is Kubernetes Service [11], which is an abstract object that exposes a set of
pods to be easily accessed both internally and externally. There are three types of Kubernetes Service:

• ClusterIP is assigned to a service upon creation and stays constant throughout the lifetime of this
service. ClusterIP can only be accessed internally. In Figure 1a, services A, B, and C are assigned
with three different internal IP addresses and expose three service ports 9897, 9898, and 9899,
respectively. For example, when the address 10.98.32.199:9899, which consists of the cluster IP and
exposed port of Service-C, is hit within the cluster, traffic is automatically redirected to targetPort
9899 on containers of pods of Application-C as specified in the YAML file by the keyword selector
in Figure 1c. The exact destination pod is chosen according to the selected strategy.
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• NodePort is a reserved port by the service on each node that is running pods belonging to that
service. In the example in Figure 1b, NodePort 31197 and service port 9897 are virtually coupled
together. When traffic arrives at NodePort 31197 on node A, it is routed to Service A on port
9897. Then, similarly to the previous example, the traffic is, in turn, routed to pods A-1 and A-2
on targetPort 9897. This enables pods to be accessed from even outside the cluster. For instance,
if node A’s external IP address 130.211.11.131 is accessible from the internet, by hitting the address
130.211.11.131:31197, users are actually sending requests to pods A-1 and A-2. However, it is
obvious that directly accessing nodes’ IP addresses is not an efficient strategy.

• LoadBalanceris provided by specific cloud service providers. When the cluster is deployed on
a cloud platform such as GCP [2], Azure [3] or AWS [1], it is provided with a load balancer that
can be easily accessed externally with a URL (www.my-example-app.com). All traffic to this URL
will be forwarded to nodes of the cluster on NodePort 31198 in a similar manner to the previous
example as illustrated in Figure 1a.

4. Horizontal Pod Autoscaling

In Kubernetes, HPA is a powerful feature that automatically raises the number of pods, to increase
the application’s overall computational and processing power, without having to stop the application’s
currently running instances [11]. Once successfully created, these new pods are able to share the
incoming load with the existing ones. From a technical point of view, HPA is a control loop
implemented by kube-controller-manager. By default, every period of 15 s, also known as sync
cycle, kube-controller-manager compares the collected metrics against their thresholds specified in
HPA configurations. Figure 2a shows the configurations of an HPA. ‘’minReplicas” and ‘’maxReplicas”
refer to the minimum and maximum numbers of pods that should be running in the cluster. In the
example, minReplicas and maxReplicas are 2 and 4, respectively. The Replication Controller, which is
a component of kube-controller-manager, keeps track of the replica set and ensures that no less than 2
and no more than 4 pods of this application run in the cluster at all times. The metric used for this HPA
is CPU usage. Once the average value of CPU utilization reaches a preset threshold, HPA automatically
increases the number of pods as by calculating the following

desiredReplicas =
⌈

currentReplicas ∗ currentMetricValue
desiredMetricValue

⌉
, (1)

where desiredReplicas is the number of pods after scaling, currentReplicas is the number of pods currently
running, currentMetricValue is the latest collected metric value, desiredMetricValue is the target threshold.
desiredMetricValue is actually the threshold targetAverageValue in Figure 2a.

In the example, when the currentMetricValue, which in this case is CPU usage, hits 150 m, which is
higher than the threshold desireMetricValue of 60 m, the desiredReplicas equals to d2 × (150/60)e,
or 5. However, as the maximum number of replicas is only 4, kube-controller-manager only signals
to kube-apiserver to increase 2 more replicas. After this, if the average CPU usage declines to
40 m, the desiredReplicas is d4× (40/60)e, or 3. Therefore, one of the newly created pods will be
removed. However, it is worth noting that to avoid thrashing from creating and removing pods
repeatedly as the metrics can fluctuate significantly, each newly created pod is kept running for
at least a downscale delay period before it can be removed from the cluster. This period is set
at 5 min [11]. Furthermore, it is possible for HPA to use several metrics, each of which has its
own threshold. When any of these metrics reaches its threshold, HPA scales up the cluster in the
above-mentioned manner. However, for scaling-down operations, all of these metrics are required to
be below their thresholds.

The above-mentioned metrics used by kube-controller-manager for horizontal autoscaling are
either Kubernetes’s default Resource Metrics or external Custom Metrics provided by Prometheus [13],
Microsoft Azure [3], et cetera. In the scope of this paper, we only discuss Kubernetes Resource Metrics
and Prometheus Custom Metrics, which are the most popular for HPA.
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Figure 2. (a) Examples of YAML code for configuring HPA and Readiness Probe in Kubernetes.
(b) Horizontal Pod Autoscaling’s (HPA) architecture.

4.1. Kubernetes Resource Metrics

As shown in Figure 2b, cAdvisor acts as a monitoring agent to collect core metrics, such as CPU,
memory usage, of the host machines and running pods, and publish these metrics through an HTTP
port. For example, in Figure 2b, cAdvisor is currently monitoring 4 existing pods A-1, A-2, B-1, and
B-2. With the help of kubelet, the Metrics-Server scrapes these metrics periodically. The default
scraping period is 60 s and can be adjusted by changing Metrics-Server’s deployment configurations.
Then, the Metrics-Server exposes them to the Metrics Aggregator in kube-apiserver as CPU and
memory usage of individual pods and nodes, whose average values will be calculated and fetched
to HPA. This is referred to as the resource metrics pipeline [11]. Kubernetes Resource Metrics can be
checked manually by passing commands kubectl top pod and kubectl top node to kube-apiserver.

4.2. Prometheus Custom Metrics

Prometheus [13] allows flexible monitoring as it exposes monitored targets as endpoints and
periodically pulls their metrics through an HTTP server. It can monitor a wide range of targets
including nodes, pods, services, or even itself. The monitoring operation for each of these targets is
called a job. While Prometheus has its default global scraping period of 60 s, its jobs can have their own
scraping periods. For jobs that are too short-lived to be scraped, Prometheus has component called
Pushgateway into which these jobs can directly push their metrics once they exit. Then, by exposing
the Pushgateway as an endpoint as well, Prometheus can scrape these metrics later even after the jobs
have been terminated. As shown in Figure 2b, Prometheus scrapes metrics from existing pods A-1,
A-2, B-1, and B-2 with a job called kubernetes-pods.

The scraped data is then stored in the form of time series in the Time Series Database (TSDB),
which is exposed to the Prometheus Adapter [36], which is written in PromQL (Prometheus Query
Language)—a functional query language [13] and has several queries to actually process raw time
series metrics. For example, query rate(http_requests_total[1m]) returns the per-second average rate of
the time series collected within 1 min. The number of the time series depends on the scraping period.
A 15-s scraping period would result in a total of 4 time series for the above query.
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Once the queries are finished, the resulted metrics will be sent to the Metrics Aggregator in the
kube-apiserver and by which fetched to the HPA. While the Metrics-Server can monitor only CPU
and memory usage, Prometheus can offer a variety of custom metrics. The metric in the previous
example can be employed as the average arrival rate of HTTP requests, which can be added to the
HPA in Figure 2a. Therefore, in this case, where there are two input metrics, HPA scales up whenever
either one of the metrics has reached its threshold and scales down when both metrics are below
their thresholds.

4.3. Readiness Probe

In most cases, pods are not ready to serve traffic immediately after their creation as they may
have to load data or configurations. Therefore, if traffic is sent to these newly created pods during
their startup time, the requests will obviously be failed. As a solution, Kubernetes provides a feature
named Readiness Probe [11], which checks the statuses of new pods and only allow traffic to them
once they are Ready. In Figure 2a, the initialDelaySeconds, defines the amount of time between the
pods’ creation and when they are first checked for readiness. If, after the check, the pods are still not
ready, Kubernetes will check again periodically every periodSeconds. In this example, once pods B-3
and B-4 are created, Kubernetes gives it 5 s to startup and get ready. After the first readiness check,
if the pod’s status is ready, it will start serving incoming traffic immediately. On the other hand, if it
is not, Kubernetes checks every 10 s for 3 more times, which is defined by failureThreshold, before
giving up and deciding to reset or deem the pod Unready based on preset configurations.

5. Performance Evaluations

In this section, we describe our experimental setup before showcasing and discussing evaluation
results in detail to confirm our understanding of Kubernetes and its HPA feature. We also provide
analysis and deep insights on how to optimize HPA.

5.1. Experimental Setups

We set up a Kubernetes cluster of 5 nodes, consisting of 1 master node and 4 worker nodes,
inside a physical machine that runs on Intel(R) Core (TM) i7-8700 @ 3.20Ghz * 12. Each node of the
cluster runs a virtual machine with Ubuntu 18.04.3 LTS operating system, Docker version 18.09.7,
Kubernetes version 1.15.1. Regarding computing capabilities, the master is allocated 4 core processors
and 8GB of RAM, compared to 2 core processors and 2GB of RAM for each of the worker nodes.
Moreover, Gatling open-source version 3.3.1 [37] is employed as the load generator that sends HTTP
requests to our application through a designated NodePort on each worker node.

Our application is designed to be CPU-extensive. In other words, once it successfully receives
a HTTP request, it uses CPU resource until sending back a response to the source. The CPU request
and limit of each replica are 100 m and 200 m, respectively. The number of replicas ranges from the
minimum of 4 (average of 1 replica/node) to the maximum 24 (average of 6 replicas/node).

All experiments are run for 300 s. During the first 100 s, the average incoming request rate sent
by Gatling is approximately 1800 requests/s, while it is roughly 600 requests/s for the next 100 s,
which generates a total of 240,000 requests. We define these two periods as high traffic period (HTP)
and low traffic period (LTP), respectively. The rest of the simulation time is used for observing the
decrease of metrics while there are no arriving requests. In this paper, we test Kubernetes HPA’s
performances in 7 different experiments. Each experiment is repeated 10 times to ensure its accuracy.

5.2. Experimental Results

5.2.1. HPA Performances with Default Kubernetes Resource Metrics

Setup. Metrics’ scraping period is set at the default value of 60 s.
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Goal. We aim to evaluate the performance of HPA using default Kubernetes Resource
Metrics (KRM) in terms of CPU usage, numbers of replicas and failed requests under the default
scraping period.

Looking into Figure 3a, the average CPU usage increases to the limit because of the high rate
of requests. After that, it decreases as the number of replicas is raised. It can be observed that
the most striking point is that the metric value of CPU usage changes every scraping period (60 s).
This is because Kubelet only scrapes the raw metrics from cAdvisor at the beginning of a scraping
cycle. Then, the metrics are reported without any modification to the Metrics-Aggregator through
the Metrics-Server. In other words, the reported values of the metrics are exactly equal to the
scraped values.

Figure 3. HPA using default Kubernetes Resource Metrics (KRM). (a) The average CPU usage and
the scaling of the replica set. (b) The total number of the failed requests. (c) The timeline of the
failed requests.

The first scaling action expanding the replica set to 8 happens around 50th second as a result of
the increase in the metric value between 35th and 40th second. After that, as the metric value reaches
the maximum of 200%, the replica set is expanded again to 15 at 65th second. However, the third
scaling action happens at 110th s, which is 55 s later, even though the CPU usage is still high. This is
due to a very important characteristic of HPA. By default, HPA checks the metric value every 15 s.
At the time of checking, if there is no change in the value compared to the last check, it is deemed
unnecessary to adjust the number of replicas. We can see that from 40th to 100th second, which is
exactly one scraping cycle, the CPU usage does not change. After this, it decreases to about 180%,
which actually triggers the third scaling action to 21 replicas. Here, the metric value again remains
stable until 160th s, where it begins to drop and does not cause any more scaling-ups. The number of
replica remains stable until the end of the experiment because HPA has to wait for 5 min from the last
scaling-up to scale down. This design aims to avoid thrashing caused by continuous scaling actions.

Figure 3b,c show the number of failed requests and the time of failures. These requests are refused
during the scaling operations, because newly created pods are not ready to serve traffic. Any requests
routed to them during this time will be failed. Furthermore, we can see that the first scaling-ups cause
the majority of failed requests because it happens during the HTP. The high request rate causes more
requests to be refused. As opposed to this, the third scaling-up causes only a small number of failures.

In conclusion, it is important to note that Kubernetes HPA is designed to check the metric value
periodically and decision-making on scaling depends on whether the metric value is changed compared
to the last check. In addition, since KRM’s value is only changed every scraping period, the number of
created replicas depends on this factor. Therefore, the next experiment analyzes the effect of the length
of the scraping period on HPA’s performance.
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5.2.2. HPA Performances with Default Kubernetes Resource Metrics and Different Scraping Periods

Setup. KRM’s scraping period is adjusted to 15 s, 30 s, and 60 s, respectively.
Goal. We aim to investigate the effect of different scarping periods on HPA’s performance.
Figure 4 shows the performance of HPA using KRM with three different scraping periods of

15 s, 30 s, and 60 s. In Figure 4a–c, we can see that the trend of metric values still follows the pattern
described earlier. The values change every scraping period for all three cases. In other words, as the
period is lengthened, the metric values remain at the same level for a longer amount of time.

Figure 4. HPA using default Kubernetes Resource Metrics (KRM). (a–c) The average CPU usage and
the scaling of the replica set for scraping periods of 15 s, 30 s, and 60 s, respectively. (d–f) The total
number of the failed requests for scraping periods of 15 s, 30 s, and 60 s, respectively.

However, the maximum number of replicas tends to decrease as the scraping period increases.
In Figure 4a,b, the maximum numbers of replicas are 24 and 23, respectively. On the other hand,
for the case of the 60-second scraping period, it is only 21. It is because if the metric value does
not change, it would not trigger scaling actions, as stated previously. In this case, because the value
changes more frequently for the short scraping periods, the number of replicas is also raised more
frequently. Moreover, Figure 4d–f show the numbers of failed requests in three cases. Similar to the
maximum number of replicas, that of failed requests tends to decrease with longer scraping periods.
This is because the more unready pods are getting incoming traffic, the more requests will be refused.
Note that the failure of requests coming to unready pods can be solved with the Readiness Probe,
whose effect will be analyzed in Section 5.2.7.

With the above explanations, it can be concluded that when under the same load for the same
amount of time, a longer scraping period causes HPA to raise a smaller number of replicas. This comes
with pros and cons. On the one hand, a longer scraping period may result in efficient resource
allocation by triggering scaling actions relatively slowly adding a smaller number of replicas. On the
other hand, it can lead to a lack of required resources if the incoming load becomes too high.

5.2.3. HPA Performances with Prometheus Custom Metrics

Setup. Prometheus Custom Metrics’ scraping period is set at the default value of 60 s.
Goal. We aim to evaluate the performance of HPA using Prometheus Custom Metrics in terms of

CPU usage, numbers of replicas and failed requests to compare with HPA using KRM.

Looking at Figure 5a, it can be seen that PCM’s metric value changes very frequently, every time
it is queried. This is completely contrary to the case of KRM. The reason for this lies in the way
PCM is collected. Even though Prometheus also scrapes pods’ metrics according to the scraping
period, these metrics have to go through the rate() function at Prometheus Adapter, which calculates
their per-second average of increase [13]. Moreover, it is important to note that the rate() function
also performs extrapolation based on the current trend of metrics when necessary such as in cases
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where time-series data points are missing. Therefore, the CPU usage, in this case, changes every
query period. These frequent changes, in turn, cause HPA to increase the number of replicas
quickly to the maximum of 24 as opposed to only 21 in the case of KRM. Therefore, PCM offers
the advantage of responsiveness to frequent changes in the metric value. Quickly increasing the
number of replicas, or overall computational power, allows HPA to deal with surges of incoming loads.
However, a disadvantage is a higher number of failed requests as shown in Figure 5b,c.

Figure 5. HPA using Prometheus Custom Metrics (PCM). (a) The average CPU usage and the scaling
of the replica set. (b) The total number of the failed requests. (c) The timeline of the failed requests.

5.2.4. HPA Performances with Prometheus Custom Metrics and Different Scraping Periods

Setup. Metric scraping period is set 15 s, 30 s and 60 s.
Goal. We aim to investigate the effect of different scarping periods on the performance of HPA

using PCM.
Figure 6 shows the performance of HPA in terms of CPU usage and the number of replicas with

three different scraping periods of 15 s, 30 s, and 60 s, respectively. It can be seen that in all three cases,
the trends of the graphs are very similar. As explained earlier, the reason is that Prometheus Adapter,
the entity responsible for transforming raw metrics into Custom Metrics, can perform extrapolation to
provide the metrics when raw data points are missing. If the moment of querying is in the middle
of a scraping cycle, Prometheus Adapter, the rate() in particular, calculates the metrics based on the
previously collected data points. As a result of the similarity in metric values, the numbers of replicas
of three cases increase in a similar pattern during the same period.
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Figure 6. HPA using Prometheus Custom Metrics (PCM). (a–c) The average CPU usage and the scaling
of the replica set for scraping periods of 15 s, 30 s, and 60 s, respectively. (d–f) The total number of the
failed requests for scraping periods of 15 s, 30 s, and 60 s, respectively.

We can conclude that PCM is not as strongly affected by adjustments to the scraping period as
KRM. A longer scraping period can be chosen as it will reduce the amount of computational and
internal communicational resources required to collect and pull the metrics. However, it is worth
noting that longer scraping periods mean there are fewer data points, which can reduce the precision
of the rate function.

5.2.5. Comparison of HPA Performances in a 2-Worker Cluster and a 4-Worker Cluster

Setup. Two clusters of 2 and 4 worker nodes are set up. Worker nodes are identical and the
maximum and minimum numbers of replicas are the same for both cases.

Goal. We aim to investigate and compare the performances of HPA in these two cases.
Figure 7 shows the performance comparison between HPAs using PCM in a 2-worker cluster

and a 4-worker cluster (PCM-2W and PCM-4W). From Figure 7a, it can be concluded that the general
trends of two CPU usage values are largely similar. The only noticeable differences in the CPU usage
appear between 30th and 70th s. This is a result of the differences in the increases of replicas as shown
in Figure 7b, where PCM-2W increases the number of replicas slower than PCM-4W does. This is
because while the maximum number of replicas is 24 for both HPAs, the average numbers of pods on
each node are 6 and 12 for the 4-worker and 2-worker clusters, respectively. It indicates that a node in
the 2-worker cluster has to process a higher computation load when scaling, which makes creating
and allocating resources for additional pods slower compared to a node in the 4-worker cluster.

Moreover, Figure 7c shows that the number of failed requests of PCM-2W is higher than that
of PCM-4W. This is because newly created pods take longer to get ready in the case of PCM-2W.
However, since the trends of increases in two cases are generally resembling each other, the difference
is relatively moderate.

Furthermore, it is understandable that when the requests reach the 2-worker cluster’s nodes,
they would have to stand in a much longer queue than they would in the case of the 4-worker cluster.
This is the main reason why the response time of PCM-2W is remarkably longer than that of PCM-4W
in Figure 7d. In addition, the difference in the speeds of pod creation in two cases also contributes to
this contrast.
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Figure 7. Comparisons of HPA performances in 2-worker and 4-worker clusters. (a) The average CPU
usage. (b) The scaling of the replica set. (c) The total number of the failed requests. (d) Response time
of the successful requests.

5.2.6. Comparison of HPA Performances with Different Custom Metrics

Setup. As opposed to KRM, which can monitor only CPU and memory usage, PCM can monitor
other metrics such as the rate of incoming HTTP requests. In the first case, only the request rate is used
for HPA. On the other hand, in the second case, it is combined with CPU usage.

Goal. We aim to investigate the effect of the use of different custom metrics on HPA’s performance.
Figure 8 shows the comparison between performances of HPA using HTTP requests (PCM-H)

and HPA using CPU and HTTP requests (PCM-CH). PCM-H provides autoscaling based on the
incoming request rate. On the other hand, PCM-CH combines both the rate and the CPU usage.
When multiple metrics are specified, HPA scales up if either one of the metrics reaches its threshold.
From the CPU usage comparison in Figure 8a, we can see that in general, CPU usage of PCM-H is
significantly higher than that of PCM-CH in general. While in Figure 8b, PCM-CH’s average request
rate is considerably higher than PCM-H’s average request rate from 30th to 60th second. After that,
it remains lower until the 250th second. This has resulted from the fact that PCM-CH’s request rate
rises sharply, which triggers the first scaling reactions, as shown in Figure 8c, after which the CPU
usage is still higher than its threshold and causes subsequent rises to the maximum number of replicas.
Here, because PCM-CH has more replicas, so the average request rate is lower. On the other hand,
PCM-H uses only the request rate. After the first scale, the rate decreases and remains below the
threshold, which does not trigger any more scaling-up. Moreover, because now it has only 13 replicas,
the CPU usage rises and stays at a high level. Furthermore, since there are fewer increases of pods,
PCM-H produces only approximately half the number of failed requests of PCM-CH.
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Figure 8. Comparison of HPA Performances with different custom metrics. (a) The average CPU usage.
(b) The average rate of HTTP requests. (c) The scaling of the replica set. (d) The total number of the
failed requests.

5.2.7. Comparison of HPA Performances with and without Readiness Probe

Setup. Regular HPA is set up in one case while it is accompanied by Readiness Probe in the other.
Goal. We aim to investigate the use of Readiness Probe, its effect on the number of failed requests

and response time.
Figure 9a shows the comparison between HPA coupled with the use readiness probe (RP) and

regular HPA in terms of numbers of failed requests. It is obvious that in the case of using RP, there are
no failed requests, because when the additional pods are getting ready, Kubernetes service does not
route any traffic to them. Only once they have been deemed ready, they can receive and process
incoming requests. Therefore, we can expect that the failed requests observed from the previous
experiments can be avoided by using RP. However, this is rather a tradeoff, as the general response
time is significantly higher than the case of Not using RP as shown in Figure 9b, since more traffic is
routed to the existing pods.

Figure 9. Comparison of HPA performances with and without Readiness Probe. (a) The total number
of the failed requests. (b) Response time of the successful requests.

5.3. Discussion

To summarize the previous experiments and analyses, we list out a few key points on Kubernetes
HPA’s behaviors.

• On KRM and PCM: KRM only reports values of metrics and is able to change only once every
scraping cycle as opposed to PCM, which are able to maintain the trend of metrics’ values even
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during the middle of a scraping cycle or if there are missing data points. As a direct consequence,
KRM expands the replica set slower and mostly to a smaller number of replicas compared to
PCM. The advantage of this behavior is obviously less resource consumption. On the other hand,
when under high load pods could be crashing or becoming unavailable. Therefore, we suggest
KRM for applications with more stable loads such as video processing services. In this case,
the number of requests from viewers is usually small as it takes at least a few minutes to a few
hours for a video. On the contrary, PCM is more suitable for applications with frequent changes
in metrics. For instance, e-commerce websites may experience continuous surges in a few hours
during a sale event, thus require fast system reactions.

• On the scraping period: Adjustments to the scraping period of PCM do not strongly affect the
performance of HPA. Therefore, a longer period can be set to reduce the amount of resource
used for pulling the metrics. However, it is worth noting that a overly long period can cause
imprecision in calculating the metrics. Regarding KRM, the scraping period has a significant
influence on the performance of HPA. A longer period can reduce the amount of resource allocated
for new pods, but it can cause decreased quality of service. Therefore, the scraping period should
be carefully chosen having considered the type of service and the capability of the cluster.

• On the cluster size: It is obvious that a 4-worker cluster has more computational power,
which allows it to perform HPA operations faster, than a 2-worker cluster, assuming workers of the
two clusters are identical in terms of computational capabilities. In addition, the communicational
capability of the 4-worker cluster is superior to the 2-worker cluster. This results in the difference
in request response time of the two clusters. However, even if the 2-worker cluster has equal
computational and communicational power, it is safer to spread pods to a wider cluster as half of
the pods can become unavailable when a node crashes, compared to a forth of the pods in the
case of the 4-worker cluster.

• On HPA with different custom metrics: Prometheus enables the use of custom metrics such
as HTTP request rate to meet specific demands. Especially combining multiple metrics
together can also increase the effectiveness of HPA as changes in any individual metric
will cause scaling reactions. However, as a downside, this may result in waste of resource.
Therefore, metrics, or combinations of metrics, should be chosen according to the type of the
application. For instance, a gaming application may have various request sizes. Requests to move
a character around the map are small in size but their number can be numerous. Thus, the request
rate should be considered, so that each request can be quickly served, which reduces the “lagging”
effect and improves the overall gaming experience. On the other hand, requests to load new
locations’ maps are heavy but small in number. Here, computational requirements grow
significantly higher, which indicates HPA should scale based on CPU and memory usage. In
short, Custom Metrics enable applications to consider various factors such as the number of
requests, latency, and bandwidth for efficient horizontal autoscaling.

• On Readiness Probe: It is a powerful feature from Kubernetes to prevent requests from being
routed to unready pods, which will reject the requests. However, routing a number of requests
to existing pods can cause the rest of the requests to have significantly longer response time.
Therefore, between keeping the incoming requests alive or letting them fail and expecting
re-requests, one should be chosen carefully based on balancing between system resources and
QoS requirements.

6. Conclusions

Kubernetes is a powerful orchestration platform for containerized applications and services, and
can be applied into important future technologies including cloud/edge computing and IoT gateways.
Its feature HPA provides dynamic and effective scaling for applications without the necessity of
human intervention. In this paper, we have given the first comprehensive architecture-level view
of both Kubernetes and HPA. How each type of metrics, including Kubernetes Resource Metrics
and Prometheus Custom Metrics, are collected, calculated and fetched to HPA was also thoroughly

204



Sensors 2020, 20, 4621

explained. Moreover, we conducted several experiments covering a variety of scenarios and provided
clear analysis for the behaviors of Kubernetes HPA.

This paper should serve as a fundamental study for further research and development of
Kubernetes and HPA. In the future, we aim to expand our experiments with more HPA scenarios as
well as to develop a more efficient scaling algorithm for Kubernetes.
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Abstract: Container-based virtualization is becoming a de facto way to build and deploy applications
because of its simplicity and convenience. Kubernetes is a well-known open-source project that
provides an orchestration platform for containerized applications. An application in Kubernetes
can contain multiple replicas to achieve high scalability and availability. Stateless applications have
no requirement for persistent storage; however, stateful applications require persistent storage for
each replica. Therefore, stateful applications usually require a strong consistency of data among
replicas. To achieve this, the application often relies on a leader, which is responsible for maintaining
consistency and coordinating tasks among replicas. This leads to a problem that the leader often
has heavy loads due to its inherent design. In a Kubernetes cluster, having the leaders of multiple
applications concentrated in a specific node may become a bottleneck within the system. In this
paper, we propose a leader election algorithm that overcomes the bottleneck problem by evenly
distributing the leaders throughout nodes in the cluster. We also conduct experiments to prove the
correctness and effectiveness of our leader election algorithm compared with a default algorithm
in Kubernetes.

Keywords: containers; Kubernetes; leader election; load balancing; stateful

1. Introduction

Recently, container-based virtualization has emerged as a key technology to deploy
applications in Cloud computing [1]. Unlike traditional virtual machines [2], a container
runs at the software level within a host machine and shares the kernel with the host
operating system [3]. It consumes fewer resources than the traditional virtualization
method because it does not consist of an entire operating system; only the application and
its dependencies are bundled into a single package. These features make containers more
efficient in the deployment and scalability of applications.

In a large-scale system, it is important to have an orchestration platform to manage
the container deployment. Kubernetes [4] is the most popular orchestration platform for
container-based applications. It provides several powerful functions, such as automated
application deployment, resource management, scaling, and load balancing. In a Kuber-
netes cluster, the application, which contains several replicas, is generally categorized as
either stateless or stateful [5]. A stateless application has no persistent storage associated
with it, whereas a stateful application requires a persistent datastore. This means that each
replica in the stateful application should have its own persistent datastore. Therefore, it
is important to maintain consistency among these distributed data stores of the stateful
application. This consistency problem can be handled using a leader-based consistency
maintenance mechanism in which an elected leader is responsible for maintaining con-
sistency and coordinating tasks among replicas. Kubernetes provides a leader election
algorithm, which is implemented by leveraging existing components in Kubernetes, to
facilitate the process of using leader election in a Kubernetes cluster [6]. In the leader-based
mechanism, the leader solely handles all the data update requests; therefore, the leader
replica consumes a load that is heavier than that consumed by other replicas owing to the
inherent design of the mechanism.
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In this paper, we target a scenario in which the Kubernetes cluster acts as a Fog com-
puting infrastructure, and several stateful applications that use a leader-based mechanism
are deployed in the infrastructure. If the leaders of these applications are concentrated on a
specific node, it can cause a problem wherein user requests also concentrate on a single
node, possibly resulting in a bottleneck within the system. Please note that the preliminary
version of this paper [7] proved that the default leader algorithm in Kubernetes does not
consider such leader concentration problem that results in a significant performance reduc-
tion. Therefore, to improve the performance of the system, it is highly required to balance
the number of leaders among nodes in the cluster. In this paper, we propose a balanced
leader distribution (BLD) algorithm for the leader election process of stateful applications
in Kubernetes clusters. The BLD algorithm improves the default leader election algorithm
in Kubernetes by evenly distributing leaders throughout the nodes, thereby balancing the
workload among nodes in the cluster. Through experimental evaluations, we verified the
correctness and effectiveness of the BLD algorithm in Kubernetes clusters. Consequently,
the main contributions of the BLD algorithm can be summarized as follows:

• It facilitates the use of the leader election process, so users can easily deploy the leader
election for application in the Kubernetes cluster.

• It balances the number of leaders throughout all the nodes in the cluster, so the system
performance can be improved.

The remainder of this paper is organized as follows. Section 2 presents related work.
Section 3 provides an overview of the Kubernetes architecture and the leader-based consis-
tency maintenance mechanism. Section 4 describes a default leader election algorithm in
Kubernetes, and the leader concentration problem. Section 5 presents the proposed bal-
anced leader distribution algorithm. Sections 6 and 7 present the performance evaluation
and discussion, respectively. Finally, Section 8 presents the conclusions.

2. Related Work

Recently, there have been several studies based on Kubernetes. The paper [8] pro-
posed a prediction model to improve the performance of auto-scaling in Kubernetes. This
model combines empirical modal decomposition with an autoregressive integrated moving
average model to predict the load of the pod. The goal is to expand the capacity of the ap-
plication before the peak load by adjusting the number of pods in advance according to the
prediction result. In [9], the authors investigate the horizontal pod autoscaler (HPA), which
is one of the most important features in Kubernetes. They conduct various experiments
to deeply analyze HPA based on several metrics, such as Kubernetes resource metrics
(e.g., CPU and memory usage) and Prometheus custom metrics (e.g., the average arrival
rate of HTTP requests) [10]. Based on the analysis, researchers and developers can gain
a deep insight on optimizing the performance of HPA in Kubernetes. In [11], a monitor-
ing platform was presented for dynamic resource provisioning based on Kubernetes. It
collects the system resource use (CPU, RAM) and application quality-of-service metrics
(response time) by using several open-source applications, such as Heapster and Apache
JMeter [12]. Based on these data, it automatically analyzes and scales the application
according to the resource provisioning strategy. The paper [13] presented a Reference
Net-based performance and management model for Kubernetes. The goal is to identify
the effects of the different interference sources (e.g., CPU usage and network usage) on the
applications; therefore, the developer can consider such interference sources and improve
the application’s performance. In [14], a component in Kubernetes was used to build a
protocol, named DORADO (orDering OveR shAreD memOry), which coordinates requests
in Kubernetes. A leader is elected from among the replicas of an application. To coordinate
the requests accessing the application, only the leader has the authority to define orders
for handling requests, and all the replicas must execute the requests following this order.
In [15], the authors proposed a load balancer for Kubernetes. The proposed load balancer
can consider the running status of servers and applications (e.g., CPU and network status)
to distribute requests. The users can configure the load balancing rules based on several
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metrics, including CPU, memory usage, and network IO. Subsequently, the server running
status is collected, and the real-time load of each server is calculated to find a back-end
server that can forward the requests. The paper [16] proposed a solution that allows for
automatically redirecting client requests to healthy pods. A state controller was imple-
mented to integrate with Kubernetes, and it can determine the status of a pod and assign
the “active” or “standby” label to the pod. The client requests are redirected to the pods
that have the “active” label, and the messages containing the state data are replicated
to the standby pods. The paper [17,18] proposed a network-aware scheduling approach
that is extended from the default scheduling mechanism in Kubernetes. This approach
is used to deploy container-based applications in a smart city. In the Fog computing en-
vironment, the paper [19] presented a framework that is based on Kubernetes. It collects
the network traffic status to provide elastic resource provisioning of the container-based
application among geographically distributed Fog nodes in real time. Additionally, a few
experiments were conducted to evaluate the efficiency of Kubernetes on NFV management
and orchestration [20] or on deploying microservice-based applications [21].

Regarding the consensus problem in distributed systems, many studies have been
conducted over several decades. Some well-known algorithms have been applied to
ensure a consensus of data among replicas in distributed systems. Paxos [22], proposed
by Lamport, is one of the most famous distributed consensus algorithms. One or more
proposed values are proposed to Paxos, and the consensus is achieved when a majority
of the replicas accept one of the proposed values. Raft [23] is a consensus algorithm that
applies specific techniques that make it more understandable than Paxos. It separates the
consensus problem into relatively independent subproblems, such as leader election and log
replication. In OpenDaylight (ODL), which is an open source project for Software Defined
Networking (SDN) controller, the datastore is distributed into shards; and these shards can
be located in any node of the cluster [24]. The Raft algorithm was implemented to maintain
the consistency in these distributed datastores. Paper [25] integrated Raft consensus
algorithm with Kubernetes. They present evaluations of the Raft algorithm running on the
physical machine and on containers managed by Kubernetes. The results showed that the
throughput when executing the Raft algorithm on Kubernetes approximately was 17.4%
lower than that when running directly on a physical machine; however, it is acceptable
because of the many powerful features offered by Kubernetes. Paper [26] presents a solution
for replica stateful containers management in Kubernetes. A coordination layer that uses
Raft as a consensus algorithm was implemented. A leader replica was determined from
among the replicas of an application, and the write operations were performed by only
the leader replica. However, the proposed approach is complicated because it requires
developers to integrate the Raft algorithm into Kubernetes and implement a firewall to
redirect the requests to the leader replica.

To simplify the use of the leader election process, a leader election algorithm was
implemented by leveraging existing information and components in Kubernetes [6]. How-
ever, as demonstrated in [7], this leader election algorithm does not consider the leader
concentration problem in a specific node of the cluster, which results in the bottleneck prob-
lem and decreases the system performance. In this paper, a new leader election algorithm
is proposed to solve this problem by attempting to balance the number of leaders among
nodes in the Kubernetes cluster.

3. Overview of Kubernetes

This section presents an overview of the Kubernetes architecture and a leader-based
consistency maintenance mechanism for stateful applications in the Kubernetes cluster.

3.1. Kubernetes Architecture

Kubernetes is a well-known open-source platform for automating the deployment,
scaling, and management of container-based applications. A pod, which is the smallest
unit in Kubernetes, represents a single instance of an application. Each pod contains a
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set of one or more containers, and these containers are tightly coupled, use the same IP
and data storage. The architecture of Kubernetes is shown in Figure 1. A Kubernetes
cluster usually has one or more master nodes and several worker nodes. The master
node is the control plane that is responsible for managing and controlling the cluster. It
contains four main components: etcd, kube-apiserver, kube-scheduler, and kube-controller [4].
The etcd is a datastore that is used to store the configuration and the state of the cluster.
The kube-apiserver is the front end of the Kubernetes control plane. In other words, the
user or management request needs to communicate with the kube-apiserver to interact
with the Kubernetes cluster. The kube-scheduler watches unscheduled pods and assigns
them to a node to run on based on multiple factors, such as resource constraints, affinity,
and anti-affinity rules. The kube-controller continuously watches the state of the cluster to
maintain the desired state. For example, it ensures the correct number of running replicas
of an application according to the desired configuration.

Worker Node 1 

App A

Master Node

kubectl (user commands)

etcd

NortPort

kube-
scheduler

kube-apiserver

kube-proxy kubelet kubelet kube-proxy

NortPort

Container

Pod

Clients

kube-
controller

Worker Node 2

NodeIP1 NodeIP2

dockerdocker

App AApp A App A App A

Figure 1. Kubernetes architecture.

The pods are scheduled and orchestrated to run on the worker nodes that consist of
three main components: kubelet, kube-proxy, and container runtime [4]. Kubelet ensures that
the pods are running and healthy (e.g., by restarting failed pods). It reports the status of
pods and node to the api-server and receives commands from the control plane. Kube-proxy
is responsible for maintaining the network rules, which allow communication with the pods
from inside and outside of the cluster. Container runtime (e.g., Docker [27] or containerd [28])
pulls the container image from a container registry and deploys the container based on
that image. In Kubernetes, a pod can be created and destroyed frequently, and its IP
address is updated after a restart; therefore, it is difficult to access an application using
the pod’s IP address. Kubernetes provides a Service that is an abstract layer enabling
network access to a set of pods. The pods are selected based on their label, and all pods
belonging to a Service have the same label. The Service is assigned an unchanging IP
address (ClusterIP), and the requests accessing the Service are load-balanced among the
pods. The load balancing policy depends on the proxy mode of kube-proxy. By default,
the userspace mode uses a round-robin algorithm to select the pods, whereas the iptable
mode selects pods randomly. The IP Virtual Server can load balance traffic to the pods
in several ways, such as destination hashing, source hashing, and round-robin methods.
The ClusterIP is reachable only from within the cluster. To expose the application outside
the cluster, the NodePort and LoadBalancer Service can be used. The NodePort Service
exposes the application on the node’s IP address at a static port (NodePort). As shown in

210



Sensors 2021, 21, 869

Figure 1, clients from outside the cluster can access to the NodePort Service by using the
NodeIP:NodePort address. The traffic accessing the NodePort Service is then forwarded
to a backend pod according to the configuration in kube-proxy. The LoadBalancer Service
exposes the application externally using a cloud provider that provides a public IP address,
and the load balancing policy depends on the cloud provider implementation.

3.2. Leader-Based Consistency Maintenance Mechanism

Stateful applications are services that require saving data to persistent data storage,
such as a database or key-value store, for use by servers, clients, and other applications [29].
The pods in Kubernetes are ephemeral in nature and do not persist data, so the data in a
pod is lost once it is destroyed or restarted. To support persistent data storage, Kubernetes
provides a PersistentVolume (PV) and a PersistentVolumeClaim (PVC) object. A PV is a
persistent storage that has an independent lifecycle with the pod. A PVC defines several
criteria (e.g., capacity and access mode) to choose the persistent storage, so it is used to
claim a persistent storage that satisfies the criteria. Therefore, each pod replica of the
stateful application can create its own persistent data storage by using the PVC. This PVC
binds the pod to a PV that satisfies the criteria defined in the PVC.

In Kubernetes, one application can have multiple replicas to provide high availability
and performance. For example, throughput and latency can be improved by using the load
balancing feature in Kubernetes, which distributes the incoming requests among replicas
of the application. Because each replica of the stateful application has its own data storage,
deploying a set of replicas for the stateful application requires an approach to handle the
inconsistency problem among these distributed databases. To handle this problem in the
Kubernetes cluster, the paper [7] introduced a leader-based consistency mechanism, as
shown in Figure 2. In this mechanism, a replica is elected as a leader, and the other replicas
run as the followers. Read operations that clients require to read data from the storage
is handled by both the leader and follower. However, only the leader is responsible for
handling write operations that clients write the data into the storage. Thus, if a request for
a write operation comes to a follower, it must be redirected and handled by the leader.

App A

Pod A2

Clients

Leader election container

write request write request read request

redirect write 

request

Worker Node Worker Node

Query current 

leader

L
Query current 

leader

App A

Pod A1

F

PV A1 PV A2

ServiceMain container

L: leader F: follower

Figure 2. Leader-based consistency model [7].

To determine the leader among the pod replicas, each pod consists of two containers:
a main container and a leader election container. The main container is responsible for
handling incoming requests from clients, whereas the leader election container is responsi-
ble for the leader election process among replicas of the application. The leader election
container provides a simple web server that returns the name of the current leader; thus,
the main container can easily determine its role (leader or follower) by querying this web
server in the leader election container.
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4. Default Leader Election Algorithm in Kubernetes

This section presents the default leader election algorithm in Kubernetes and discusses
the leader concentration problem of the default algorithm.

4.1. Default Leader Election Algorithm in Kubernetes

To use the leader-based consistency maintenance mechanism in a distributed system,
an approach to elect a leader among the replicas is essential. Implementing leader election
often requires deploying either algorithms or software such as Raft [23], Zookeeper [30], or
Consul [31]. However, to avoid high implementation costs and facilitate the use of leader
election in the Kubernetes cluster, a simple leader election algorithm was implemented by
leveraging existing components in Kubernetes [6].

Typically, in a leader election algorithm, a set of candidates compete to become a
leader in several ways. For example, the first one who successfully declares itself as a
leader or the candidate who receives a majority of votes from other candidates can become
a leader. Once the leader election process is completed, the leader continuously sends
“heartbeats” to retain the leadership. If the current leader fails for some reason, the other
candidates can be aware of that status and start a new election process to become the leader.
The leader election algorithm in Kubernetes uses an annotation in the Endpoint object (EP)
to hold a leader record. An example of the leader record in the EP is shown in Figure 3.
The leader record includes the name of the leader (holderIdentity), the time when the leader
renews the leader record in EP (renewTime), and the timeout duration (leaseDurationSeconds)
that the follower has to wait to acquire the leadership.

 Endpoint
Name: epA

Annotations: 

          holderIdentity: pod_A1, leaseDurationSeconds: 10,                           

renewTime: 2020-09-19T01:09:23Z

Figure 3. Example of leader record in the EP.

The procedure of the default leader election algorithm is presented in Figure 4. Once a
replica starts, it runs as a follower and periodically checks the leader record in the EP to try
to acquire the leadership. Please note that each replica maintains an observer record that
contains the leader record copied from the EP and the observer time when the observer
record was updated. First, the follower checks for the existence of an EP; if an EP has not
yet been created, it creates a new EP and updates the leader record in that EP to become
a new leader. If the EP did exist, the follower obtains the leader record from the EP and
compares it with its own observer record to determine whether the leader record was
renewed or not. If the leader record was renewed (the leader record in the EP differs from
the leader record in the observer record), it updates the observer record and remains in the
follower state. Otherwise, it checks the timeout by calculating the total elapsed time from
the latest observation (when the observer record was updated) to the current time. If this
value exceeds the predetermined timeout, the candidate updates the leader record in the
EP to become a new leader. Otherwise, it remains in the follower state and periodically
tries to acquire the leadership by checking the EP. The leader also has to periodically renew
the leader record by updating the renewTime in the EP to retain its leadership.
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Figure 4. Procedure of the default leader election algorithm.

4.2. Leader Concentration Problem

We consider a scenario in which several stateful applications are deployed in the
Kubernetes cluster as a Fog computing infrastructure. Each application has multiple
pod replicas, and the application employs the leader-based mechanism for maintaining
consistency among data storage of the replicas. It is obvious that the workload of the leader
is higher than that of the followers because all requests for the write operation are handled
only by the leader. Therefore, if the leaders of these applications are concentrated on a
specific node, it may lead to a workload imbalance problem among worker nodes–one node
with many leaders has a heavier workload than other nodes do. Eventually, it can cause a
bottleneck in the cluster, which results in a significant decrease in the system performance,
as already discussed by [7,24]. An example of the leader distribution is shown in Figure 5.
There are three worker nodes, and five applications are deployed in this cluster. Figure 5a
presents a concentrated leader distribution (concentrated leaders) with five leaders in node
1, while Figure 5b presents a balanced leader distribution (balanced leaders) with 2, 2, and
1 leaders in node 1, node 2, and node 3, respectively. To prove the workload imbalance
problem, four clients simultaneously send write requests to each application over a period
of time. Figure 6 shows the average CPU use and standard deviation of each worker node
in concentrated leaders and balanced leaders. In the case of concentrated leaders, the
average of CPU use in node 1 is approximately 70%, while that in node 2 and node 3 is
only approximately 20%. In the case of balanced leaders, we can observe a balanced CPU
use among nodes, which is approximately 50% in both node 1 and 2 and approximately
40% in node 3. Therefore, it is clear that the workload imbalance problem can occur when
five leaders are concentrated in a specific node. This hinders the ability to fully exploit
the computational and networking resources of the distributed system. Meanwhile, the
workload can be balanced among worker nodes in the cluster when the leader distribution
is balanced.

Moreover, it is important to note that although the default leader election algorithm in
Kubernetes can facilitate the use of leader election in the Kubernetes cluster, it does not
consider where the leader is running. Consequently, it may lead to a leader concentration
problem on a specific node, resulting in a significant decrease in the system performance.
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Figure 5. Example of leader distribution: (a) concentrated leaders, (b) balanced leaders.

Figure 6. CPU use on each node when clients send write requests.

5. Balanced Leader Distribution Algorithm

In this section, we present the BLD algorithm that overcomes the weakness of the
default leader election algorithm in Kubernetes. The proposed algorithm considers the
number of leaders in the nodes to achieve a balanced leader distribution among nodes
in the Kubernetes cluster. To store the information of the number of leaders on each
node, we newly define an Endpoint object named Leader Management EP (LMEP), as
shown in Figure 7. The number of leaders on the node is updated by the leader of the
application. Once a new leader is determined, it realizes the node where it is running by
using Kubernetes API and updates the leader information in LMEP. Using this information,
we can calculate the current total number of leaders in the cluster (Lcluster). The number
of worker nodes (N) can also be retrieved by using Kubernetes API. Let us assume that
the maximum number of leaders on each node is denoted as M; the value of M can be
calculated as M = (Lcluster + 1)/N, to balance the number of leaders on each node. The
balanced leader distribution condition is satisfied if the number of leaders in the node
where the candidate is running is smaller than or equal to M. The overview of the algorithm
is shown in Figure 8. First, the replica frequently checks the leader record in the EP to try to
become a leader (if it is a follower) or to renew the leader record to retain the leadership (if
it is a leader). After satisfying the original conditions of the default algorithm, the follower
obtains the leader information of the cluster from the LMEP and checks the BLD condition
to investigate the status of the leader distribution. It becomes a leader if the BLD condition
is satisfied.
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Figure 7. Example of leader information in the LMEP.
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Figure 8. Overview procedure of the BLD algorithm.

The detailed procedure of the BLD algorithm is depicted in Figure 9. The replica
pods start as followers, and they race to become a leader by trying to be the first one who
successfully declares itself as a leader in the EP. As in the default algorithm, the candidate
checks the existence of the EP. If the EP has not yet been created, it creates a new one. Then,
the BLD condition is checked. If it satisfies the condition, it updates the leader information
in the LMEP and EP to become a leader. Otherwise, if the EP already existed, steps similar
to the default algorithm are performed—it checks the leader record in EP, updates the
observer record, and checks whether the timeout duration is over. If the timeout has not
expired, it remains as a follower. Otherwise, the candidate checks the BLD condition. If it
satisfies the BLD condition, it updates the information in the LMEP and EP to become a
new leader. If it does not satisfy the BLD condition, it remains as a follower and periodically
tries to acquire leadership by repeating the aforementioned procedure. Similarly, the leader
periodically renews the leader record in the EP to retain its leadership.
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Figure 9. Detailed procedure of the BLD algorithm.
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6. Performance Evaluation

In this section, we describe our experimental setup. Then, we compare the evaluation
results of the leader distribution and leader election latency between the default algorithm
and BLD algorithm. Finally, the effects of the leader distribution is analyzed in terms
of throughput.

To evaluate the correctness and effectiveness of the BLD algorithm, we set up a
Kubernetes cluster that contains one master node and three worker nodes, using Kubernetes
version 1.14.10 and Docker version 18.09.6. The master node has 4 GB of RAM and four
CPU cores, and the three worker nodes have 3 GB of RAM and four CPU cores. Several
stateful applications are deployed in the cluster. The Hey program [32] is used to create
and send requests to the applications.

6.1. Leader Distribution and Leader Election Latency

To evaluate the leader distribution and the leader election latency, we deploy a dif-
ferent number of stateful applications that use the leader-based mechanism to maintain
consistency among replicas of the application. Each application is set to have five replicas,
and the experiment is repeated 100 times. Figure 10 shows a comparison of the leader dis-
tribution among the worker nodes between using the default algorithm and using the BLD
algorithm. The number of leaders in each node is sorted in a descending order; therefore,
highest, medium, and lowest indicate the highest, medium, and lowest number of leaders
concentrated in one node. For three applications, the leader distribution is 2.2:0.68:0.12
using the default algorithm, whereas it is 1:1:1 using the BLD algorithm. For five and seven
applications, the leader distribution in the default algorithm is unbalanced among worker
nodes, with 2.94:1.44:0.62 and 4.42:1.88:0.7, respectively. The leader distribution in the BLD
algorithm is balanced among worker nodes, with 2:2:1 and 3:2.04:1.96 for five and seven
applications, respectively. The standard deviation, minimum and maximum number of
leaders in a node are presented in Table 1. We can see that a high number of leaders can
be concentrated in a specific node with the default algorithm. For example, all leaders of
the applications may be concentrated in one node in case the number of applications are
three and five. Therefore, it is clear that the leader distribution among nodes is balanced
when the BLD algorithm is applied, whereas it is unpredictable when the default algorithm
is used.

Figure 10. Leader distribution among nodes in the cluster: (a) 3 applications; (b) 5 applications; (c) 7 applications.

Table 1. Statistics of leader distribution.

Algorithm Default BLD

Number of Applications 3 5 7 3 5 7

Std. dev. 1.01 1.2 1.79 0 0.47 0.5
Minimum value 0 0 0 1 1 2
Maximum value 3 5 6 1 2 3
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Figure 11 shows an analysis of the latency of the leader election process, measured
from when a new election process starts until a candidate becomes a leader. The average
leader election latency in the case of the default algorithm is approximately 12 ms for
three, five, and seven applications. This is because the default algorithm does not consider
where the leader is; therefore, the first replica that starts the election process is highly
possible to become a leader. The average latency for the leader election process in the case
of the BLD algorithm is slightly higher than in the default algorithm, approximately 34 ms
for three, five, and seven applications. Besides, the variation and the maximum value
of the leader election latency in the case of the BLD algorithm are also higher than that
in the default algorithm. This is because the BLD algorithm requires additional rounds
of leader election in case the BLD condition is not satisfied. Table 2 presents the mean,
standard deviation of the results, and maximum and minimum obtained values for the
leader election process. Clearly, they are higher than the values obtained using the default
algorithm; however, it can be considered to be a trade-off to improve throughput, which is
shown in the next subsection.

Figure 11. Leader election latency.

Table 2. Statistics of leader election latency.

Algorithm Default BLD

Number of Applications 3 5 7 3 5 7

Mean value (ms) 11.91 12.44 11.92 34.46 33.41 33.77
Std. dev. (ms) 4.65 5.71 5 10.51 10.32 10.93

Minimum value (ms) 5 5 5 13 13 12
Maximum value (ms) 30 37 52 64 67 87

6.2. Effect of Leader Distribution in Kubernetes Cluster

Here, we analyze the throughput according to the replica’s role and the leader dis-
tribution. The number of concurrent clients accessing each application is increased from
1 to 16. The requests are sent to the applications for 60 s. To evaluate the throughput of
read and write operation based on the replica’s role, one application with five replicas is
deployed. The requests are sent directly to the follower or the leader of the application.
The evaluation results are shown in Figure 12. For the read operation, the leader and
the follower have a similar trend with increasing concurrent requests, because the read
operation can be handled immediately by the leader or follower. The throughput for the
write operation handled by a follower is significantly lower than that handled by a leader.
For example, the throughput for the write operation in the case of the follower is 161.55
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and 1330.7 reqs/s with 1 and 16 concurrent clients, respectively; whereas, in the case of
the leader, it is 1037.13 and 4136.76 reqs/s, respectively. This is because the write requests
are handled only by the leader; if a request comes to a follower, it will be redirected to the
leader. Please note that the write operation requires more computational resources and
time to handle the requests than the read operation does; this is why the throughput of the
write operation is considerably lower than that of the read operation. In the case of one
application, we can conclude that the throughput of the write operation can be significantly
improved if the requests are handled directly by the leader, and the write operation takes
more time and resources to handle than the read operation does.

Figure 12. Throughput of one application according to replica’s role and read/write operation.

To analyze the importance of balanced leader distribution, we evaluate the throughput
between two leader distribution scenarios: “concentrated leaders” and “balanced leaders”,
which are representation results for the default leader election algorithm and the BLD
algorithm, respectively. Five applications, each of which contains five replicas, are deployed
in the cluster. In case of “concentrated leaders”, all the leaders of these applications are
assumed to be concentrated in one specific node. In case of “balanced leaders”, the number
of leaders in each node is balanced, such that three worker nodes have 2:2:1 leaders for
five applications. In this experiment, we use the NodePort service in Kubernetes to expose
the service of the application to the outside cluster. The requests accessing the application
through the NodePort are distributed among replicas of the application using the iptables
proxy mode. Figure 13 shows the cumulative throughput of five applications according
to the leader distribution scenarios and the request operations (read, write, and smart
write operation). For the read and write operation, the requests access the application
through a NodePort service, and they can be redirected to either a follower or a leader. The
smart write operation is defined as forwarding the write requests directly to the leader of
the application to avoid the overhead of forwarding requests to the leader in the leader-
based consistency maintenance mechanism. Figure 13a shows that the throughput for the
read operation in both “concentrated leaders” and “balanced leaders” has a similar trend
because requests are handled immediately by any replica. Meanwhile, the throughput for
the write operation in the case of “balanced leaders” is significantly higher than that in the
case of “concentrated leaders”, as shown in Figure 13b. The throughput obtained with 1
client in the case of “balanced leaders” is approximately 20.16% higher than that in the case
of “concentrated leaders”. It tends to become worse as the number of concurrent clients
increases. For example, the throughput in the case of “balanced leaders” is approximately
35%, 52.03% higher than that in the case of “concentrated leaders” with 8 and 16 concurrent
clients, respectively. In the case of “concentrated leaders”, because all the write requests
are handled at one specific node and that node reached its maximum capacity. By contrast,
in case of “ balanced leaders”, the write requests are distributed throughout the nodes
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in the cluster; therefore, the throughput keeps increasing as the number of concurrent
requests increases. Figure 13c shows the throughput for the smart write operation; the
“balanced leaders” case shows a significant improvement over “concentrated leaders”
in terms of throughput. For example, the throughput in the “balanced leaders” case is
approximately 21.93% higher than that in the “concentrated leaders” case with 1 concurrent
client, and it is approximately 63.7% with 16 concurrent clients. Notably, the write request
is forwarded directly to the leader in the smart write operation, whereas in the normal
write operation, it is randomly forwarded to the replicas regardless of their roles. Therefore,
the throughput obtained in the smart write operation is significantly higher than that
obtained in the normal write operation. In the case of “balanced leaders”, the throughput
obtained with 1 and 16 concurrent requests in the normal write operation is 1399.76 and
3347.77 reqs/s, respectively; whereas it is 3196.41 and 7640.08 reqs/s, respectively, in the
smart write operation. Overall, we can conclude that balancing the leaders of multiple
stateful applications among nodes significantly improves the performance, and it can be
further enhanced by implementing a smart network service that can forward requests to
an appropriate replica according to the replica’s role.

Figure 13. Cumulative throughput of multiple applications according to leader distribution: (a) Read operation. (b) Write
operation. (c) Smart write operation.

7. Discussion

Throughout the performance evaluations, we have proved that the proposed BLD
algorithm evenly distributes multiple leaders to nodes in the cluster and enhances the
throughput of the cluster by balancing the workload of nodes. However, it is worth
discussing the limitation of the BLD algorithm. As we have discussed in Section 6.1, the
BLD algorithm causes a relatively high leader election latency compared to the default
algorithm due to the design of the BLD condition check. The absence of a leader can
lead to temporal service interruption. Moreover, although the leader election latency of
the BLD algorithm in our experimental environment is not significantly high, there is a
possibility that it may increase as the number of replicas and applications increase. Since
the absence of a leader may lead to temporal service interruption, in the future works,
we will investigate the effect of the leader election latency in large-scale infrastructures to
improve both throughput and availability of the service.

It is also interesting to note that the throughput can be improved significantly in case
the smart write operation is applied. Hence, implementing a network service in Kubernetes
that is aware of the role of a replica and can forward requests to an appropriate replica
according to its role is worth considering in future works.

8. Conclusions

In this paper, we described the Kubernetes architecture and the leader-based mecha-
nism for maintaining consistent data storage among replicas of a stateful application in
the Kubernetes cluster. Because the leader concentration problem can cause unbalanced
resource usage among nodes, the full exploitation of the computational resources of the
cluster is hindered. Therefore, we proposed a leader election algorithm that not only
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facilitates the use of leader election in Kubernetes but also evenly distributes the leaders
throughout all the nodes in the cluster. The evaluation results showed that the proposed
BLD algorithm can effectively balance the number of leaders among all nodes in the cluster.
The effectiveness of the BLD algorithm was proved through a performance evaluation with
multiple applications, demonstrating that the throughput can be significantly improved by
distributing the number of leaders evenly throughout the nodes. There have been more
and more systems using the leader-based mechanism, and we expect that the idea of a
balanced leader distribution throughout the nodes is widely applied to leader election
algorithm design, to maximize the performance of the cluster.
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