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Abstract: The security and privacy of electronic health records (EHRs) have received considerable attention from healthcare workers and researchers. To ensure security, various encryption and decryption schemes as well as key management protocols have been developed. However, owing to sharing and scalability issues, additional security technologies have been proposed. Nonetheless, these technologies cause other problems, such as efficiency issues. Blockchain-based EHR management systems have been proposed to overcome computational overhead. However, because most blockchain systems are installed by outsourcing companies, EHRs may be leaked to the company. Hence, we herein propose a blockchain-based EHR management scheme with proxy re-encryption. In this scheme, we set a proxy server that re-encrypts the ciphertext between file servers, thereby solving EHR sharing issues. Furthermore, because the server is separated from the blockchain system, the outsourcing company cannot manipulate the server or access the records. In addition, the blockchain assists in access control by using smart contracts, thereby enabling secure and efficient EHR sharing. By performing security analysis, we prove that our proposed scheme solves the aforementioned security problems. In addition, we experimentally demonstrate the efficient operation of the proposed system.

Keywords: EHR; blockchain; proxy re-encryption

1. Introduction

Preserving the security and privacy of massive medical data is a key issue in most healthcare institutes [1–3]. A significant amount of medical data are being created daily at an increasing speed [4]. Therefore, the system that efficiently manages the significant volume of medical data must be focused on. However, both the efficiency and security of such medical data cannot be overcome using only existing cryptography schemes simultaneously [5].

To maintain confidentiality, all medical data are encrypted using a symmetric encryption scheme, such as the advanced encryption standard (AES), and the symmetric key is encrypted via an asymmetric encryption scheme [6,7]. In addition, access control is employed for the efficient management of authority [8]. Moreover, security issues in healthcare systems with mobile devices are addressed, and possible solutions are provided in [9,10]. However, when using these classical cryptography schemes, issues arising from massive medical data and the efficient sharing of problems cannot be solved [8]. To overcome such problems, blockchain has been proposed recently [5].

Blockchain is a type of data structure that guarantees the integrity of stored data. Blockchain was first used for managing transaction data, and this is known as cryptocr-
currency, e.g., Bitcoin [11] and Ethereum [12]. Blockchain is used to store not only the data of currency transactions, but also various types of historical data such as the distribution process, status of shared items, security protocols [13], and electronic healthcare data [14,15]. In particular, many blockchain-based medical data management systems have been proposed, such as MedRec [16] and MedShare [17].

However, the proposed systems exhibit several vulnerabilities. MedRec [16] and its extended version [18] employ a public blockchain; therefore, efficiency may be a concern. In addition, MedShare operates access control only with the blockchain; hence, encrypted medical data can be delivered to unauthorized users, and efficiency problems due to decryption and encryption may occur [17,19].

Other solutions for overcoming both privacy and sharing issues have been proposed. Li et al. provided a framework that preserves personal health records based on attribute-based encryption (ABE) [20], and Liu et al. proposed an extended version that employs attribute-based signcryption (ABSC) [21]. Furthermore, Li et al. developed a homomorphic encryption-based electronic health record (EHR) management system [22]. However, advanced encryption schemes such as ABE and homomorphic encryption involve computational overhead; therefore, they are not suitable for managing large volumes of medical data.

The solutions presented above for secure medical data management systems cannot overcome the computational overhead problem owing to the outsourcing of blockchain [23,24]. Most healthcare institutes are unable to develop systems that include blockchain and cryptography schemes owing to insufficient IT expertise [25]. However, when an outsourcing company is employed to implement a file server and a blockchain server, the healthcare data stored in the file server may be accessed by the company. In particular, this occurs when a decryption key is lost, or the stored data are deleted because of security attacks, natural disasters, etc. In this case, the data stored by the outsourcing company may be leaked. Therefore, a security solution that prevents the company from accessing privacy-sensitive healthcare data is required.

Proxy re-encryption (PRE) is a promising solution to this issue. It transfers a ciphertext into another ciphertext, enabling the receiver to decrypt the encrypted data with its own secret key [26]. This method does not reveal any sensitive data, including plaintext or secret keys of the sender or receiver, during the entire process. Unlike the conventional encryption method, where the ciphertext must be decrypted and re-encrypted to enable the receipt of a message, PRE does not require decryption. Therefore, it is a secure method for use in circumstances where data must be shared with third parties in an untrusted network [27].

PRE is a key solution to the problem of medical data leakage by outsourcing companies. In our proposed system, we set a proxy server between the data server and the end user and separated the proxy from the outsourcing company. Consequently, we were able to design a system that prevents the company from viewing EHRs in the system.

In this study, we employed a PRE scheme to encrypt the symmetric key and achieve efficient access control. Basically, all EHRs are encrypted with symmetric keys, and each key is encrypted using the public key cryptography system as a common secure communication protocol such as SSL/TLS. In addition to this system, we adopt the blockchain to protect the original EHR and to provide access control for the case of data sharing to third parties. Furthermore, to prevent exposure of the EHR to the blockchain outsourcing company, we add the PRE [28] to the blockchain-based EHR management. In our system, the proxy server is separated from the blockchain scope, so the outsourcing company cannot interfere the PRE. The symmetric key is secured by the encryption process of the PRE and would be re-encrypted by the proxy when the legal user requests to receive the EHR.

We first developed this blockchain-based model with PRE in [29], and in this work, we extend the proposed system. Detailed protocols and algorithms for managing healthcare data are presented herein. The main contributions of this study are as follows:
1. We first propose a blockchain-based EHR management model. In each distributed ledger, the access information that reveals the user that can read the corresponding EHR and the hash value of the record are stored. Hence, only authorized users can download and retrieve the encrypted EHR;

2. In addition to the blockchain, we adopt a PRE scheme to enable secure and efficient EHR sharing. Moreover, the proxy is separated from the blockchain system, and the re-encryption key is generated and maintained by the system manager, not the outsourcing company. Hence, the company cannot open the encrypted EHRs;

3. We provide essential cryptography schemes to secure the EHRs, such as encryption/decryption and digital signature schemes. Hence, the confidentiality and integrity of the EHRs are guaranteed.

The remainder of this paper is organized as follows: We first discuss the relevant studies in Section 2. In Section 3, we introduce the essential items for the proposed schemes, such as the blockchain and PRE. In Section 4, the blockchain-based EHR management scheme using PRE is described. In Section 5, the security improvements of the proposed scheme as well as the overall performance of the proposed scheme are discussed. Finally, the conclusions of this study and future studies are provided in Section 6.

2. Related Works

In this section, we present previous studies that are relevant to the current study. We first introduce studies pertaining to blockchain-based EHR management schemes, followed by those associated with EHR management with PRE.

2.1. Blockchain Implementations on Medical Data

To guarantee the integrity of healthcare data, many blockchain technologies have been employed in data management systems. MedRec provides safe storage and EHR sharing for patients served by different providers. MedRec employs Ethereum to manage access control, where only users who have access rights can access the healthcare data [16]. In addition, Yang et al. incorporated the ABSC scheme to strengthen the confidentiality and integrity of medical data [18]. The symmetric key used to encrypt the medical data was encrypted using ABE, and a signature for both the encrypted data and encrypted key was created. However, these schemes are disadvantageous in that they depend on the proof of work and cryptocurrencies.

Chelladurai et al. employed the blockchain to guarantee the integrity of the EHR [30], and Ismail et al. proposed a healthcare record management framework to provide not only security, but also privacy. Moreover, there are several blockchain-based works for secure EHR sharing. Dubovitskaya et al. [31] presented a blockchain framework for managing and sharing EHR data between healthcare providers and researchers. Xiaodong et al. [32] proposed a method of sharing EHR by storing encrypted data in the cloud and saving information, including addresses, to the blockchain. Moreover, ABE and signatures were combined to achieve sharing data in many-to-many communications. Wang et al. [33] presented a protocol for securely sharing EHRs of data stored in the cloud based on a consortium blockchain with searchable encryption and PRE. MeDShare [17] monitors all actions, including data transition and sharing, and records them in the blockchain. This system uses smart contracts and access control to track the behavior of the data and enables the withdrawal of dishonest access. By enabling data owners to control the anonymization process, Yang et al. [34] proposed a method for sharing private data with blockchain in a cloud federation. However, problems caused by outsourcing blockchain have not been addressed.

2.2. Proxy Re-Encryption for Medical Data Using Blockchain

In addition to the aforementioned proposals, methods for implementing PRE using blockchain and personal medical data have been proposed to address security issues. Xiao et al. [35] proposed a blockchain-based scheme for sharing and protecting EHRs using
PRE. The participants of the system include a hospital, user, and system manager, where the hospital maintains its own private blockchain, and the system manager generates the master key and system parameters as a trusted third party. The user stores his/her medical data in the hospital’s blockchain by joining the network, and the system manager re-encrypts the data when the data are requested by other doctors. Thwin et al. suggested a personal health record (PHR) system for secret data sharing that involved the blockchain and PRE [36]; furthermore, they developed an access-control model for PHR systems [37]. This model stores the encrypted PHR for cloud storage, and the PHR metadata are stored in the blockchain with access logs. The gateway server re-encrypts the data requests from the cloud storage and sends it to the user client. Dagher et al. proposed Ancile [38], which is an EHR access-control framework involving PRE and the blockchain. However, none of the previous works discussed possible security attacks due to the untrustworthy blockchain outsourcing companies.

3. Preliminaries

3.1. Blockchain

To guarantee the integrity of the EHR and to enable efficient and secure access control, we employed blockchain in an EHR management system. Blockchain was first explained by Satoshi Nakamoto in 2008 as a Bitcoin technique for an electronic cash system [11]. It is a decentralized peer-to-peer network operated by distributed nodes. In a blockchain network, every node contains ledgers with identical data. The data recorded in blocks cannot be modified and are resistant to external attacks. Hence, blockchain has garnered the attention of researchers in various fields [39,40].

Figure 1 illustrates the structure of a general blockchain. The blocks, which comprise transaction lists and block information, are linked in chronological order, and identical data are contained by the nodes participating in the network. After the data are saved in the blockchain, they cannot be altered. The hash of the previous block is stored in the next new block to guarantee the integrity of the previous data in the blockchain, and a digital signature generated via a public-secret key method enables the verification of nodes that are deploying the transaction. The time stamp and Merkle root enhance the data integrity and prevent forgery. The time stamp prevents the double-spending problem of blocks, whereas the Merkle root proves the integrity of transactions within each block [41]. Therefore, we can conclude that, unlike the conventional centralized database, blockchain provides data integrity by rendering information available to the public [42]. This transparency and distribution are vital to data integrity, rendering data forgery extremely difficult.

Another critical function of the blockchain is smart contracts, which are digital contracts that are executed automatically once they fulfill the required condition [43]. This ideal contract obviates the requirement for a third party in transactions; furthermore, it is written and operated by all nodes in the distributed network without the control of a single entity once it is uploaded. We used smart contracts to upload and retrieve data from the blockchain and interplanetary file system.

A decentralized application (DApp) enables interactions between users and the blockchain network. It is similar to the conventional application, which is structured...
with a front end and back end. However, compared with an application that executes the back end on a centralized server, the DApp is implemented on a distributed peer-to-peer network. Smart contracts are executed on a DApp, providing convenience to users who are willing to interact with the blockchain through smart contracts [44].

In this paper, we employ Ethereum [12] to realize a blockchain-based EHR management system which protects the distributed ledgers and enables smart contracts. In addition, to monitor the blockchain, we build a DApp using Web-based programming.

3.2. Proxy Re-Encryption

PRE is a scheme that enables a proxy to transform a ciphertext that can be decrypted by one user into another ciphertext that can be decrypted by another user without decryption. Since its introduction by Blaze et al. in 1998 [26], various versions of the PRE have been proposed. PRE is based on a public key cryptography system; as such, the encryption and decryption keys are dissimilar. After encryption, the data can be re-encrypted without decryption by a proxy; hence, the plaintext is not revealed during the PRE, and the confidentiality of the ciphertext is preserved. The basic concept of the PRE scheme is illustrated in Figure 2.

![Figure 2. Process of unidirectional proxy re-encryption.](image)

Let $pk_A$ and $sk_A$ be Alice’s encryption and decryption keys, respectively, and let $pk_B$ and $sk_B$ be the encryption and decryption keys for Bob, respectively. It is noteworthy that $sk_A$ and $sk_B$ are maintained only by Alice and Bob, respectively. Moreover, for a message $M$, let $c_X$ be an encrypted version of $M$ that can be decrypted with $sk_X$, where $X \in \{A, B\}$.

Conventionally, to allow Bob to decrypt $c_A$, Alice first decrypts with $sk_A$ and encrypts with $pk_B$, or may employ a third party, which is known as a proxy. In the latter case, Alice first segregates $sk_A$ between Bob and the proxy, whereas $c_A$ is partially decrypted by the proxy and then finally decrypted by Bob [45,46]. However, this approach requires Bob to possess an additional secret key for every delegation that he accepts [47]. Therefore, a PRE scheme was proposed.

The concept of the PRE scheme is as follows. First, four parties are involved: a delegator (Alice), a delegate (Bob), a key distributor, and a proxy. The aim of the key distributor is to generate and distribute keys that include the keys of various participants ($pk_X$ and $sk_X$) and the re-encryption key ($rk$). As shown in Figure 2, let us consider the case in which Alice delegates the access authority of message $M$ to Bob. The aim of the proxy is to re-encrypt $c_A$ to $c'_B$ using only $rk$ without decryption.

After its introduction by Blaze, Bleumer, and Strauss, the PRE scheme has received considerable attention, and more developed PRE schemes have been developed thereafter. Generally, the PRE scheme can be categorized into two types: unidirectional and bidirectional. The bidirectional PRE scheme allows users to re-encrypt the ciphertext repeatedly, whereas the unidirectional PRE allows only a one-time re-encryption. The first proposed method is bidirectional PRE. However, the bidirectional PRE scheme has a few shortcomings: the delegation in the scheme is transitive and the delegator’s secret key can be completely recovered if the proxy and delegate collude. Hence, systems that treat privacy-sensitive data employ unidirectional PRE schemes [28]. In the proposed scheme, we used unidirectional PRE because the re-encrypted data can no longer be re-encrypted.
4. The Proposed Scheme

In this section, we discuss an EHR management system that uses a blockchain and the PRE algorithm. First, we briefly introduce the system model; subsequently, we describe the processes for data creation, storage, retrieval, and sharing.

4.1. System Model

Figure 3 shows the model of the proposed system. The proposed medical data management system is composed of a user, server, proxy server, and third party. In addition, as shown in Figure 3, we assume that all systems except the proxy server are installed by an outsourcing blockchain company. In other words, the outsourcing company’s role is to install and manage the blockchain and file server for the EHRs.

Figure 3. System model.

All EHRs are stored in the server. Before being saved, the signature is attached to the EHR, the combined data are encrypted using a symmetric encryption scheme, and the symmetric key is encrypted using a public key encryption scheme. Figure 4a shows the encryption process. Because this system employs the PRE, we selected the second level of the PRE as the public key encryption scheme. To obtain the EHR, the symmetric key should be decrypted using PRE decryption (Section 4.3.4) or re-encryption (Section 4.3.5) and another PRE decryption (Section 4.3.6). Figure 3 shows the digital signature, encryption, decryption, and re-encryption processes. The detailed algorithms for encrypting, re-encrypting, and decrypting the symmetric key via PRE are provided in Section 4.3.

In addition, when the EHR is stored, shared, and accessed, all of the log data for the EHRs are recorded in the distributed ledger of the blockchain. Moreover, information regarding participants that can access the EHR is stored in the distributed ledger. Because the blockchain guarantees the integrity of the entire managed data, no participants, except the system manager, can modify or delete the log data and access information.

However, because these servers and blockchain systems are installed by an outsourcing company, all keys that include the private key can be managed by the company. This may be necessary, for example, if one of the important participants loses a private key and requests a key to access the stored data. However, if the outsourcing company abuses this privilege, sensitive data may be leaked even if they are encrypted and managed by the blockchain system, because the company has all the information.
To prevent this threat, we added a proxy server to the system. As shown in Figure 3, we installed a proxy server between the data server and end users. The aim of the proxy server is to re-encrypt the symmetric key. Originally, the symmetric key is retrieved by the system manager; however, after the proxy, it is reformed to a ciphertext that can be decrypted by the end user. In this regard, a re-encrypted key is input to the proxy. Figure 4b shows the re-encryption and decryption processes of the symmetric key. Originally, the symmetric key is encrypted with the manager’s public key using the second-level encryption. When a user requests the healthcare data, the encrypted symmetric key is re-encrypted and modified to another ciphertext that can be decrypted with the user’s private key using first-level decryption. Subsequently, the user retrieves the symmetric key with his/her private key and finally decrypts the data using the symmetric key.

4.2. Blockchain in the System

In the proposed system, the blockchain is utilized for two purposes: to verify the integrity of the EHRs and for access control. In each block of the blockchain in our system, hash values of the records and access authority information are stored, and they are protected by the robust security of the blockchain system.

Figure 5 shows the interactions between the data server and the blockchain for cases in which a user saves and requests the EHRs, separately. In this figure, we assume that the user is permitted to use the record. In terms of the EHR storage process, as shown in Figure 5a, the hash value of the EHR is calculated and transmitted to the blockchain with other information, such as the access range, creation date, and saving date. When another user, such as a doctor, patient, or third party, enquires to use the EHR and receives the record as shown in Figure 5b, the user calculates the hash value of the record and sends it to the blockchain to verify the integrity. Subsequently, the blockchain server verifies whether the hash value of the corresponding data is consistent with the hash value in the blockchain and returns the result to the user.

In addition to integrity verification, the blockchain provides access control using a smart contract. As shown in Figure 5a, the information revealing the user that can access the corresponding record is transmitted to the blockchain. As shown in Figure 5b, when the server receives the data request from a user, it verifies the data accessibility from the
blockchain using the smart contract. Subsequently, when the blockchain returns a possible sign, the server delivers the EHR to the user.

![Diagram](image)

(a) Saving EHR.

![Diagram](image)

(b) Accessing EHR.

**Figure 5.** Interactions between server and blockchain.

### 4.3. The Re-Encryption Processes

Next, we present the processes for PRE in detail. We address the system initialization, user registration, data storage, data retrieval by the system manager, and data retrieval by an end user. The notations used in this subsection are listed in Table 1.

<table>
<thead>
<tr>
<th>Symbols</th>
<th>Meaning</th>
</tr>
</thead>
<tbody>
<tr>
<td>$\kappa, \ell_0, \ell_1$</td>
<td>Security parameters</td>
</tr>
<tr>
<td>$p$ and $q$</td>
<td>Large primes satisfy $q</td>
</tr>
<tr>
<td>$G$</td>
<td>Subgroup of $\mathbb{Z}_q^*$</td>
</tr>
<tr>
<td>$H_1, H_2, H_3, \text{and } H_4$</td>
<td>Hash functions</td>
</tr>
<tr>
<td>$g \in G$</td>
<td>Generator</td>
</tr>
<tr>
<td>$sk_M, pk_M$</td>
<td>Manager’s private and public keys</td>
</tr>
<tr>
<td>$sk_i, pk_i$</td>
<td>User $u_i$’s private and public keys</td>
</tr>
</tbody>
</table>

#### 4.3.1. System Initialization

Here, we describe the process for system initialization, which is performed after the system begins or is reset. In this process, all of the variables and functions are initialized, and the system is ready to receive users. As mentioned earlier, we employed Chow’s model [28], which provides an efficient and secure unidirectional PRE, for our system.

1. The system manager selects two large primes $p$ and $q$, where $q|(p - 1)$. Let the number of digits in $q$ be $\kappa$, and let $G$ be a subgroup of $\mathbb{Z}_q^*$ with order $q$;
1. The system manager requests the server to send the encrypted data
2. The manager selects four hash functions, \( H_1 : \{0,1\}^{\ell_0} \times \{0,1\}^{\ell_1} \rightarrow \mathbb{Z}_q^* \), \( H_2 : \mathbb{G} \rightarrow \{0,1\}^{\ell_0+\ell_1} \), \( H_3 : \{0,1\}^* \rightarrow \mathbb{Z}_q^* \), and \( H_4 : \mathbb{G} \rightarrow \mathbb{Z}_q^* \). It is noteworthy that the security parameters \( \ell_0 \) and \( \ell_1 \) are determined by \( k \);
3. The manager sets \( \text{param} \) as \( \{q, G, g, H_1, H_2, H_3, H_4, \ell_0, \ell_1\} \).

4.3.2. User Registration

After system initialization, the system is ready to receive user registration. In this process, secret and public keys are generated, where each key is composed of two variables.
1. The system verifies the validity of user \( u_i \), who tries to register;
2. If the validity test is passed, then the system assigns \( \text{param} \) to \( u_i \);
3. User \( u_i \) selects \( x_{i,1}, x_{i,2} \in \mathbb{Z}_q^* \) and sets \( \text{sk}_i \) as \( \{x_{i,1}, x_{i,2}\} \);
4. User \( u_i \) calculates \( pk_{i,1} = g^{x_{i,1}} \mod q \) and \( pk_{i,2} = g^{x_{i,2}} \mod q \), and sets public key \( pk_i \) as \( \{pk_{i,1}, pk_{i,2}\} \);
5. User \( u_i \) sends the public key to the system manager.

Specifically, we let \( \text{sk}_M = \{x_{M,1}, x_{M,2}\} \) and \( \text{pk}_M = \{g^{x_{M,1}}, g^{x_{M,2}}\} \) be the secret and public keys of the system manager, respectively.

4.3.3. Data Storage

When user \( u_i \) creates an EHR \( M \) and attempts to store it in the EHR management system, the processes involved are as follows:
1. User \( u_i \) signs \( M \) with one's private key. Let \( S \) be \( u_i \)'s digital signature on \( M \);
2. To encrypt both the message and the signature, user \( u_i \) randomly creates a symmetric key \( K \) for the AES and encrypts \( (M||S) \) with \( K \). Let \( C \) be the encrypted data, i.e., \( C = \text{Enc}(K, (M||S)) \). In the next step, the second-level encryption of the PRE begins;
3. To encrypt \( K \), user \( u_i \) selects \( u \in \mathbb{Z}_q^* \) and \( \omega \in \{0, 1\}^{\ell_1} \) randomly, and computes \( r = H_1(K, \omega) \);
4. User \( u_i \) calculates the following:
   \[
   \begin{align*}
   D &= (pk_{M,1}^{H_4(pk_{M,2})} \cdot pk_{M,2})^u, \\
   E &= (pk_{M,1}^{H_4(pk_{M,2})} \cdot pk_{M,2})^r, \\
   F &= H_2(g^s) \oplus (K||\omega);
   \end{align*}
   \]
   The user computes \( s = (u + r \cdot H_3(D, E, F)) \mod q \), outputs the ciphertext \( E = (D, E, F, s) \), and sends \( C \) and \( E \) to the server;
6. After the server receives \( C \) and \( E \), it verifies if the following equation holds:
   \[
   \left(pk_{M,1}^{H_4(pk_{M,2})} \cdot pk_{M,2}\right)^s = D \cdot E^{H_3(D, E, F)},
   \]
   If it does not hold, then the server rejects \( C \);
7. The server finally stores \( C \), and writes the access information on the blockchain.

4.3.4. Data Retrieval by System Manager

The system manager can retrieve the stored EHR. Because the manager decrypts the encrypted EHR using the second level of the PRE, the following process is performed. First, the manager decrypts the symmetric key and then decrypts the encrypted EHR using the symmetric key.
1. The system manager requests the server to send the encrypted data \( C \) and the encrypted key \( E \). Let \( C \) be \( (D, E, F, s) \);
2. The manager calculates \( F \oplus H_2(E^{x_{M,1} \cdot H_4(pk_{M,2}) + x_{M,2}}) \). If no problem arises, then the result is two concatenated values; the first is the symmetric key \( K \), and the second one is \( \omega \);
3. The manager verifies whether \( E = \left( pk_{M_1}^{H_2(pk_{M_2})}, pk_{M_2} \right) H_1(K, \omega) \) is established. If it is not established, then the manager rejects \( C \) and \( E \), and terminates the process;
4. The manager decrypts \( C \) with \( K \) using the AES decryption algorithm. Subsequently, the manager obtains the original data \( M \) and its signature \( S \);
5. The manager verifies the integrity of \( M \) via a verification procedure using the signature \( S \). If the verification process is completed successfully, then data retrieval is terminated.

### 4.3.5. Data Sharing to a Third Party

The EHR may be requested by a third party, such as other healthcare institutes, pharmaceutical companies, and insurance institutes. During this process, re-encryption is performed because the encrypted symmetric key should be delivered to the third party. The processes involved are as follows:

1. When the server receives a request to access the stored EHR from the third party \( usr_t \), the server verifies \( usr_t \)'s accessibility from the blockchain. If \( usr_t \) does not have the right to access the EHR, then the server rejects \( usr_t \);
2. The server obtains the requested pair of the encrypted data \( C \) and symmetric key \( E = (D, E, F, s) \), and sends \( C \) to the third party and \( E \) to the proxy server;
3. When the proxy server receives \( E \), it finds \( rk_{M \rightarrow t} = (rk_{M \rightarrow t}, V, W) \) from its storage;
4. The proxy server calculates \( E' = E^{rk_{M \rightarrow t}} \) and sends \( (E', F, V, W) \) to the third party.
   After this process, the third party receives the ciphertext of the EHR and the symmetric key that is encrypted with the first level of the PRE.

### 4.3.6. Data Retrieval by a Third Party

After the third party receives the requested pair \( (C, E) \) via the process presented in Section 4.3.5, \( E \) is first decrypted to obtain the symmetric key \( K \) with secret key \( sk_t = (x_{t_1}, x_{t_2}) \). Subsequently, the third party decrypts \( C \) with \( K \), and verifies the integrity using the verification algorithm of the digital signature. The processes involved are as follows:

1. The third party calculates \( W \oplus H_2(V^{\frac{1}{\sqrt{2}}} \cdot \pi) \). The following result can be obtained if no problem arises:
   \[
   W \oplus H_2(V^{\frac{1}{\sqrt{2}}} \cdot \pi) = H_2(g^\pi) \oplus (h\|\pi) \oplus H_2(g^{\pi x_{M_2}^{\frac{1}{\sqrt{2}}}}) = (h\|\pi).
   \]
2. Using the result of Step 1, the third party derives \( K \) by calculating \( F \oplus H_2(\frac{1}{\sqrt{2}}) \). If no problem arises, the following result can be obtained:
   \[
   F \oplus H_2(\frac{1}{\sqrt{2}}) = H_2(g^\pi) \oplus (K\|\omega) \oplus H_2 \left( \left( pk_{M_1}^{H_2(pk_{M_2})} \cdot pk_{M_2} \right) x_{M_2}^{\frac{1}{\sqrt{2}}} \right) \]
   \[
   = H_2(g^\pi) \oplus (K\|\omega) \oplus H_2 \left( g^{\pi x_{M_1} h_{M_2}(pk_{M_2})^{x_{M_2}}} \right) \]
   \[
   = H_2(g^\pi) \oplus (K\|\omega) \oplus H_2(g^\pi) = (K\|\omega);
   \]
3. The third party verifies whether \( V = pk_{M_2}^{H_2(h\|\pi)} \) and \( E' = s^{H(K, \omega)} \cdot h \) hold. If they do not hold, then the third party rejects the received data and requests them again from the server;
4. Using the decrypted symmetric key \( K \), the third party decrypts \( C \) using the AES decryption scheme. Subsequently, \( (M\|S) \) is obtained, where \( M \) is the plaintext of the requested EHR, and \( S \) is its signature;
5. Finally, the third party verifies the integrity of \( M \) via the process to verify the digital signature using \( S \). If the verification is successful, then the third party accepts \( M \) and terminates the process.

4.4. Data Management Processes

In this subsection, we provide the processes for data creation and storage, data access by the user, and data access by the third party.

First, consider the case in which a new user, such as a health professional, general user, or third party participates in the system. When a new member participates in the proposed system, a private key should be created and a public key calculated for the \( \text{PRE} \) scheme, as mentioned in Section 4.3.2. In addition, to open the stored file, a re-encryption key that transforms the encrypted symmetric key to another encrypted key that can be decrypted by the user is generated, as mentioned in Section 4.3.5.

Next, we consider the case in which the data are created by the medical institute. For this case, the process described in Section 4.3.3 is executed. When a health professional, such as a doctor, creates an EHR, a symmetric key is created first, and then the data are encrypted with the key using a symmetric encryption scheme such as the AES. Subsequently, the symmetric key is encrypted using the second level of the \( \text{PRE} \) with the manager’s public key. Next, a pair of data and encrypted keys are transferred to the data server, and the access authority for the data is recorded in the blockchain system.

When a manager wishes to view the stored file, he/she must first request the file server to send the corresponding file. Subsequently, the server verifies the requester’s accessibility for the file using the blockchain and returns the encrypted file and encrypted key to the manager. Next, the manager retrieves the symmetric key using the second-level decryption, as mentioned in Section 4.3.4, and decrypts the file using the symmetric key. Finally, the manager obtains the data.

In addition to the manager, a general user, such as a patient or a third party, may require the stored data. Prior to this process, the third party should obtain the right to access the data and create a re-encryption key using the procedure detailed in Section 4.3.5. When the file server receives a data request, it verifies the accessibility of the blockchain server. If the verification is passed, then the file server sends the requested data to the proxy server, and the proxy re-encrypts the symmetric key. Finally, the encrypted data and the re-encrypted key are transmitted to the end user, and the user decrypts the key and data.

5. Discussion

In this section, we discuss the scheme proposed in Section 4. First, we analyze the security issues for managing and sharing data. Subsequently, we measure the operation times for various cases, such as encryption, re-encryption, and decryption, to demonstrate the availability.

5.1. Security Analysis

In this subsection, we analyze the proposed system with respect to security. When the EHR is created at the hospital, as shown in Figure 3, it is encrypted, and the key used for that encryption is encrypted with the manager’s public key; hence, the path between the hospital and the server can be regarded as secure. Next, we discuss the case in which a patient and a third party require the EHR, where the privacy-sensitive record may be leaked to the outsourcing company.

First, we consider the case in which a patient or a third party requests an EHR to the server. Initially, when the EHR is stored on the server, information that allow access to the EHR is transmitted and saved in the blockchain. Moreover, the contents in the blockchain cannot be changed, and hence the access information cannot be modified. Therefore, the EHR is delivered to users who can access the record. In addition, owing to the proxy server, the encrypted symmetric key is transformed to one that can be decrypted by the
requested data without decryption; hence, the plaintext of the symmetric key or the EHR will not be exposed between the file server and the end user.

In the Introduction, we argued that the EHR can be leaked to the outsourcing company because the company may disregard the smart contract in the blockchain. To prevent this in our system, we adopted the PRE scheme; therefore, the symmetric key is not exposed to the outsourcing company because it can be decrypted by either the system manager or end user. Nonetheless, the system manager should be separated from the blockchain outsourcing company.

5.2. Experimental Results

In this subsection, we discuss the performance of the proposed system. Because the security level and system performance exhibit a tradeoff relationship, the operation costs for data storage and retrieval will increase when the proposed scheme is adopted. To solve this issue, we measured the performance time for each process and demonstrated that the processes would be performed within a reasonable duration. For the experiments, we use forced expiratory volume data from a spirometry device.

For the performance analysis, we used two computers with Intel(R) Core(TM) i5-8400 CPU @2.80 GHz, 8 GB of RAM, and Ubuntu Linux 18.04 LTS. These computers are used as proxy servers and client computers, respectively. In addition, pairing-based cryptography library 0.5.14 [48] and OpenSSL 1.1.1f library were used for PRE and AES cryptography, respectively. In this experimental analysis, we measured the operation times for the data storage and data retrieval processes.

First, we analyzed the results of the data storage process. This process involves a digital signature, data encryption using the AES, and symmetric key encryption using the PRE. For the digital signature, a digital signature algorithm is used. To operate AES encryption, we selected AES256. The sizes of the EHRs ranged from 128 kB to 64 MB, and 100 tests were conducted for each data size. The average time required for each data size is shown in the blue graph of Figure 6.

Next, we discuss the time required for data retrieval. This process involves symmetric key decryption using PRE, AES decryption, and the signature verification procedure. The experimental environment is the same as that for data storing. Moreover, to measure the operation time, we conducted 100 tests for each data size and calculated the average value. The experimental results for data retrieval are shown in the orange graph of Figure 6.

As shown by the graphs in Figure 6, we can confirm that the operation times for saving or loading the EHR are less than 1 s if the size of the record is not greater than 64 MB. Consequently, we conclude that, except for a case involving a large EHR, data storage and retrieval can be completed within a reasonable duration. In addition, we can verify whether the operation time is proportional to the EHR size, such that the computation costs for the PRE used for encrypting and decrypting the symmetric key will not affect the
entire operation duration, even though the PRE is a relatively heavy cryptography scheme compared with other security schemes.

6. Conclusions and Future Works

Herein, we propose a blockchain-based EHR management scheme with PRE. Owing to the security of the blockchain, the stored EHRs can be delivered only to authorized users, such that the integrity of the records is guaranteed. In addition, PRE ensures the confidentiality of the encrypted EHRs. In our system, the proxy server is separated from the blockchain system; therefore, the plaintexts of the EHRs will not be visible to the blockchain outsourcing company if the system manager does not reveal a user’s private key. Based on security analysis and the experimental results, we confirmed the security and usability of the proposed scheme. Using the proposed scheme, privacy-sensitive information in the EHRs will be maintained by only trustable members; therefore, the security and privacy of the healthcare data are guaranteed.

A few shortcomings exist in our study. For example, when an authorized user obtains the EHR from the file server through the blockchain system and the proxy server, the user can own the record indefinitely, which may result in another privacy issue. If the user sends the obtained EHR to another person that is not granted access, then the privacy of the EHR owner will be invaded. To overcome this issue, additional privacy-preserving schemes are required. In future studies, we will research and develop a scheme that solves privacy and sharing problems simultaneously.
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