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Abstract: This research reviews recent advances in the domain of Automated Rule Checking (ARC)
and argues that current systems are predominantly designed to validate models in post-design stages,
useful for applications such as e-permitting. However, such a design-check-separated paradigm
imposes a burden on designers as they need to iteratively fix the fail-to-pass issues. Accordingly,
the study reviews the best-practices of IFC-based ARC systems and proposes a framework for
ARC system development, aiming to achieve proactive bottom-up solutions building upon the
requirements and resources of end-users. To present and evaluate its capabilities, the framework is
implemented in a real-life case study. The case study presents all the necessary steps that should be
taken for the development of an ARC solution from rule selection and analysis, to implementation
and feedback. It is explained how a rule checking problem can be broken down into separate modules
implemented in an iterative approach. Results show that the proposed framework is feasible for
successful implementation of ARC systems and highlight that a stable data standard and modeling
guideline is needed to achieve proactive ARC solutions. The study also discusses that there are some
critical limitations in using IFC which need to be addressed in future studies.

Keywords: Automated Rule Checking (ARC); Building Information Modeling (BIM); Industry
Foundation Classes (IFC); proactive design; smart design

1. Introduction

Automated Rule Checking (ARC) is the practice of developing tools that can auto-
matically capture and check a set of rules against a model or design. Research into ARC
goes back to the 1960s when Fenves pioneered the idea with a decision table [1]. The
advent of Building Information Modeling (BIM) facilitated ARC by providing access to
a considerable amount of information regarding a project in a single model. In addition,
Industry Foundation Classes (IFC) promoted open BIM, creating an interoperable data
platform by formalizing modeling and exchange of data. This common data standard
enabled interoperability in the AEC industry and allowed BIM systems to be a platform
for collaboration and data exchange. In general, ARC approaches mostly consist of all
or some of the following stages: rule interpretation, model preparation, rule execution,
reporting, and correction [2]. Several technical and non-technical challenges must be dealt
with for automating these processes. Substantial research has been conducted to address
these challenges, especially on the technical side. One trend in recent years has been
applying new innovations in other fields in the automation processes of ARC, particularly
in rule interpretation [3]. For instance, natural language processing (NLP) has helped in
automated codification of rules or ontological approaches have been used to develop a
formalized machine-readable taxonomy of rules [4,5].

However, the non-technical aspects, the business processes and stakeholder engage-
ment, have received less attention. Given that construction projects are usually conducted
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in a fragmented environment, this might become a critical issue. A building is usually
designed by several designers and engineers from different backgrounds (e.g., architecture
and mechanical) [6]; and progress is often monitored by code experts who make sure
that the design satisfies regulatory requirements. This means that the automation of rule
checking should consider the views of several parties. If designers are not adequately
involved in the development of an ARC system, developers might become overly focused
on technical issues rather than the user experience side of the product. Currently, research is
mostly focused on how to translate rules or implement rule-checking but does not address
the question of “how to engage all the different stakeholders in the development process”.
The result of this approach has been uncoordinated progress and implementation, where
ARC solutions do not really meet the industry’s needs. Practitioners would prefer small,
dedicated checkers to minimize or replace specific manual tasks accurately and reliably,
rather than complex, all-encompassing systems [7].

However, in recent years, research is starting to answer why the extent of automation
is relatively low in construction projects. More often than not, we see the stakeholder
engagement as the main issue. For instance, in a recent review by Hamidavi et al. (2019), a
number of experts were asked to outline existing challenges on design automation. Interest-
ingly, the top issues identified by experts were not the technical ones and were the lack of
coordination and misinterpretation. A key takeaway from their work is that “automation
without supervision brings out wrong data” [8]. It is crucial to enable a collaborative
environment between different disciplines in the early stages. This is especially important
in the case of developers and designers as they do not speak the same language. The
study also highlights that automation should allow some room for creativity, which means
it should support the preliminary design stages and help designers to choose the best
option to take forward for detailed design [8]. The preliminary stage is where most of
the discrepancies and mistakes in hand calculations occur. Additionally, a mistake in the
early stages will have a much higher impact on the whole project than one made in the
final stages.

Currently, the extent of ARC applications in real projects, particularly in the private
sector, is very low. One explanation can be that most of these efforts focus on the technical
side of ARC, whereas there is a need to improve the practicality of these solutions and
showcase the business value of ARC [7]. Currently, ARC solutions are intended for rule
verification, whereas they should be more oriented towards designer needs [7]. Most
ARC systems are designed to validate models in post-design stages and are useful for
post-design applications such as issuing e-permits. As discussed above, to achieve a
practical automation solution, ARC systems should be more involved in the preliminary
stages. In practice, designers need to know the regulatory requirements in advance before
designing a model (e.g., what should be the dimensions of windows); whereas the current
ARC systems mostly check whether these regulations are met in a design model (e.g.,
whether the dimensions of windows are correct or not). Checking rules after the design
is completed can guarantee the accuracy and completeness of the model. However, this
design-check-separated paradigm may impose a burden on the designers because the
fail-to-pass issues will result in rework, likely in an iterative way. As a result, we observe a
relatively higher adoption of ARC in public sectors, where ARC is used for permits, than in
private sectors. ARC systems need to be proactively providing feedback for design-specific
issues during the design process, rather than passively approving or disapproving design
decisions. Design decisions in the early design stages have the most profound effects on
construction projects [9]. As a result, the incorporation of expert feedback in these stages
will result in decreasing the discrepancies that lead to design or even construction reworks.

Studies show that ARC systems, designed based on user requirements, not only
succeed in terms of rule checking but also result in additional benefits originated from
cultural shifts and changes in practice. For instance, if ARC is designed and implemented
successfully, it might result in wider adoption of BIM, which then improves many other
aspects of design and construction [10]. Furthermore, users working with well-designed
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ARC systems are more likely to gain a better tacit understanding of the codes (rules) [11].
Such studies highlight the need for research on the business and governance side of ARC
applications. To this end, this research first provides a review of ARC applications. The
review helps identify the main challenges associated with ARC applications. Next, based
on industry best practices, a framework is proposed to categorize the main processes,
stakeholders, and their interrelations in each step. The framework aims to bring ARC
development as close as possible to the design and engineering team, and by doing so,
result in a bottom-up approach, building upon the requirements and resources of end-
users. The proposed approach is then implemented in a real project to showcase how
it can coordinate different stakeholders to address development challenges. Finally, this
research takes a critical standpoint and uses the review and case study to highlight the key
limitations in ARC, and proposes a path for future research.

2. Literature Review

ARC has been extensively studied in the past decades. In this section, these studies
are analyzed. The traditional and recent applications of ARC are reviewed, and the main
issues of ARC are outlined.

2.1. Automated Rule Checking

Decision tables are the first method used for ARC applications and were first studied
in the 1960s. Several studies applied this approach and added more complex knowledge-
based aspects to it. For instance, Garret and Fenves [12] developed a knowledge-based
standard processor for the automated design of structural components. Delis and Delis [13]
developed a knowledge-based expert system for automatic fire code checking. Their pro-
posed method includes a set of rules in IF-Then format. In fact, the follow-up approaches
on Fenves’s work have almost unanimously used IF-Then approaches for rule representa-
tion [14,15]. More sophisticated logic-based methods were later developed with different
approaches such as object-oriented modeling, question and answer interfaces, MVD based
approaches, visual programming language, and so on.

Garret and Hakim [16] presented a modeling methodology for design standards based
on object-oriented modeling in which design standards are linked to the rules applicable to
them. Yabuki and Law [17] combined the object-oriented paradigm with predicate logic to
represent and process building codes. In another work, Kerrigan and Law [18] developed
a formal infrastructure for regulatory information management by designing a document
repository called REGNET, built upon an XML framework. The proposed regulation
assistant system (RAS) uses regulation metadata in a web interface communicating with
compliance checking systems. Model View Definitions (MVD) applies a set of rules to
check the compliance of BIM data and can automatically assure that BIM has all the
required data. Therefore, MVDs can be used in a variety of ARC applications. For instance,
Pinheiro et al. [19] developed a standardized method based on a MVD that defines a
subset of IFC related to building energy performance simulation. The proposed system can
check on HVAC objects, operating schedules, controls, and simulation parameters. Finally,
visual programming languages were used for rule checking mainly to address insufficient
transparency and promote user incorporation. For instance, Preidel and Borrmann [20]
proposed using a flow-based visual code checking language for ARC. The system is
represented by graphs using elementary nodes having higher interpretation capability.

BIM and IFC improved ARC applications by allowing computers to access a consid-
erable amount of information regarding a project in an interoperable way. For instance,
Motamedi et al. integrated facilities management (FM), Knowledge Management (KM),
and BIM to help technicians identify FM problems and detect failure root causes [21].
Motawa and Almarshad presented a knowledge-based BIM system that utilizes infor-
mation modeling techniques to provide access to information required for maintenance
works. In their study, a case-based reasoning model was used for capturing knowledge [22].
Luo and Gong developed a BIM-based code checking system to support deep foundation
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construction projects. They developed a library of knowledge checking and a standard
of required information for these projects [23]. Martins and Monteiro developed LicA,
a BIM-based ARC application for water distribution systems [24]. The system is based
on Portuguese regulations. Patlakas et al. presented a BIM-based framework for ARC
applications in the structural design domain. To compress the complex engineering calcu-
lations into one single equation, they implemented multi-dimensional data fitting into a
BIM-based system [25].

With less attention required to assure compliance with design codes, researchers
started to use ARC to include more complex aspects, such as safety and energy performance,
into design processes. With all the limitations in the design stages (time and budget), this
line of research gained attention in the past few years. For instance, Sulankivi et al.
investigated the possibility of identifying safety hazards in the construction schedule by
developing automated safety rule-checking on top of a BIM system [26]. The platform was
used to detect and eliminate fall-related hazards. Cooke et al. integrated the management
of occupational health and safety risks into the design process by developing a decision
support tool called ToolSHeD [27]. This method deployed argument trees to represent
the reasoning of experts to assess the risk of falling from height during roof maintenance
work. Some of these works improved the qualitative factors of BIM-based design projects.
For instance, Choi et al. developed an automated system, called InSightBIM-Evacuation,
to allow designers to check the evacuation regulation compliance of BIM data within the
scope of high-rise buildings [28]. Cheng and Das [29] presented a BIM-based web service
framework to provide an integrated platform for ARC and building energy simulation,
which allowed users to update a building model in a distributed manner.

Recently, the complexity of rule interpretation has encouraged several researchers
to work on the semantics of ARC. Some studies proposed the use of ontologies for for-
malizing and semantically representing building codes. For example, Yurchyshyna and
Zarli proposed an ontology-based approach for formalization and semantic organization of
conformance requirements in construction [30]. They developed a formal representation of
requirements via SPARQL queries based on an IFC-based conformance checking ontology.
Beach et al. utilized regulation and domain ontologies and RASE markup techniques to
allow domain experts to specify their regulatory compliance systems without the need for
extensive software development [31].

Researchers also focused on developing ontologies to link the IFC data model to
domain knowledge or improving the schema of the IFC itself. IfcOWL is an attempt to
enrich the semantic aspect of BIM-based systems. It is an ontology written in the Web
Ontology Language equal to the schema of IFC, which enables the representation of IFC
attributes in the Resource Description Framework (RDF) format. The main contribution
of ifcOWL to ARC applications is the advanced query language that can be used with the
RDF format (e.g., SPARQL language). As a result, retrieving information from BIM files,
which is a critical requirement for ARC, becomes easier [32]. Pauwels et al. identified the
expression range limitations of IFC and demonstrated how the deployment of semantic
web languages (namely, ifcOWL) could overcome these limitations [5].

In addition to semantic web technologies, recent studies are also investigating Natural
Language Processing (NLP) for automating the formalization of specifications into rules.
NLP techniques focus on analyzing information inside natural languages, such as text
classification, part-of-speech tagging, chunking, etc., which benefits the automation of rule
transformation. For instance, Salama and EI-Gohary utilized machine learning and NLP
techniques to automatically classify the different documents and parts of documents into
predefined categories to prepare them for further text analysis and rule extraction [4]. To
enable a fully automated ARC, Zhang and EI-Gohary proposed a framework that mainly
utilizes information Extraction (IE) and Information Transformation (ITr) for supporting
ARC [33]. They also proposed a semantic, rule-based NLP approach for automated in-
formation extraction from construction regulatory documents, using a set of IE rules and
conflict resolution (CR) rules [34]. By combining IE, pattern-matching-based ITr, and logic
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reasoning into a unified system, they presented an approach for a fully automated ARC
system [35]. It should be noted that additional studies are required to investigate the
limitations of these systems in wide-scale implementations.

In summary, ARC solutions provide numerous advantages, the most important of
which is improving designer productivity [36]. ARC helps designers ensure that their
work complies with the existing codes and as a result reduces rework for fixing non-
compliant design errors. As a result, designers can focus on more important matters such
as comparing different design scenarios. However, productivity is not the only benefit
of ARC adoption. Given that an ARC system captures all the necessary steps needed for
checking a code, it allows designers to easily understand the codes and rules they must
comply with. This is especially important for cases where several rules need to be combined
together. A major benefit is that designers who do not have regulatory background on the
rules, do not have to spend countless hours discovering what each rule means and how to
map it to other rules. This in turn improves communication between designers and other
sectors such as code experts.

However, ARC comes with its own issues and disadvantages as well. To begin
with, developing an ARC system requires trained experts who understand regulatory
requirements and design processes, and are equipped with technical development skills. A
successful development requires the participation and engagement of parties that are by
nature fragmented and distanced. This might induce substantial initial investments which
may not be feasible given the already tight budget that design and construction projects
usually deal with. However, the challenge is not only limited to initial developments;
maintaining ARC systems can become challenging too. Given the increasing technological
advances in the AEC industry, an ARC product might become obsolete too soon. For
instance, a change in the data formats that an ARC system is based on, might impose signif-
icant redevelopments in the design of the whole system. Additionally, developing an ARC
system often requires certain assumptions based on the target rules. These assumptions
might not be in line with other rules or even conflict with them. Consequently, expanding
the system to include other rules is not easily done and the system becomes non-scalable.
Another consequence might be that the ARC system might be entirely useless for a different
region with different regulatory assumptions, and the system becomes non-generalizable.

2.2. Traditional Application of ARC: Validation

Because of the increasing demand for the efficiency of permitting processes, there
has been a push for e-governance for years. As a result, traditionally, BIM-based ARC is
mainly used for e-permitting processes and has progressed to be a tool for validation and
post-design checking. Today, we have many national platforms that have implemented
e-permitting systems based on ARC tools, a few of which are highlighted in the following.

CORENET, short for COnstruction and Real Estate NETwork, was initiated in 1995
by the Singapore Ministry of national development. The intention behind developing
CORENET was to optimize the interactions between all parties involved in a building
project [37]. CORENET consists of three platforms: e-Submission, e-PlanCheck, and e-
Info [38]. e-Submission is for project submission and document approval, e-PlanCheck
automatically checks regulations against the submitted project, and e-Info is a repository for
construction-related information in Singapore. The e-PlanCheck module was introduced
in 2002 for quality control of designs, which included code compliance checking [20]. The
platform is implemented on top of the FORNAX library (in C++), the main component of the
e-PlanCheck module. It was developed by a private company called novaCITYNETS [39].
FORNAX is a BIM-based system and can be considered one of the most successful and
earliest works of ARC in regulatory compliance. Its objects include additional attributes
that allow it to generate extended IFC views, necessary for code checking [2].

BCAider is a non-BIM system developed by CSIRO to support the compliance of
designs against the Building Code of Australia (BCA) [40]. In another project, CSIRO collab-
orated with the University of Sydney to develop a BIM-based version, called DesignCheck.
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The system uses IFC to transfer 3D CAD models into a DesignCheck internal model, which
allows description mapping to building codes that are encoded into object-based rules
using Express language. DesignCheck is also equipped with a semantic interpretation to
support design performance verification and has an interactive reporting interface that
offers a variety of viewing options. Initially, the system was used to support compliance
with disability access codes [41].

For checking occupant circulation rules of the US court design guide, Lee et al. [42]
developed an approach as a plug-in on top of a Solibri model checker (SMC) called universal
circulation network (UCN), where length-weighted graphs are used to model the distance
between buildings. Some earlier works pioneered automated occupant management in the
area of accessibility, such as that of [43]. In their work, Han et al. (2002) proposed a hybrid
approach combining perspective-based provisions and performance-based methods to
support compliance analysis for accessibility regulations of the Americans with Disabilities
Act (ADA) [43].

ByggSøk and SMART code are also examples of public ARC projects. ByggSøk aims
to deliver better and more efficient public services and improve industrial competitiveness
through a nationwide standardization of zoning proposals and building applications [44].
SMARTcode is being developed by the International Code Council (ICC), serving as a
platform for rule checking and providing methods of translation from written language
rules to computer code [2]. All these projects, with more than 40 years of history, are a
testament to a global need for ARC. Nevertheless, there are some limitations that prevent
the widespread adoption of ARC in the private sector. The next section discusses possible
issues with ARC that potentially prevent its widespread adoption.

2.3. Challenges of ARC

ARC challenges range from data incompleteness and black-box solutions to non-
scalable system rule conflictions. Here we summarize the most critical challenges and focus
the rest of the article on possible solutions to these issues. In order to properly implement
ARC, information extraction is arguably the most critical step. Every rule requires a specific
set of information to be checked. For instance, rules related to the energy performance of a
building require information about the HVAC systems. As a result, the level of available
information in the design (or design details) has a significant impact on how successful
ARC is. However, several factors, from design complexity to design errors, can contribute
to an incomplete design environment with insufficient data. This will adversely affect
the implementation of ARC. It is important to simplify the ability to find the required
information for a feasible ARC. Even with complete designs with complete data, BIM
hides the information in its complex and layered data model. Users typically have limited
abilities to conduct meaningful queries and retrieve the data out of BIM. Consequently, we
find different studies trying to develop more simplified data schemas for querying the BIM
data [45].

Another crucial factor for the successful implementation of ARC is the knowledge
of designers on the implementation processes. Designers need to know what to expect
from the system and what is expected from them. Current ARC practices lack transparency
as the process is mostly hard-coded checking routines. This functionality is known as
black-box development [46,47]. A black-box solution is usually difficult to scale as users
are not aware of the development process and developers are unfamiliar with design best
practices. Scaling such solutions requires high-level programming expertise and, therefore,
limits the ability of users to add/change the rules. As a result, most ARC systems are hard
to maintain, as any change in the rules necessarily means a change in the ARC system. For
instance, it happens quite often that a number of different rules about the same subject are
not easily map-able. In fact, rule conflict is itself a major problem in ARC applications. Now,
if users and developers are not in close collaboration (which is often the case), developers
who are not familiar with the context of rules will find it very difficult to scale and maintain
an ARC solution.
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Such complex challenges originate from the lack of semantics in rules and have led
researchers to use complex systems such as ontology-based systems and NLP to enrich
models with semantics. These systems are hard to scale and use by the typical users
in the AEC industry (engineers and architects), who are not often familiar with such
concepts; therefore, their industrial scalability and implementation remain a challenge.
Additionally, these systems are rarely usable in pre-design stages and are most useful in
ex-post analysis. The increasing complexity of ARC systems potentially results in the lack
of practical solutions for industrial problems. The consequence is that the extent of ARC
applications in real projects will remain very limited.

Nevertheless, the main challenge of the adoption of ARC is not the technological
side but its governance and business management side [48]; socio-organizational issues
are causing considerable resistance to change in the industry. Experience with other
technologies such as BIM demonstrates that the complex, fragmented structure of the
industry makes it difficult to make a new technology usable. Even after the technical
issues are resolved, the main challenge is convincing the industry to use it. Issues such as
lack of trust in the new technology, variations in practitioners’ skills, and lack of training,
understanding, and awareness prevent major changes in the AEC industry, which tends
to adopt traditional practices more frequently [49]. Today, many studies have advanced
the technical capabilities of ARC; however, sufficient demand from the industry is not
observed, which is particularly important since we now know that private clients are one
of the main change agents in the AEC industry [50]. Therefore, the next frontier of research
should focus on overcoming the inertia that exists in adopting ARC.

3. Methodology

This section proposes a framework for the development of ARC systems using best
practices identified in the literature, and expert experiences. The framework is proposed
with the consideration of challenges identified in Section 2.3 and aims to resolve them as
much as possible. However, existing practices and technologies might not be adequately
capable of addressing ARC development requirements. As such, it is critical to evaluate
the proposed framework in the context of a real-life project and identify its limitations. The
main purpose is to explore: (1) the challenges of ARC projects, (2) whether the proposed
framework can establish a guideline for solving these challenges, and (3) provide a reference
for future studies and implementations of ARC solutions. Figure 1 displays the key steps
of the study.
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Following the discussion provided in Section 2.3, the proposed framework must
follow the requirements outlined in Table 1.
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Table 1. Key requirements for developing an ARC product.

No. Requirement References

1 It should avoid developing black-box solutions. Designers and code
experts should be aware of all processes and be dynamically
involved in developing them.

[7,8,46–48,50]

2 Hard coding should be minimized to avoid hard to maintain systems. [31,48,49]
3 Information exchange should be managed at three levels of

information modeling, model exchange, and information query
systems. The role of each participant in providing and retrieving
information in each phase must be clear.

[5,21,22,32,33,45]

4 The final system should enable proactive design. [20,48]

Each rule encompasses several hidden semantics that must be captured in order to be
properly automated. When translating these rules into algorithms, a close collaboration
between developers and code experts should be established. As such, an expert panel is
needed to:

- Clarify expectations (e.g., what can/should the ARC be used for).
- Define the requirements (e.g., how much change in users’ practices can be expected).
- Establish the baseline: understanding the current framework of checking a rule, the

roles and responsibilities of designers and code experts, best practices, and common
mistakes in checking a rule.

Having these considerations in mind, Figure 2 displays the proposed framework in
this study. The framework is designed to engage the expert panel in an iterative bottom-
up design process ensuring that all parties have an effective role in the process. Each
iteration consists of three steps: analysis, implementation, and testing/feedback. Each
iteration ends with evaluating the implemented system, resulting in a set of feedbacks
analyzed in the next iteration. The outcome of each iteration is a sub-system of a more
complex system developed in the next iteration. Feedback from users, developers, and
test cases will be used to determine the path of the next iteration, resulting in a bottom-
up approach. As demonstrated, the framework divides parties into two categories of
experts and developers. The experts encompass architects, engineers, code experts, and
experienced consultants either from the industry or academia. Developers include the
backend developers responsible for developing algorithmic approaches to automated rules,
and front-end and user experience designers. The level of engagement of each group in
each of the development steps is displayed in Figure 2.

Given that developers and experts usually do not have similar perspectives on the
rules, a close collaboration between developers and code experts should be established
when translating rules into algorithms. It is critical for the developers to be aware of
the baseline status of the project. In other words, developers need to be aware of how
experts deal with rules prior to automation. In the analysis step, the experts analyze the
requirements for system implementation and determine what considerations the devel-
opment team should consider for rule translation and implementation. As for the rule
selection, the expert panel determines the rules most valuable for automation, with the
following criteria:

- Rules that are used repeatedly in a project.
- Rules that are checked by different users/designers throughout the project (requires

different experts to communicate and exchange results and, therefore, is susceptible
to error).

- Rules that require extensive calculations (and are, therefore, error-prone).
- Rules that incur high costs and delays if implemented incorrectly.
- Rules that have complex structures (such as having other rules embedded within them).
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After the rules with the highest automation value are identified, the expert panel
thoroughly analyzes them. In this step, the main purpose is to achieve a common un-
derstanding of the meaning of the rules and how they are implemented. The designers
and code experts will explain the best practices, hidden semantics, and the information
they require in the beginning design stages to the development team. This will help the
development team to better design an algorithm that captures the semantics of the rules
and the best practices for checking them.

In the technical analysis, the development team will examine the information that is
necessary for checking the rules (e.g., data tables and building elements). After analyzing
data requirements, the development team assesses the processes and determines the
parts/processes of the rule that would be valuable for automation. This is important for two
reasons: (1) sometimes a single input from the user would facilitate the checking process
significantly and help the development team to avoid designing complex algorithms, and
(2) rules tend to change over time. This means that if every part of the rule is hard coded
in an algorithm, once the rule changes, even slightly, the algorithm will have to change
as well. As a result, the proposed framework identifies the main structure of rules for
automation and leaves the remaining processes (with little automation value) to users. This
way, the developed algorithm will be flexible enough to accept the possible changes that
may occur in the future, without leaving too much work to the users.

Another purpose of this step is to determine the information exchange processes. The
data required for checking a rule should first be modeled in some format in design models
(e.g., BIM), and then accessed using a specific standard. Given that most of the previous
works have been built on IFC, this research will also use this format as the data input for
rule checking. As such, a common understanding between designers and developers is
needed so that designers embed the right information in the right place, and developers
capture that information using the right method. The main criterion for determining the
former (how to embed the required information into BIM) is that the designers’ works
must be minimally interrupted. The main criteria for the second part (IFC export) are using
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the lightest model view (MVD) to capture only the necessary information, and keeping the
exporting process as simple as possible (e.g., avoid asking users to set up complex export
settings). Programming with IFC and extracting information from entities and attributes
can be very complex. There are a number of open-source toolkits available that might
facilitate this process. To name a few, IfcOpenShell (Python), IfcPlusPlus (C++), and xBIM
toolkit (.Net) are the most well-known toolkits. IfcOpenShell is based on OpenCascade
technology and it features other tools such as a blender importer, and xBIM has full support
for visualization and geometric operations in desktop and web formats [51].

The technical analysis results in a generalized algorithm for automating the most
valuable rule checking processes, and a standard for model design and exchange. Once
the panel agrees on the algorithm, the development team proceeds to design software
architecture and determines factors such as what input data is expected/needed, and how:
data completeness will be checked, data will be stored, needed values will be extracted,
which rules will be written and checked, and how the results will be reported. The proposed
architecture should be scalable to accommodate future developments (in the following
iterations). In addition, a user interface (UI) will be developed that provides an easy-to-
understand report for designers. One key criterion is to design the UI in a way that is
usable for both proactive design processes and post-design verifications.

In each iteration, after a subsystem is designed, it should be tested by the expert panel.
Their feedback and the test results will be analyzed in the analysis component of the next
iteration. The following includes the tests that will be conducted at this stage:

- Evaluate whether the tool correctly checks the rules (algorithm test).
- Assess the performance and usability of the tool (e.g., run time and user input).
- Evaluate the user interface and the generated report (e.g., easy to use features and

adequate information in the report).

The testing procedure should include two components of post-design verification
and pre-design requirement identification. The latter tests the proactivity of the system by
testing how it can help designers identify the requirements of a design scenario according
to a set of rules, before initiating the design. User feedback of this step will be analyzed
in the next iteration and used to help the development team to improve/fix the tool. In
addition, the testing process provides other valuable insights such as understanding the
potential business values of the tool and identifying extension potentials to include other
rules. In the following iteration, the issues that were identified in the previous step will be
addressed, and the system performance is improved based on the feedback provided by the
users; secondly, the next system components will be designed using the same procedure in
the first iteration. The cycle will iterate until there is no other component to add and no
issues in the existing components identified.

4. Case Study

The proposed framework is used to develop an ARC solution for an architectural firm
located in Canada. Since the client is a private company, the priority was to decrease the
time and errors in rule checking processes, especially in the design and planning phases. As
a result, simplicity and functionality were the key requirements of the project. The project
requirements fit well with the recommendations made in this article and provide a unique
opportunity for evaluating those recommendations. The requested project deliverable
was an IFC-based software prototype capable of capturing rules and automatically and
proactively checking a proposed design against them.

4.1. Rule Selection and Analysis

The rule considered in this project is the code “3.7.4—Plumbing and drainage systems”
from the Ontario Building code (OBC). The code determines plumbing fixture requirements
and consists of over 100 complex interconnected rules. As an example, the following is a
clause that determines water closet requirements for a specific class of buildings. “Except
for motion picture theaters, the number of water closets required for Group A division
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1 occupancies shall conform to table 3.7.4.3.B.” In order to check this rule, one first needs
to know what group A division 1 means. This refers to the classification system in clause
3.1.2.1 of the OBC. Once the building classification is identified, the relevant code for the
building class and usage should be determined. These requirements are determined in a
set of tables in code 3.7.4. However, the tables require the occupancy load to determine the
number of washrooms. As such, another code is needed to determine the occupancy load
of the building, based on which the number of water closets is determined. The occupancy
load is determined according to OBC clause 3.1.17.1 and is calculated using the net floor
area of the building.

Given that the process requires using different rules, it is prone to error. According to
the designers, simple calculation mistakes such as miscalculating floor area can cause dis-
crepancies between one designer’s work and another. Further, different floors of a building
and even different parts of the same floor can be used for different purposes (e.g., office or
eatery). This requires using different rules for each part, which, in addition to being time
consuming, will increase the chance of error. To provide a common understanding of the
flow of checking the rule, designers and code experts walked the developers through the
checking process and developed a general framework for how the rule should be checked.
The proposed framework is displayed in Figure 3.
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4.2. Requirement Analysis and Initial Algorithm

This step relates to the technical assessment of rules by the development team. In this
step, the development team will examine the information that is necessary for checking
the rules (e.g., data tables, floor areas, and building elements). A key purpose of this step
is to determine the information exchange processes. The required information should
be embedded into the design models (BIM), extracted into an IFC format, and retrieved
(queried) by the checking software. The requirements that are determined in the first
step will play an important role. For instance, the use of the latest IFC version model
views (MVD) to capture the necessary information is recommended. After analyzing
data requirements, the development team assesses the processes and determines the
parts/processes of the rule that would be valuable for automation. As a result, this
step identifies the main structure of rules, develops a generic rule checking algorithm,
and establishes information exchange standards. In this project, the following technical
requirements were established:

- The rules should be checked for women’s and men’s washrooms separately. The
results will determine other types of washrooms (e.g., universal).

- Minimal interference with the designer’s usual practices.
- A simple IFC export procedure (using predefined MVDs).
- A minimum IFC file size.
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- Software independency.

Once the requirements are established, the rule checking process was assessed, and key
considerations were highlighted for the development team. The following considerations
were identified to be embedded in the algorithm:

- The checking process should be able to decompose a floor into separate usage spaces
so that it can account for different usages in one floor.

- For the system to be proactive, it should be able to identify the required number
of water closets in advance before the design is initiated (i.e., the initial stage of
the design).

- Most of the numbers are subject to change in the future. The numbers and tables
should not be hardcoded, and users should be able to adjust them.

- The level of automation: Area and occupancy load calculation should be automated.
Users can manually input building specific features (such as intended use).

In this project, given that only coordination and item type information is needed, the
Reference View MVD is used, which has a relatively smaller size than other model views.
The development team suggested a modular design of the software, in which each module
is used to address a specific requirement of the final product. The proposed software
architecture consisted of five main modules for (1) model decomposition, (2) occupancy
load and plumbing fixture requirement calculator, (3) plumbing fixture counter, (4) rule to
database convertor, and (5) rule checker and reporting module. The decomposer module is
needed to break down an IFC file into floors and spaces, or a washroom module is needed to
identify which spaces are used for washrooms, whether the washroom is for men, women,
or other, and how many water closets/urinals are in the washroom. Figure 4 displays the
modularized architecture of the proposed product by the developers. As demonstrated,
the user interacts with the UI and provides preliminary information required for checking
processes. The input data is then used in subsequent modules to check the rule. As
displayed, the approach converts the requirements into relational databases, which are
used by the checking software. Here, two main databases are used to contain the code
requirement information: one for water closet requirements and the other for occupancy
load. This approach provides adequate flexibility for the users to change the requirements
as needed (in case of rules changing).

The proposed architecture evaluates each space by first looking for specific tags made
by designers (e.g., men’s washroom). However, this approach requires designers to tag
and label every space which is not according to their previous practices in this project.
To avoid too many interruptions, they were asked to only label a washroom that has no
urinals in it, and is not intended for women. This way, tagging is reduced considerably.
The software uses the “IFCContainedInSpatialStructure” relationship to automatically
detect the existence of urinals in a space and assign the water closets under the men’s
requirements. Figure 5 provides an example of how this relationship is used in this project.

4.3. Evolutionary Development Approach

The implementation process was carried out in an iterative process (as determined
by the proposed workflow), in which the software was gradually developed, tested, and
refined based on the panel’s feedback. In each iteration, after a subsystem was designed, it
was tested by the expert panel. The evaluation included an algorithm test (whether the tool
correctly checks the rules), performance test (e.g., run time), and UI test (e.g., easy to use
features and readable report). The testing procedure included both post design verification
applications and pre-design requirement identification. The latter tests the proactivity of the
system by testing how it can help designers identify the design requirements according to
a set of rules before initiating the design. In this project, the final prototype was developed
in a total of six iterations. In the first step, the main purpose was to capture the main
algorithm and create a basic system capable of translating the rules into code. This system
lacked proactive performance. To address proactivity, the software was refined to provide
a set of information (e.g., occupancy load and expected number of required water closets)
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based on minimum design information (such as floor perimeter). Next iterations addressed
performance issues such as unit conversion, calculation errors (e.g., number rounding),
and report details. In addition, a user guide was added in a “Help” tab. The product
development process can be observed in Figure 6.
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Figure 7 demonstrates how the system can be used proactively. In the initial stages
of design, designers will only need to determine the expected building perimeter and its
type (e.g., office or residential). An empty box BIM model will be sufficient for the system
to calculate the expected occupancy and the required number of water closets for the
building. This way, designers can avoid erroneous and difficult calculations to determine
the required water closets and the ARC system will be used in the design processes to help
designers (proactively).
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5. Discussion

In the final iteration, the tool successfully worked on BIM models and a code expert
from the firm approved its performance. Once the product was technically approved in the
expert panel, the tool was presented to a group of five designers for a simple qualitative
evaluation. Three of the designers were from Canada, one from the UK, and one from
the US, all with over 5 years of experience in industrial work. In the session, the tool was
showcased and then the designers were asked to participate in an open discussion on the
possible advantages and challenges of the tool. Their feedback is briefly summarized in
the following.

The most prominent feature that was acknowledged in the session was that the
software is very useful in training the user on how to check the rules. Since the product was
practically designed by designers, it has a very understandable process for another designer,
who has not previously worked with the software. The proactivity of the software was
also recognized as a major advantage as compared to other rule checking tools. Another
advantage recognized by the audience was the ability of the software to prevent conflicts
between architects in rule checking processes. Since everyone uses the same system, issues
such as rule miscomprehension or calculation errors will no longer occur. The major
downside mentioned by the designers was the fact that repeating the same process for a
different region would require fundamental changes in the software. This is mainly because
different codes use different approaches for similar issues; for instance, the American
version of the same code does not calculate the occupancy load the same way. This further
highlights the necessity for regulatory agencies to codify their code.

5.1. Limitations

The case study shows that a close collaboration by end-users can potentially result
in successful proactive systems. Nevertheless, there were limitations as well. The main
limitation can be considered the lack of a stable data standard and modeling guideline.
IFC has made significant advances in terms of interoperability and data sharing, but it is
not very useful by itself. EXPRESS and STEP languages do not fit well with the formal
rule checking languages. As a result, even a simple query for data retrieval requires hard-
coding. In addition, the large diversity of IFC formats result in case-dependent non-scalable
ARC systems. This means that, eventually, an ARC system that is solely based on IFC
will turn into a non-scalable product, as it might not be able to merge easily with other
emerging technologies.



Buildings 2021, 11, 456 16 of 20

Furthermore, as soon as designers export an IFC file, they are disconnected from the
design environment. In general, IFC toolchains push designers away from their usual
design environment and prevent simple user-intuitive checks. This has two downsides.
First, it complicates the process of understanding rules, and, second, it results in continuous
interruptions in s designer’s workflow, no matter how fluent the process is designed. In
contrast, tools such as Dynamo and Grasshopper can embed checking processes into a
designer’s work environment, thus allowing them to conduct implicit checks; nevertheless,
IFC remains the only software-independent solution. Perhaps, efforts in the development
of ifcOWL or semantic-based solutions in general can address this problem, although this
is yet to be investigated [52].

Lastly, given that this study was mostly focused on identifying critical challenges and
exploring ways to address the business challenges of ARC practices, the impact of different
types of rules has not been comprehensively analyzed. With this regard, Solihin and
Eastman classified BIM rules based on their computational complexity [3]. The integration
of their proposed classification and the proposed framework in this study should be
investigated in future studies to see how adaptable the proposed framework is, and where
it should be improved.

5.2. Implications

The review provided in this research implies that end-users of ARC systems are often
not engaged in the development processes. The outcome is black-box non-scalable systems
that cannot be easily integrated in the complex processes of a daily designer. Consequently,
ARC faces several impediments when it comes to real-life implementations, especially in
the private sector. These findings suggest that business requirements are just as important
as the technical requirements. Herein, the integration of the different parties involved
can be arguably the greatest challenge of an ARC project. For several years, IFC has been
advertised as the key solution to the fragmentation issues of the AEC industry. However,
the findings of this study suggest that IFC is not the silver bullet it was once considered
to be. It imposes several challenges to adapt all the design processes within an IFC-based
platform (Section 5.1). Given that IFC is the sole solution for a much-needed open-BIM
environment, it should be used as the main information exchange technology. However,
future practices should focus the encoding of the rule-checking directly into the design
or common data environment (CDE) rather than into an IFC-based platform. This would
be useful, in particular, if the CDE consists of a live web-based database. In other words,
the rule-checking is implemented in the highest layer where information is already stored,
but IFC is used as the software communication protocol. The following section further
discusses the key implications for the theoretical side.

5.3. Perspectives of ARC in the Future

We are moving to an era of intelligent machines where machines understand the
requirements and do the work themselves. Concepts such as smart cities, smart homes,
and intelligent facilities are becoming the center of attention, and savvy companies see
their business sustainability severely reliant on how much they invest in these domains.
Business processes are becoming more and more automated, and rule-based systems are
increasingly demanded. As a result, it can be observed that the role of technologies is
no longer passive, and they are having a more active role in utilizing data-based smart
systems. Technologies are now smart enough to engage in the processes prior to and during
their occurrence; particularly, this can be observed in the recent advances in BIM systems.
Through integration with IoT and Machine learning algorithms, BIM is becoming more
intelligent, and soon it will be able to detect patterns and propose solutions all by itself.
Occupants’ role is gaining more attention as it is now possible to include their behavior and
preferences in the design, construction, and operation stages. At the core of such works,
rule-based systems are particularly needed [48]. We can see such systems in different areas
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from occupant tracking systems [53] to construction site task automation [51], all of which
require a set of rules to assess data and make/propose decisions.

Such technological shifts must also be reflected in how we perceive rules as a more
proactive concept rather than a passive regulatory concept. ARC must be viewed not
as a technical tool for quality control but as a service for automated design, on-demand
analysis, and, ultimately, for establishing intelligent buildings and smart cities. ARC
should be considered a form of machine learning tool, beyond an expert system. Such a
standpoint pushes the value of ARC beyond just checking rules but in generating them itself.
Therefore, the key value of ARC is beyond quality control, and is in its role in transforming
organizations to AI initiatives, by imposing the sophisticated cultural changes necessary to
develop and deploy ARC systems [48].

Arguably, the long-term perspective of the role of ARC systems in the AEC industry
is complete design automation. As a result, it can be expected that future ARC studies will
focus on reversing the traditional approach in which the design is checked against the rules
into a new approach, in which designs will be automatically generated by the rules. The
future ARC systems will be able to understand the requirements and rules, identify design
constraints, and accordingly generate an optimal design scenario. In other words, rules
will build the building themselves rather than just checking them. Of course, such a shift
requires a significant cultural transition from passive ARC systems to active ones.

We argue that a proactive perspective is needed to shift from traditional quality-
control ARC to future automated-design ARC; a perspective in which the role of ARC first
transforms from a passive technology to a semi-active one as a proactive tool. Figure 8
demonstrates the three approaches of ARC implementations considered in this study. The
AEC industry must create an incentive for private clients to demand and use ARC systems
proactively in their daily projects. Proactive design approaches can ultimately set the path
for the widespread adoption of ARC by (1) educating the AEC community, (2) pushing
the technical edges of rule-based systems to active technologies from passive ones, and
(3) increasing client awareness, and motivating them to invest in the next generation of
bottom-up, AI-enabled ARC systems.
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6. Conclusions

In this study, the concept of IFC-based ARC and its applications in the AEC industry
are analyzed. It is argued that deploying ARC systems requires sophisticated cultural
changes among the AEC community, which can only be achieved through wide-scale usage
of these systems. As a result, encouraging both public and private clients to adopt ARC
systems as a key service in their organizations is critical. It is further discussed that because
of the post-design verification nature of the current ARC systems, they mostly address the
needs of public clients, and the private sector lags far behind in adopting ARC. We observe
that many studies have advanced the technical capabilities of ARC; nevertheless, sufficient
demand from the industry is not found. In fact, the increasing complexity of ARC systems
has resulted in the lack of practical solutions for industrial problems.

As a result, arguably, the main challenge of the adoption of ARC is not the technologi-
cal side, but is its governance and business management side [48]. It is not that we cannot
translate rules into algorithms, it is that, with current approaches, the final product does
not really serve the needs of an everyday designer. Th current design-check-separated
paradigm imposes a burden on designers because, iteratively, the fail-to-pass issues will
only result in rework. To this end, this study attempts to investigate the existing best
practices in previous IFC-based ARC projects, and develop a framework. The framework
focuses mostly on pushing ARC as close as possible to the design and engineering team.
The objective is to enable a bottom-up approach, building upon the requirements and
resources of end-users to achieve proactivity.

To evaluate the framework, it is implemented in a real case study to develop an
ARC solution for an architectural firm located in Canada. The case study demonstrates
that the proposed framework is feasible, and a close collaboration by the end-users can
potentially result in successful proactive systems. The study also revealed that enabling
easy understanding of rules is essential. This is especially important, given that complete
automation of some rules might be difficult or impossible. In such cases, the best alternative
is to enable an easy definition of rules for the end users, which the proposed framework
can achieve.
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