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Abstract: The optimal structural design is imperative in order to minimize material consumption and reduce the environmental impacts of construction. Given the complexity in the formulation of structural design problems, the process of optimization is commonly performed using artificial intelligence (AI) global optimization, such as the genetic algorithm (GA). However, the integration of AI-based optimization, together with visual programming (VP), in building information modeling (BIM) projects warrants further investigation. This study proposes a workflow by combining structure analysis, VP, BIM, and GA to optimize trusses. The methodology encompasses several steps, including the following: (i) generation of parametric trusses in Dynamo VP; (ii) performing finite element modeling (FEM) using Robot Structural Analysis (RSA); (iii) retrieving and evaluating the FEM results interchangeably between Dynamo and RSA; (iv) finding the best solution using GA; and (v) importing the optimized model into Revit, enabling the user to perform simulations and engineering analysis, such as life cycle assessment (LCA) and quantity surveying. This methodology provides a new interoperable framework with minimal interference with existing supply-chain processes, and it will be flexible to technology literacy and allow architectural, engineering and construction (AEC) professionals to employ VP, global optimization, and FEM in BIM-based projects by leveraging open-sourced software and tools, together with commonly used design software. The feasibility of the proposed workflow was tested on benchmark problems and compared with the open literature. The outcomes of this study offer insight into the opportunities and limitations of combining VP, GA, FEA, and BIM for structural optimization applications, particularly to enhance structural efficiency and sustainability in construction. Despite the success of this study in developing a workable, user-friendly, and interoperable framework for the utilization of VP, GA, FEM, and BIM for structural optimization, the results obtained could be improved by (i) increasing the callback function speed between Dynamo and RSA through specialized application programming interface (API); and (ii) fine-tuning the GA parameters or utilizing other advanced global optimization and supervised learning techniques for the optimization.
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1. Introduction

1.1. Importance of Structural Optimization in the Construction Industry

The reliable optimization of complex engineering problems has gained considerable traction with the advent and enhancement of digital technologies and tools, enabling the efficient utilization of artificial intelligence (AI) optimization algorithms at a fraction of the computation cost. This has also allowed the idea of structural optimization to emerge, as obtaining the optimal performance from a structure with minimum weight is one of the main objectives in the architecture, engineering, construction, and operations (AECO) sector [1], particularly to reduce the environmental impact of construction material [2]. In this study, structural optimization is defined as finding the structure with minimum weight while satisfying all code-specific constraints on displacement and strength. This structural design optimization problem is commonly divided into three sub-categories, namely, shape, size, and topology optimization. In shape optimization theory, the outer boundary of the structure or, in other words, the surface node coordinates of the structure, are the design decision variables [3,4]. An example of shape optimization was given in [5], where the authors improved the mechanical performance of free-form-grid structures just by finding the optimal grid placement for the nodes. On the other hand, sizing optimization, which is also referred to as cross-sectional optimization, is another structural optimization branch that concentrates on finding the best cross-section for the structural elements [3] to fulfill the required design performance objectives [6]. As such, the design decision variables are the cross-section type, area, and shape. In fact, considerable improvements have been observed and reported on benchmark truss problems by considering constraints such as structural modal frequencies [7]. Topology optimization encompasses the decision variables of both shape and sizing optimization [3] within the structural optimization problem. However, the structures obtained by this method usually come with higher manufacturing costs due to flexibility in the layout, size, and shape of the structure, which often generates complex geometries. To this end, additional constraints may be added to limit the complexity of the final structure by utilizing a select set of modules for the layout of the structure [8].

Overall, as the relationship between the objective function and the decision variables contains multiple intermediary steps, such as finite element modeling (FEM), it cannot be represented in a closed form [2,9]. As such, AI-based metaheuristic algorithms are commonly utilized to find a near-optimal solution to the structural optimization problem [10]. Among metaheuristic algorithms, the genetic algorithm (GA), a deep-rooted method that mimics evolutionary theory, is one of those widely used among researchers to optimize structures [11–15]. Other metaheuristic algorithms were also employed, such as ant colony optimization (ACO), which mimics the behavior of ants [16]; particle swarm optimization (PSO), a strong metaheuristic algorithm that mimics swarm behavior [17]; and Bonobo optimization, which mimics the behavior of primates [18]. It is reported that the Bonobo algorithm performs better than or competes well against other techniques according to the tests conducted on some truss examples. Further information about metaheuristic algorithms and their implementation can be found in the review article [19].

1.2. Available Tools for AI-Based Structural Optimization in BIM Projects

Although these studies demonstrate the implementation of metaheuristic algorithms in the structural optimization process, scholars tend to use their own programs for the optimization, structural analysis, and structure generation processes. This is because software platforms such as MATLAB (MathWorks, Natick, MA, USA) and Python (used version 3.9.12, open-source, independent) have many built-in libraries to support the implementation of the optimization algorithms. In the recent studies on structural optimization with metaheuristic algorithms reviewed for this section, the referenced manuscripts [20–27] either employed proprietary programs or did not specify the soft-
ware used for optimization. On the other hand, using MATLAB for structural optimization purposes is common among researchers [2,7,18,28]; however, MATLAB is not open source and is generally not the preferred choice for FEM in the AECO industry for structural optimization. Python is generally more preferred as it is open source [27,29]; however, due to the considerable numerical computational power offered by existing commercially available FEM software, the integration of optimization software together with commercial structural analysis software provides a more efficient solution.

In [30], SAP2000 (Computers and Structures, Inc., Walnut Creek, CA, USA) [31] was employed, instead of coding FEM from scratch, to conduct structural analysis during the optimization of large steel-frame structures, particularly to reduce the cost and weight of oil and gas modules. The shape and size optimization of large barrel-vault frames was carried out in [32] by employing SAP2000 via an open application programming interface (OAPI). An integration between MATLAB and SAP2000 using OAPI to optimize steel-truss bridges with the aim of minimizing weight was investigated in [33]. An integration between MATLAB and ANSYS (ANSYS, Inc., Canonsburg, PA, USA) was proposed in [34], where the efficiency of different GA operators to perform topology optimization on a benchmark truss structure problem was evaluated. Another pertinent example is the integration of visual programming (VP) software to support the parametric design of the structure. In reference [35], Rhino-Grasshopper (Robert McNeel & Associates, Seattle, WA, USA), a BIM-based VP tool, was utilized together with Karamba (Karamba3D GmbH, Vienna, Austria), a plug-in to Rhino for structural analysis, to perform optimization by employing GA operators. Along the same lines, manuscript [36] utilized Grasshopper to create geometry and developed a tool in C# to transfer the structure to SAP2000 to perform topology optimization. Grasshopper, together with Peregrine (LimitState, Sheffield, UK) plug-in, were employed to perform layout and geometry optimization methods in sequence for optimum designs in [37]. Furthermore, a framework that utilizes Dynamo (Autodesk, San Rafael, CA, USA) for Visual Programming and OpenSees (UC Regents, Pacific Earthquake Engineering Research Center, CA, USA) for measuring structural performance by using the FEM of the created models was proposed in [38]. Another study [39] explores the efficacy of VP technology in structural design, particularly through Dynamo. The study highlights VP's effectiveness in creating complex geometries and its seamless integration with BIM systems like Revit (Autodesk, San Rafael, CA, USA) and Robot Structural Analysis (RSA) (Autodesk, San Rafael, CA, USA). The opportunities that come with VP, such as generative modeling and optimization, are also mentioned in the study. However, there are no numerical examples or applications in that area, which our current study aims to fulfill.

Although much research in the field has been carried out, a stand-alone and interoperable framework that utilizes VP, FEM software, and AI-based optimization in BIM projects still requires further investigation. As such, this study examined the application of combining interoperable Autodesk platforms, including VP software, Dynamo (used version 2.17.0.3472); BIM tool, Revit 2024 (used version 24.1.11.26); and FEM software, RSA 2024 (used version 37.0.0.10095), with a Python-based GA algorithm that was developed as a function directly within Dynamo. To the best of the authors' knowledge, no benchmark problem has been optimized using this proposed method and compared with other results found in the open literature. Moreover, due to the enormous amount of CO₂ emissions from the AECO industry, along with increasing interest in sustainable development, reducing environmental impacts has recently become another key goal of governments. This interest has become a driving force for countries to adopt BIM, as recent studies show that BIM-based design, construction, and management have the potential to support sustainability in construction [40,41]. The hypothesis was that this approach, due to the inherent interoperability between the Autodesk software platforms, might reduce possible computational overheads and/or loss of information between different information modeling platforms and address the existing gaps. In other words, the design is parameterized once in Dynamo, is optimized using GA and RSA, and is di-
rectly transferred into Revit (with no additional tools) for further simulations and engineering analysis, such as life cycle analysis (LCA), quantity surveying, and cost estimation. Furthermore, the Autodesk software platforms are well-established within the AECO industry and the free educational access available for students and educators enables its possible widespread use for teaching, training, and industry transfer. Thus, this study focused on creating a workflow that integrates Revit-Dynamo with RSA to create a robust, efficient, and user-friendly environment to use structural optimization methods. The results were tested in available benchmark problems such as 2D 10-bar, 3D 36-bar, and 3D 120-bar dome trusses and compared with the results reported in the open literature to demonstrate the applicability of the proposed framework. Moreover, the interaction with Revit has also been established for further analysis of the optimized structures, particularly in LCA and cost estimation. Integration with parametric modeling tools, FEM analysis software, and BIM for optimization purposes enables the seamless transfer of knowledge between different platforms and different team members through a common data environment (CDE).

1.3. Scope, and Objective of This study

This study focuses on creating a workflow for the AECO industry to create sustainable, affordable, and nature-friendly designs. By using optimization, lower weight designs that are more functional can be constructed, which will be of vital importance for countries that have limited sources, resulting in reduced expenses and embodied CO$_2$ [42]. It is necessary to mention that the objective of this study is not to develop the best genetic algorithm and the most efficient code or to improve the existing optimization algorithms. Although better algorithms and codes can be developed and readily implemented into the proposed script, these issues are beyond the scope of the present research. Numerical examples are presented to only show the adaptability of the proposed workflow.

Furthermore, the scope of this research is limited to the problem of size optimization for steel-truss structures, and the aim of the numerical examples is to select appropriate options from a list of real-world section criteria to minimize the weight of the truss while satisfying constraints (e.g., stress, displacement, and buckling). In this aspect, the sizing optimization problem investigated here resembles the combinatorial Knapsack Problem [43]. As GA has been shown to effectively provide a fast and heuristic solution to the Knapsack Problem, it was used here to provide a solution to the sizing optimization problem.

2. Methodology

2.1. Preliminaries

2.1.1. Genetic Algorithm

English naturalist Charles Darwin transformed our understanding of life through his exploration and the concept of natural selection in his famous book, “On the Origin of Species”. He introduced natural selection as a metric for the resilience of species/organisms to adapt to changes in their environment and evolve accordingly [44]. In evolutionary theory, traits are established by chromosomes, which consist of groups of units called genes. The genes can pass on these traits to their offspring through a process referred to as crossover [45]. The algorithms that use these logics and mimic similar evolutionary processes are called Evolutionary Algorithms (EA). GA, which is a type of EA, starts by introducing an initial set of gene populations, identifying their objective fitness values, selecting the best genes and performing cross over and mutation, and generating a new population for the next generation [12]. In trivial terms, the process aims to keep the genes with the best fitness values and create new combinations from these best genes to generate even better solutions in successive generations. Figure 1 demonstrates the basic tenets of a simple GA.
In this study, the evaluation of numerical examples to validate the proposed workflow was performed using GA through the PyMoo (version 0.6.1, open-source, independent) library [46] due to its efficiency, simplicity, robustness, and optimization capabilities for combinatorial optimization problems [47,48]. The selected GA operators were as follows: (i) integer random sampling with duplicate elimination; (ii) tournament selection; (iii) simulated binary crossover (SBX) with a probability value set to 1; (iv) polynomial mutation (PM) with a probability value set to 1; and (v) fitness survival. The termination criterion was controlled by limiting the generation number. Further parameter tuning (outside of the default PyMoo library settings) is provided in Section 3.1. It should be mentioned here that the choice of GA was purely practical, due to its simplicity and effectiveness in solving popular combinatorial optimization problems such as the Knapsack Problem. As such, GA was used only as a tool for validating the workflow. In fact, it is possible to achieve better results either by fine-tuning the existing GA parameter settings, or by employing other algorithms, such as PSO, ACO, or the more recent Jaya optimization. However, these topics are subjects for future research following the establishment of the methodology proposed in this manuscript.

2.1.2. Formulation of the Truss Optimization Problem

As mentioned above, the goal of the proposed design is to optimize (minimize the weight of the structure (W) under multiple constraints) solutions to problems of truss structure with the proposed workflow. Consequently, the weight of truss structures is chosen as an objective function. The problem under consideration in this study can be defined mathematically as follows:

$$\min f(x) = \sum_{n=1}^{m} (\rho_j A_j l_j),$$

where $\rho_j$ is the density of the material, $A$ is the cross-sectional area of the member, and $l_j$ is length of the member. As can be seen in the above-mentioned formulation, the weight of the overall structure is taken as the objective. Because GA is ideally used for unconstrained optimization problems, it is necessary to convert the problem into an unconstrained one before starting the optimization process [49]. The transformation is performed by calculating the violations made on the constraints. These violations are penalized by the penalty term, which affects the objective function that directs the search for workable solutions [12]. Rajeev and Krishnamoorthy [12] proposed a formulation based on the violation of normalized constraints in the referenced paper, and it was found to work very well among scholars [20]. Therefore, in this study the same methods have been used to calculate objective functions. In Equation (2), the basic formulation of the proposed methodology is presented as follows:

$$\emptyset(x) = f(x)(1 + KC),$$

where $f(x)$ is the objective function and $K$ is a coefficient that is determined by the type of problem. For this study, a value of 10 was chosen for $K$ based on the findings in the referenced manuscript [12] as it has been found to work well for truss optimization problems. In situations where the design fully satisfies the constraints, the coefficient is
set to a higher value, and heavier penalty values are assigned to solutions that make only a slight infringement on the constraints. This approach ensures that the constraints are not violated while the search for solutions continues. In engineering designs, minor deviations from the constraints are often acceptable [12]. In such cases, when the main objective is to minimize the weight of the design, a smaller coefficient can be used. This allows for the exploration of solutions with lower weight without including individual solutions that have extreme levels of constraint violation [12]. This approach helps to strike a balance between not violating the constraints and achieving a lighter design. C is the violation coefficient, which is calculated based on the violation of constraints. The constraints are formulated in normalized form, as demonstrated by the following formulas [12]:

\[ g_i(x) = \frac{\rho_j(x)}{\rho_a} - 1 \leq 0, \quad g_i(x) = \frac{u_j(x)}{u_a} - 1 \leq 0, \] (3)

where \( \rho_j \) is the stress value on the element and \( \rho_a \) is the allowable stress. Similarly, \( u_j \) is the displacement on the nodes and \( u_a \) is the allowable displacement. The violation coefficient \( C \) is determined in the following way: if \( g(x) > 0 \), then \( c_i = g(x) \); or if \( g(x) \leq 0 \), then \( c_i = 0 \) [12].

\[ C = \sum_{j=1}^{m} c_j, \] (4)

where \( m \) = the number of constraints. After the constraint adjustment, the problem reduces into an unconstrained optimization problem with the new objective function, \( \emptyset(x) \) [12].

2.2. Proposed Framework

The overall methodology consists of the following steps:

1. Create parametric trusses by using visual programming (Figure 2a);
2. Perform structural analysis on RSA and retrieve the results through Dynamo (Figure 2b);
3. Perform the first two steps in a loop along with GA operators to reach an optimum design (Figure 2c);
4. Import the optimized model on Revit to perform further enhancements such as LCA, cost analysis, etc. (Figure 2d).

The overview of the proposed workflow in this study is presented as a flowchart in a simplified form in Figure 3.
Figure 2. Schematic representation of the proposed methodology: (a) parametric modeling of truss; (b) integration of RSA structural analysis; (c) GA optimization modules; and (d) integration with Revit and Tally.
2.3. Parametric Model Creation

There are two common techniques used to write computer programs, namely VP and textual programming. The one in which graphical elements and visual syntax such as blocks, nodes, or diagrams are used to create program logic and flow is called visual programming. As it requires no significant syntactic knowledge, it can be quite user-friendly and suitable for beginners. Consequently, VP has been used in this study for modeling through Dynamo. Figure 2a illustrates the use of a number–integer slider, or code block nodes, to specify various parameters such as truss height, truss length, the number of vertical struts, section indexes, truss type, etc. These values are all expressed in millimeters (mm), aligning with the Project Unit setting in RSA, and can be determined as design variables. For this study, only sections are considered as design variables. To create a truss structure, the analytical nodes need to be defined. This can be achieved by either entering the code text “Point.ByCoordinates(0,0,0)” in the code block or utilizing the “Point.ByCoordinates” node. These points were then connected using the “PolyCurve.ByPoints” node, forming the elements of the truss structure. This section must be updated whenever different trusses need to be optimized.

2.4. Calculation and Retrieval of Results

Performing structural analysis is an essential step for structural optimization workflow. Although it is not reliable, many scholars use their own program or third-party libraries for this step, as explained in the introduction section. In this study, an interaction has been established between Dynamo and RSA through the Structural Analysis for Dynamo (version 3.0.10) package, which enables the creation of geometry and the assignment of simulation criteria, such as supports, loads, and sections, based on the geometrical input in Dynamo. To create the analytical members, the lines created in the previous section need to relate to the “AnalyticalBar.ByLines” node from the mentioned Dynamo package. Once the bars have been created, sections and materials must be assigned to the created bars. Thereafter, supports, bar-end releases, and loads must be defined as illustrated in Figure 2b.

Dynamo drives the analysis process in RSA by using the “Analysis.CalculateWithSave” node. The information (analytical model, support and releases, and load cases) that has been created in the previous section needs to be connected to this node. This node performs the analysis and saves the model at a specified location (Figure 2b). Subsequently, stresses, weight of structure, and displacements are needed for the calculation of the penalized objective function. To obtain the maximal stress for each bar, the “BarStress.GetMaxValuesList” node is utilized. For maximal values of displacement on the joints, the “BarDisplacement.GetMaxValuesList” node is utilized. The last parameter that needs to be obtained for the weight score is the “selfweight” value of the structure. This can be achieved by using the “NodeReactions.GetValues” node and extracting the “FZ” results for the load case labeled as “Selfweight”. Evaluating the penalized objective function of each design option is crucial for ranking the fitness of de-
signs in structural optimization. That is why the last part of the script evaluates penalized objective functions by considering constraints as explained in detail in the background section. This process is implemented in the VP environment with the help of Python script as presented in Figure 4.

Figure 4. Python script used for evaluating and ranking the results.

2.5. Structural Optimization

To perform size optimization, section indexes can be set as design parameters. This is how the algorithm will try to find the best parameters for those inputs. The feature that allows users to do this is parametric modeling, because as soon as an input is updated, a new model is automatically created and FEA can be performed for the new model. Optimization works by running the steps explained in the previous section in a loop. To do this, a custom node and the “LoopWhile” node have been used. By creating a custom node, all of the nodes from Figure 2a,b are consolidated into a single core node. This core node is central to all analyses. It takes the parameter to be optimized through its import port and, in turn, outputs the penalized objective function results. This process occurs repeatedly, ensuring continuous optimization. Henceforth, an initial population is needed for optimization. Thus, a Python script has been prepared to create a random initial population by defining lower–upper limits for solution sets, population size, and chromosome length. After creating initial populations, the outputs are connected to the “LoopWhile” node to process the steps as explained above. Figure 2c illustrates the nodes necessary for this operation. There are two custom nodes in this figure, which are “LoopCheck” and “LoopBodyVar1”. The “LoopCheck” node allows the definition of the stopping criteria by taking the iteration number and comparing it to the input number. As soon as the iteration number exceeds the input number, a stop signal is sent to the “LoopWhile” node and the loop ends. Subsequently, every individual in the initial population list must be sorted based on their penalized objective function results. The parents that will create the succeeding generation of the population by GA operators are selected by using the obtained penalized objective function that results from the initial population and binary tournament selection. Individuals with smaller objec-
tive function values are selected as the parents while the other individuals are not selected, and their genes are eliminated. This process is repeated by the next generation creator node group shown in Figure 2c until a goal is met or a certain number of generations have been produced. The “LoopBodyVar1Literature” custom node contains two Python scripts and the same nodes from the initial population fitness calculator node group as illustrated in Figure 5. First Python code uses GA operators such as selection, crossover, mutation, etc. to create new populations. Second Python code, on the other hand, performs like another selection operator of GA and chooses the best combinations from parents and children.

2.6. BIM Integration

In this section, some advantages of using the BIM environment in the optimization process are described and some examples are given. Integration of BIM and AI-based metaheuristic search algorithms for the optimization of designs in the AECO sectors will improve the project-creating process by generating multiple optimized design alternatives and providing detailed reports about the project. Consequently, architects and engineers can give more time to different aspects of a project and encourage innovation in their field by utilizing automation and streamlining repetitive tasks. For this, Revit’s features can be utilized by exporting the optimized model to Revit by employing the Dynamo script and the “RevitCreator” custom node (Figure 2d). The structure following importation of the truss model into Revit is shown in Figure 6a. Prior to creating the model on Revit, cost and LCA analyses can be performed along with arranging connection details. Revit allows users to design connections and prepare more detailed models. This can be performed in two ways. One, choosing the connection points manually on Revit, under the “structure tab”, on the “assembling steel connections” menu. Another way is doing all of these steps parametrically with the help of Dynamo. In this study, to show the capabilities of BIM and Dynamo, this process is performed parametrically on Dynamo by employing the script presented in Figure 6b.

Figure 5. Nodes contained by “LoopBodyVar2”. 
Furthermore, Revit allows the user to utilize add-ins such as “Tally”, which employs contribution assessments to illustrate the environmental impacts of products or components in construction, considering factors such as ozone depletion, acidification, and global warming potential by performing LCA analysis, which gives an opportunity to the AEC specialist who wishes to build an environment-friendly and sustainable design by performing a study on the project and providing a detailed report about the materials. Additionally, it provides focused views of global warming potential and embodied energy through graphics and charts, aiding designers to compare specific assemblies and components. Examples are provided in the upcoming Results section.

3. Results

This section presents the numerical outcomes for several test problems. A comparison is made between the solution obtained from this study and solutions derived from various studies found in the open literature. These problems are solved within the proposed framework using a computer with an Intel(R) Core i7-6700HQ CPU and 16.0 GB Installed RAM. Unlike studies in the literature, sections that exist in real-world applications have been considered as design variables to increase the adaptability of the proposed workflow for real-world examples. The average time spent on 100 analyses is approximately 2 h. It is assumed that this time will be reduced by a computer having better hardware properties. All scripts and corresponding Python code, along with animations, and instructions are conveniently provided in the respective dedicated GitHub repository for this study [50].
3.1. Experimental Setup

Three different benchmark problems have been examined for validation of this study, namely, the 10-bar-2D-truss problem (adopted from [12]); the 36-bar-3D-truss problem (adopted from [51]); and the 120-bar-3D dome truss problem (adopted from [52]). The referenced studies offer the theoretical bases for the constraints, along with the geometric dimensions. According to the referenced manuscripts, the stress member limit, along with the displacements, were as follows: (i) 172.25 MPa, and 50.8 mm, respectively, for the 10-bar truss; (ii) 172.25 MPa, and 50.8 mm (for node 4 in both negative z and y direction), respectively, for the 36-bar truss; and (iii) 240 MPa, and 10 mm (for every node in the structure in the negative z direction), respectively, for the 120-bar truss.

The 10-bar truss example is a standardized test case in the field of structural optimization for those who want to evaluate and validate the effectiveness of proposed optimization techniques, and it is frequently used as a benchmark problem by researchers [12,14,53,54]. The geometry, support requirements, material properties, and boundary conditions for this 2D-hanging truss, which is shown in Figure 7a, have been adopted from the referenced study [12]. A discrete list that contains 41 cross-sectional areas has been sourced from the American Institute of Steel Construction (AISC) and imported to RSA from the AISC database (AISC Edition 15.0 American hot rolled shapes). The HSRO (Hollow Structural Round Sections) family was used during the optimization. Detailed information about importing databases and using different section properties can be found on the referenced website [55]. Population size and generation number have both been determined as 20 through the execution of ten distinct run cycles for this example.

The 36-bar truss problem, which is considerably difficult and includes 21 design variables, has emerged as another benchmark problem used among scholars [14,51,56]. The configuration, dimensions, support requirements, material properties, and loading condition of this three-dimensional truss, shown in Figure 7b, are sourced from the cited article [51]. A discrete list that contains 25 cross-sectional areas, which have been acquired from the AISC and imported to RSA from the AISC database (above), has been prepared for this example. The RB (Round Bars) family was used during the optimization. Population size and generation number have both been determined as 40 through the execution of two distinct run cycles for this example.
Figure 7. Trusses for numerical examination, including (a) 10-bar truss; (b) 36-bar truss; and (c) 120-bar-dome truss configurations.

The 120-bar dome truss problem was first solved by M.P. Saka in 1991 [52]. Thereafter, other researchers have employed this structure to test their algorithms [52,57–61]. The configuration, dimensions, support requirements, material properties, loading, and boundary conditions of this dome, which is illustrated in Figure 7c, are sourced from the referenced article [52]. The elasticity module is taken as 210000 MPa and material density is taken as 7860 kg/m³. A total of 27 CHS (Circular Hollow Section) sections that comply with the provided limits were chosen from the UKST (British hot rolled section) database available on RSA [55]. Moreover, the buckling effect for elements under compression has also been taken into consideration. To calculate the critical load for buckling, a Python code was created with the formulations taken from AISC [62] regulations. Population size and generation number have both been determined as 20 through the execution of ten distinct run cycles for this example.

3.2. 10-Bar 2D Truss Problem

The results found for the 10-bar truss are shown and compared with those from studies taken from the literature in Table 1. This table reveals that the weight obtained after optimization is higher than the solutions obtained from previous studies. However, as the aim of this study is to demonstrate the usability of the proposed methodology, the solution obtained is acceptable because this study, conducted by Camp et al., required an average of approximately 10,000 truss analyses with 24 separate run cycles [53] to converge the solution, exhibiting a magnification of 62.5 times compared to the analysis number that has been performed for this study. On the other hand, Jafari et al. [23] needed 113.25 times more analyses to obtain the result presented in Table 1. In addition to the table, the weight score change chart and the final version of optimized structure with sections found have been presented in Figure 8.
Table 1. Comparison of 10-bar truss results.

<table>
<thead>
<tr>
<th></th>
<th>Rajeev et al. [12]</th>
<th>Camp et al. [53]</th>
<th>Jafari et al. [23]</th>
<th>This Study</th>
</tr>
</thead>
<tbody>
<tr>
<td>Weight (kg)</td>
<td>2549.2</td>
<td>2490.6</td>
<td>2302.43</td>
<td>2763.06</td>
</tr>
<tr>
<td>Analysis made</td>
<td>400</td>
<td>10,000</td>
<td>15,100</td>
<td>400</td>
</tr>
<tr>
<td>Separate Runs</td>
<td>-</td>
<td>24</td>
<td>30</td>
<td>10</td>
</tr>
</tbody>
</table>

Figure 8. The result of the 10-bar truss problem; fitness score vs. generation number.

3.3. 36-Bar 3D Truss Problem

The comparison of the results, the number of analyses performed to obtain that truss in a single run cycle, and separate runs performed during this study for the 36-bar truss problem are depicted in Table 2. The main drawback of the proposed framework was the increase in calculation times for structures with more elements. This downside was limited to the number of separate runs performed for this problem. The results, also, showed that the GA configuration used in this study was less efficient compared to that of the 10-bar truss, where the function evaluations were squared to achieve a similar 10% error to that of the best observed result in the literature. Figure 9 presents the weight score and final version of the optimized structure.

Table 2. Comparison of 36-bar truss results.

<table>
<thead>
<tr>
<th></th>
<th>Ringertz [51]</th>
<th>Groenwold et al. [14]</th>
<th>Schutte et al. [56]</th>
<th>This Study</th>
</tr>
</thead>
<tbody>
<tr>
<td>Weight (kg)</td>
<td>16,517.7</td>
<td>16,478.1</td>
<td>16,181.8</td>
<td>18,081.3</td>
</tr>
<tr>
<td>Analysis made</td>
<td>-</td>
<td>1600</td>
<td>2000</td>
<td>1600</td>
</tr>
<tr>
<td>Separate Runs</td>
<td>-</td>
<td>10</td>
<td>10</td>
<td>2</td>
</tr>
</tbody>
</table>
3.4. 120-Bar Dome Truss Problem

This example aims to find suitable sections that give minimum weight while satisfying given constraints for 120 elements that are divided into 7 groups from the list that contains 27 different cross-sectional areas. Results for the 120-bar dome truss are presented in Table 3 along with their comparison to literature results. It is worth noting that conducting additional runs and increasing the number of analyses for the same study is expected to yield better weights, as the study [61] needed 84,000 overall analyses and the study [58], required 100 separate run cycles to find the results depicted in Table 3. It is also important to mention that in this study [61] the displacement constraints are taken as having a ±5 mm difference to the referenced study [52], resulting in a higher structure weight. Also, the referenced studies all used continuous design variables whereas discrete sets were utilized in this manuscript. The reason for choosing this problem for the Results section is to demonstrate that the proposed algorithm is effective and performs well as the number of elements increases. The results indicate that the proposed methodology can be applied to complex structures in future studies. Nevertheless, it should be noted that conducting one analysis for a problem of this scale took about 50 s. Lastly, Figure 10 presents the optimized structure along with a weight score change by generation chart.

Table 3. Comparison of 120-bar truss results.

<table>
<thead>
<tr>
<th></th>
<th>Saka et al. [52]</th>
<th>Ebenau et al. [58]</th>
<th>Kooshkbaghi et al. [61]</th>
<th>This Study</th>
</tr>
</thead>
<tbody>
<tr>
<td>Weight (kg)</td>
<td>7587</td>
<td>6923.3</td>
<td>9101.3</td>
<td>8343.13</td>
</tr>
<tr>
<td>Analysis made</td>
<td>-</td>
<td>20,000</td>
<td>8400</td>
<td>400</td>
</tr>
<tr>
<td>Separate Runs</td>
<td>15</td>
<td>100</td>
<td>10</td>
<td>2</td>
</tr>
</tbody>
</table>
Figure 10. The result of the 120-bar truss problem; fitness score vs. generation number.

LCA and Cost Analysis for the 120-Bar Truss Structure

This section of this study report provides LCA and cost analysis results of the optimized 120-bar dome truss structure obtained using the explained methodology. As the first step, the best model after optimization has been imported into Revit from Dynamo using the “Revit importer” custom node. Once the model is ready in Revit, as shown in Figure 11a, LCA analysis can be performed by using “Tally”. After the analysis, a detailed report is generated, which includes information on factors such as global warming potential, acidification, and smog formation potential, some part of which is demonstrated in Figure 11b. For cost analysis, a bill-of-quantity table has been created on Revit, as shown in Figure 11c. Fields in this table can be adjusted by specific needs. To give an example, unit prices have been obtained from the referenced website [63] and the total cost of the structure has been calculated automatically within the table.
Results are as follows: (a) dome truss after being imported into Revit; (b) life-cycle stage (generated using Tally); and (c) Revit bills-of-quantity table.

4. Discussion

In this section, transparent comments have been made about the aspects of this study that could have been improved or that were not fully addressed, along with a brief discussion about the results found in this study and potential future deployment.

Firstly, the proposed workflow can be enhanced by employing RSA-API instead of the Dynamo package to create an interaction between Dynamo and RSA, which would give broader control over the analysis part of the workflow. The Dynamo package restricts the optimization process and the ability to use the full performance of RSA, because no changes are possible inside this package. If there is a problem during the optimization that is caused by this package, then it is challenging to detect and solve that problem. That is why using API to perform FEM analysis on RSA appears to be a better option for future studies. Also, it is assumed that utilizing API would decrease the calculation time, supporting the designer reach optimum solutions in less time, while enabling scholars to perform additional analysis to achieve more competitive results compared to the current literature.

It is important to mention that the main goal for this study was to develop a unified and interoperable framework for the combination of VP, FEM, and GA in BIM-based projects using tools and software that are commonly utilized in the AEC industry. It was hypothesized that this may support the wide implementation of AI-based structural optimization by making it easier and less dependent on programming knowledge (or technology literacy) while having minimal impact on the current supply-chain processes in the industry. In Tables 1–3, it can be observed that the lower weights were observed in other studies in the literature; however, Figures 8–10 demonstrate that the average population and the best observed results were yielding, suggesting at least a local convergence. From this point, it is possible to update the algorithms, perform additional runs, increase the population size and generation size, and find the optimum setting for GA and verify it by performing a comparison with benchmark functions, or with different global optimization algorithms such as ACO, PSO, etc. Moreover, performing shape or topology optimization for future research under scenarios such as dynamic loadings or different constraints such as frequency constraints has the potential to broaden the application of the proposed methodology.

One way that results and computation time may improve is through machine learning strategies, such as artificial neural networks (ANN) (for more information, readers can refer to referenced manuscripts [64–66]). Exploring the integration of machine learning algorithms for predicting structural optimization in BIM projects could be worthwhile to further enhance the proposed framework. Although the current study focuses on creating a workflow that can employ various optimization algorithms and techniques, this future deployment can enhance the efficiency and effectiveness of the opti-
mization process by using the power of machine learning techniques, such as reinforcement learning and deep learning, leading to more sustainable and cost-effective structural designs in BIM-based projects.

Furthermore, following the optimization of truss structures, optimization for special structures such as wide-span roofs and wide-span trusses can result in significant improvements over existing methodology and validation processes. These structures are typically found in industrial buildings, airport terminals, and sports facilities when large open expanses with no intermediary supports are required. For the experimental results, case studies of sustainable railway station designs can be optimized, and the outcomes can be given in future research. These case studies can provide useful insights into how truss structures are employed to achieve sustainable and efficient designs in real-world applications.

Lastly, the definitions of the initial population size, mutation rate, and elite rate all significantly affect the results of the examples. Additionally, the number of design variables and the size of the list containing these variables have substantial influences on finding optimal results. Although having a large list of design parameters allows for the evaluation of various options, it also comes at a significant time cost. The primary challenge of the proposed method is the time required for certain tasks, particularly when importing the model into RSA, assigning boundary conditions, and conducting the analysis. These processes consume a substantial amount of time compared to methods where all operators and programs are coded within a single piece of software using one programming language, and where the generation number does not impose a limitation on this study. However, in this study, as the generation number increases the waiting time also rises due to issues like RAM leaks. Improving the interaction between RSA and Dynamo might reduce the model creation time in RSA, which could help to address this problem. Due to these reasons, the separate run number and analysis number values were kept low, and as soon as a solution close to the literature results was found, the optimization process was terminated. Despite the reasons explained so far, the solutions obtained by using the model proposed in this manuscript are meaningful from the viewpoint of engineering management and computational efforts because, in this study, discrete and real-word cross-sections have been adopted, to the contrary of benchmark problems, as design variables. It should also be emphasized that conducting additional run cycles and increasing the number of analyses for the same study is expected to yield better weights as all the benchmark studies performed a considerably greater amount of analysis than was performed in this study.

Overall, the results obtained in this study are approximately 10% higher than those in the literature. This difference is considered acceptable given that the focus of this study is to establish a workflow for structural optimization using visual programming, parametric modeling, and other BIM tools, rather than coding a metaheuristic algorithm that works best among the ones created in the literature.

5. Final Remarks

Even though structural optimization with metaheuristic algorithms is a well-known subject, its application and utilization in real-world problems are not common because of unfriendly software interfaces and the vast amount of programming expertise required. This gap in the literature is approached utilizing technological advancements like parametric design, VP, BIM, etc. through software like Dynamo, Revit, and RSA during the optimization process. The aim of this manuscript is to create a structural optimization methodology that integrates the tools of VP, parametric modeling, and BIM to obtain a robust optimization framework. This methodology was then validated by comparing the results of several 2D and 3D benchmark problems from the open literature. Concurrently, to show the advantages of using BIM during the optimization process, LCA and cost analysis have been added to the proposed methodology.
The results in this study highlight the promise of new technologies, allowing scholars to include programming into their studies without requiring a large amount of syntax expertise. Furthermore, the findings of this study provided important insights into the adaptation of VP and BIM tools to the optimization process. The computation time of the framework, however, was a controlling factor in the number of function evaluations used during the GA optimization. To this end, the present study, despite its success in developing a workable, user-friendly, and interoperable framework for the utilization of VP, GA, FEM, and BIM for structural optimization, achieved results that were on average 10% higher than those reported in the relevant literature. The authors conclude that this can be improved by the following measures: (i) increasing the callback function speed between Dynamo and RSA (which was the main computation bottleneck) through specialized API; and (ii) fine-tuning the GA parameters or utilizing other advanced global optimization and supervised learning techniques for the optimization.
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