Abstract: This paper investigated the use of unmanned aerial vehicles (UAVs) for the delivery of critical goods to remote areas in the absence of network connectivity. Under such conditions, it is important to track the delivery process and record the transactions in a delay-tolerant fashion so that this information can be recovered after the UAV’s return to base. We propose a novel framework that combines the strengths of cipher block chaining, physical layer security, and symmetric and asymmetric encryption techniques in order to safely encrypt the transaction logs of remote delivery operations. The proposed approach is shown to provide high security levels, making the keys undetectable, in addition to being robust to attacks. Thus, it is very useful in drone systems used for logistics and autonomous goods delivery to multiple destinations. This is particularly important in health applications, e.g., for vaccine transmissions, or in relief and rescue operations.
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1. Introduction

Three major use cases are generally adopted in fifth generation (5G) cellular networks: enhanced mobile broadband (eMBB), massive machine type communications (mMTC), and ultra-reliable low-latency communications (URLLC) [1]. In addition to these use cases, there is a global trend in the sixth generation (6G) to add a humanitarian aspect that consists of providing basic internet access for all, thus reducing the digital divide [1–4]. The main targets for basic internet access are remote rural and underprivileged areas. Other areas, e.g., urban areas in general, have adequate communications infrastructure. With this infrastructure, they can enjoy boosted versions of the 5G use cases when 6G networks are deployed, like massive URLLC and mobile broadband reliable low latency communication (MBRLLC) [5]. Furthermore, 6G includes an “intelligence” layer that will be ubiquitous due to the deep synergy expected between artificial intelligence (AI) and 6G [6]. But this luxury will not soon be available in rural areas. In fact, various techniques have been investigated in the literature to provide connectivity to remote rural areas, especially for the backhaul. They were surveyed in [7] and include high altitude platforms and satellite links, for example. The reason is that traditional terrestrial solutions based on fiber optics or microwave towers might be too expensive to deploy, especially when road and transportation infrastructure is absent or inadequate in certain remote rural areas.

Although the use of UAVs for fronthaul access has been considered in the literature [8,9], it was assumed that the areas had adequate power and transport infrastructure. Moreover, it was assumed that a sufficient number of drones was available to provide continuous hovering over the area while other drones were recharging. In many rural
areas, power availability is absent or intermittent, and inhabitants have to rely on local sources [10,11]. Furthermore, distances between different areas/villages might be too large to allow continuous UAV hovering to be affordable. Therefore, local networks were adopted in certain villages, where a base station (BS) tower can provide local connectivity to the inhabitants without backhaul connectivity to the core network [12,13]. Backhaul can be provided later when suitable solutions become available. Such solutions could include satellites and UAVs (easier to provide a backhaul link than continuous hovering over the village), but the simplest and most cost-effective approach is delay-tolerant networking (DTN). In fact, DTN has been investigated extensively in the literature, e.g., [14,15], and relies mostly on moving vehicles and buses. More recent investigations have considered UAVs for DTN [16,17], which are more suitable when the transport infrastructure does not allow frequent vehicle trips.

The works in [7–17] have focused on using UAVs for connectivity. However, the use of UAVs for goods delivery has been gaining momentum in recent years [18–21]. UAV-based delivery was mostly studied as a substitute of, or a complement to, vehicle-based delivery (using trucks and cars). In addition, the main motivation for using UAV-based delivery in these works was cost-effectiveness, in addition to meeting the increasingly large demand for online orders. In rural areas, additional challenges need to be overcome. In fact, suitable connectivity might not be available to perform online ordering, and the distances involved are generally far greater than last-mile delivery in cities.

Finally, we note that although the use of UAVs for joint connectivity and goods delivery has received little attention in the literature, compared to the separate scenarios of UAVs for goods delivery only and UAVs for providing connectivity only, there have been some attempts at studying the joint scenario, e.g., [17]. However, it was assumed that the drone has only one parcel to deliver and collect/forward data along the way to certain destinations as an added value service. In addition, it was assumed that the drone remains connected to the source and destination throughout the data delivery process, which is hard to maintain in isolated remote areas.

In this work, we consider the use of UAVs jointly for providing DTN connectivity and goods delivery to remote rural areas. In the case of remote delivery, there is a need to track each item carried and/or delivered and to log the time and location of delivery. In addition, suitable measures need to be taken to secure the carried data (for confidentiality and privacy purposes), the carried goods (protection from loss or theft), and the UAV itself (protection from attack, damage, or theft). Therefore, the main novelty of this paper is related to proposing techniques for recording and storing the transaction information securely in the absence of internet connectivity. Thus, the UAV is assumed to deliver goods, e.g., medicine, humanitarian support, etc., to remote areas, while carrying data in a DTN fashion. We propose efficient techniques for encrypting the transaction logs. After the UAV’s return, this encrypted information can be recovered and processed at the Control Center. The novel contributions of this paper can be summarized as follows:

- Proposing a novel framework for encrypting the transaction logs when using UAVs for autonomous delivery with multiple stops at various destinations;
- Describing how cipher block chaining, physical layer security, and symmetric and asymmetric encryption techniques work in tandem with the proposed approach to track goods delivery and secure the transaction logs;
- Showing that the proposed framework is feasible and securely encrypts the data in the absence of connectivity until the drone returns safely to base;
- Analyzing the proposed approach and showing its robustness to attacks;
- Discussing the suitability of the proposed approach in the face of malicious attempts to tamper with the UAV or its payload; and
- Demonstrating that the proposed approach can work with existing encryption techniques to achieve the desired objectives.

The rest of this paper is organized as follows. Section 2 presents the system model considered in this paper. The proposed approach is presented in Section 3. The results
related to the probability of detecting the encryption keys are presented in Section 4, and the security features are analyzed and discussed in Section 5. Finally, Section 6 concludes the paper.

2. System Model

The system model is shown in Figure 1. We investigated the use of UAVs for providing remote delivery to areas without internet connectivity (thus also providing DTN connectivity in the process). From the perspective of goods delivery, two main scenarios can occur. In the first scenario, illustrated in Figure 1a, each remote rural area/village has a single offloading zone where the goods can be delivered and where a telecommunication base station (BS) or access point (AP) can be made available for data exchange (offloading data from the UAV to the AP/BS and carrying the stored data destined to the UAV from the AP/BS). In this scenario, it is assumed that the village has a local communications network, but that network is not connected to the backhaul. Users in the village communicate locally with the central BS, where the data are stored for the UAV to collect and carry to the core network in a DTN fashion. For example, readings from Internet of Things (IoT) sensors can be transmitted regularly to the BS, where possibly some edge processing/intelligence can take place. When a UAV visits the area, it collects the stored data at the BS and transmits to the BS any information coming from the core network. The BS would then take care of distributing it locally to the users in the remote village. An example of this scenario is shown in Figure 1a.

![Figure 1. DTN connectivity provided by UAVs benefiting from railroad stations as recharge points: (a) village with central BS; (b) village without central BS.](image)

The example in Figure 1 consists of having the UAVs provide DTN connectivity to remote areas while using the nearest railway stations as points for recharging. This solves some practical constraints since the train stations are connected to the power grid and could provide a safe place for the UAVs to be stored and recharged. This can also allow the use of trains to transport the UAVs between stations, e.g., to cover different sets of remote zones on the same day. When the start and end stations are the same, this was modeled in [22] as a Traveling Salesman Problem (TSP), where the UAV has to visit each remote area once during its trip while minimizing the trajectory time, which also minimizes the energy consumed during flight.

In the second scenario, illustrated in Figure 1b, at least some of the remote rural areas/villages do not have a single offloading zone, e.g., due to having fewer houses that
are sparsely scattered and relatively far from each other. In that case, the UAV must perform doorstep delivery of the items to their final destinations. Hence, the UAV must still visit each village, but with the absence of a central offload site, the UAV will have to go over each house.

2.1. RFID Tracking of Goods Delivery

When performing multihop delivery as in the scenario of Figure 1, in the absence of real-time internet connectivity, measures need to be put in place to make sure that the goods are delivered to the correct destination and collected by the right people since the UAV stops at multiple locations. This can be accomplished by tagging the goods with RFID tags and having the UAV carry an RFID reader. When the UAV reaches one of the destinations, the local person (to whom the delivery is addressed) can open the box and then collect the relevant goods (also tracked through RFID), as illustrated in Figure 2. In case they make a mistake by collecting items destined for other locations, the UAV’s RFID reader detects that the wrong object was removed from the UAV’s carried package. In this case, a message can be displayed to the local personnel (e.g., communicated to a suitable mobile app by the UAV, or simply an alarm message/signal issued by the UAV) to warn them of the error. In case the item is still offloaded at the wrong location, this can be reported in the logs (ID of the item, actual intended destination, location where the incident occurred, time, etc.). A picture could also be taken (by the UAV) of the user to confirm the correct delivery and include it in the logs of any incident. Preliminary investigations for using RFID for ensuring correct data delivery were presented in [23], where a testbed/prototype showcasing the implementation of this approach was designed by a student team supervised by the first author. The prototype of [23] included an RFID reader and tags, a GPS for tracking the locations, a database for storing the logs, and a mobile application. However, it proved the concept using a robot instead of a UAV, without involving encryption. The same approach can be easily extended to UAV delivery, while the present work proposes efficient encryption techniques that can be used in this scenario.

Figure 2. Tracking goods delivery.

2.2. Hybrid Encryption Approach with CBC

In Section 2.1, we described a framework for tracking the correct delivery of goods using RFID. Thus, suitable logs of the transactions made are recorded. However, these
logs need to be secured, as malicious users who might access the drone during one of its stops could tamper with this information. Even if this information is encrypted, the key used would have to be stored somewhere in the UAV’s memory, which also puts it at risk. Therefore, the main contribution of this paper is to address this problem by using an enhanced cipher block chaining (CBC) approach to secure the transaction logs, as illustrated in Figure 3.

![Figure 3. CBC process for encrypting the transaction data.](image)

By encrypting each transaction data block and feeding it as input to the next block, corresponding to the next transaction (related to the next delivery operation), a malicious user accessing the UAV’s data (e.g., at one of its stops) would only see the encrypted CBC data. Moreover, if the first block was generated at the starting station or Control Center (e.g., a train station as seen in Figure 1), using a timestamp and/or nonce to encode the start of the journey, it will be very hard for a malicious user capturing the drone to decrypt the whole chain. Added security can also be achieved if encryption is added to that first block using a key and/or initialization vector stored at the station, where it is secure from external malicious access. When the UAV returns to the station, this information can be properly decrypted and stored, and the logs of the transactions are duly recorded on a central server. A new chain can be started when the UAV departs for its next trip, which keeps the size of the chains manageable and makes this approach scalable. When satellite communications are available, even if intermittently during the UAV’s trip, the encrypted chain could be transmitted periodically over the UAV–satellite link. This would save the records in case the whole UAV was compromised or shot down before its return.

3. Proposed Approach

The proposed approach for secure UAV delivery in delay-tolerant networks consists of using an enhanced CBC approach to encrypt the data of consecutive transactions, as illustrated in Figure 3. The first encrypted block uses an initialization vector (IV). In the proposed approach, this block corresponds to logging the start of the UAV mission and it indicates the date, time, mission number, etc. when leaving the Control Center. Thus, the IV needs only to be stored at the Control Center, and not at the UAV. Afterwards, the UAV follows its planned trajectory. At each delivery location, it captures the relevant information, such as the item delivered, location, person/entity to which it was delivered to, and indication of correct delivery or if a problem occurred, such as theft or pickup by the wrong person. Then, it encrypts this transaction data using symmetric encryption (the blocks labeled “Encryption” in Figure 3) and CBC.

With CBC, the data of the current transaction are XOR-ed with the encrypted data of the previous transaction, and then the result is encrypted using a symmetric key. In traditional CBC, the key used for symmetric encryption is the same for each CBC transaction. Having this key stored at the UAV poses some security risks, e.g., in case the UAV is captured...
by malicious end users, who might then be able to locate the key in the memory and trace/manipulate the transactions performed. Therefore, in the proposed approach, we provide a remedy to this problem by adopting the following steps:

- Use a different key for encrypting each transaction data, i.e., generate a key Ki for transaction number i;
- Generate this key on the spot, using physical layer security (PLS) techniques;
- After symmetric key encryption using CBC, use asymmetric encryption to encrypt the key only, with the public key of the Control Center K_public; and
- Store the symmetric key Ki encrypted with K_public as [Ki]K_public, but never the unencrypted key Ki as it is.

After the end of the UAV’s flight mission, in the Control Center, the encrypted data can be recovered along with the encrypted keys. The keys can be decrypted using the Control Center’s private key and then used to decrypt the CBC data of the various transactions. The process is illustrated in Figure 4.

![Figure 4](image-url)

**Figure 4.** (a) Encryption at the UAV; (b) Decryption at the Control Center.

### 4. Results

Considering the proposed approach shown in Figure 3, and assuming that Nb is the number of bits per key Ki, then the number of available keys is 2^Nb. The probability of correctly detecting one key used for a single transaction is:

\[ P_{d, Key} = \frac{1}{2^{Nb}} \]  \hspace{1cm} (1)

When M transactions are encrypted, each with a different key, then the probability of detecting all of the keys to decrypt the whole chain is:

\[ P_{d, Chain} = \left( \frac{1}{2^{Nb}} \right)^M \]  \hspace{1cm} (2)

It should be noted that the probability in (2) does not take into account the difficulty of detecting the initialization vector.

For example, using Nb = 128 and M = 10, then (1) leads to \( P_{d, Key} = 2.94 \times 10^{-39} \) and (2) leads to \( P_{d, Chain} = 4.8 \times 10^{-386} \). This makes it impossible to recover the data without access to the private key of the Control Center, which is safely stored away from the UAV.
In Equation (1), we considered the probability of guessing one key. This can allow decoding one transaction, say transaction $i$, given that the encrypted previous transaction $(i - 1)$ is accessible, in order to reverse the XOR process shown in Figure 3. However, the proposed approach can be amended to make this previous transaction inaccessible, especially in areas covered several times a day with DTN connectivity by multiple UAVs. The details can be explained as follows:

- The UAV that performed the delivery (let us denote it by UAV $j$) does not store the encrypted transaction (although it performs the encryption process). It stores only the symmetric keys, encrypted with the Control Center’s public key. It needs only to store the encrypted version of the last transaction to use it with the next XOR operation, and then it can discard it. For example, it stores encrypted transaction $i$ to use it for encrypting transaction $(i + 1)$, then discards it, keeping encrypted transaction $(i + 1)$ only to use it for encrypting transaction $(i + 2)$, and so on.

- However, the encrypted block of each transaction is stored at that transaction’s location (the actual location where the delivery happened, e.g., BS, AP, or CPE at a house, etc.), to be “picked up” later.

- The next UAV $(j + 1)$ that will be hovering over the area provides DTN connectivity and collects the odd-numbered transactions of UAV $j$.

- The one after it, UAV $(j + 2)$, provides DTN connectivity and collects the even-numbered transactions of UAV $j$.

- It should be noted that each of UAVs $(j + 1)$ and $(j + 2)$ could also perform delivery operations, encrypt the corresponding transactions, and store them at the corresponding locations to be picked up by subsequent UAVs, similar to what they did for UAV $j$.

- Thus, in fact, UAV $(j + 2)$ would be collecting the even-numbered transactions of UAV $j$ and the odd-numbered transactions of UAV $(j + 1)$.

This approach would completely confuse any attacker: Even if the attacker maliciously accesses a drone and guesses one of the keys (which would happen with an extremely low probability as shown by (1)), they will not be able to obtain the initial transaction data. In fact, to do so, they would have to perform the reverse XOR process with the previous transaction; however, this previous transaction is carried by a completely different drone. Hence, to decrypt a single transaction, the malicious attacker needs to (i) be aware of the encryption/collection scheme described above to conceal the encrypted data, (ii) take down two consecutive drones and access their data successfully, and (iii) guess the key used for encrypting the transaction.

5. Discussion

In this section, we provide an analysis of the proposed approach, described in Figures 3 and 4, to show its robustness and the strength of its security features. We start by describing the key generation approach using only physical layer methods, without having to carry the keys from the Control Center. Then, we discuss how the hybrid symmetric/asymmetric approach ensures data confidentiality. By adopting a hybrid approach combining the advantages of symmetric and asymmetric cryptography, the proposed approach provides data confidentiality in the harsh conditions considered, where the UAV performs multiple stops in remote areas without permanent internet connectivity. Afterwards, we analyze how the proposed approach allows for dealing with physical attacks on the UAV. Lastly, we clarify how the proposed approach allows cipher block chaining, physical layer security, and symmetric and asymmetric encryption techniques, to work harmoniously together to track goods delivery and secure the transaction logs. The purpose is to show the need for each of these techniques to provide the required levels of security in the absence of connectivity.

5.1. Physical Layer Security (PLS) Key Generation

The PLS key generation methods could vary. For example, in orthogonal frequency division multiple access (OFDMA) communications, channel state information (CSI) of
multiple subcarriers can be exchanged to select the best group of subcarriers for communication. This CSI exchange could be used to generate a secret key: If the CSI level of a certain subcarrier is above a pre-defined threshold, this corresponds to a bit value of “1” in the key and to a value of “0” otherwise. Concatenating these 1/0 values for a large number of subcarriers leads to a long key that can be used for symmetric encryption.

Another approach is to use some indicative feature about the state of the UAV hardware at a given instant and use it as a seed for a pseudorandom number generator, which could lead to the generation of a pseudorandom key for encrypting a specific transaction.

These PLS key generation methods rely on randomness, depend on the particular state of the UAV at the time of the transaction, and they are used at the UAV only, without being exchanged or transmitted over any wireless link. Consequently, they are extremely hard to guess by a malicious attacker. In fact, an eavesdropper attempting to guess the key obtained through CSI thresholding cannot measure the signal level between the destination device and the drone. It can only measure the signal strength it receives at its current location. Due to fading fluctuations over the OFDMA subcarriers, even assuming it knows the threshold agreed upon for deciding the 1/0 values of the key bits, the device-eavesdropper and drone-eavesdropper links will have significant differences compared to the device-drone link. To be able to correctly capture the key bits, the eavesdropper must come too close to the device so that its channel characteristics become similar to the device-drone link, which would lead to its discovery and detection.

For example, considering PLS key generation using the CSI values for the subcarriers in an OFDMA system, we define $d_D$ as the distance between a legitimate device and the drone, and $d_E$ as the distance between the device and a malicious eavesdropper. It should be noted that, although the drone delivers goods at the exact location of the device, communication to generate the encryption key using PLS can start when the drone is still at a distance $d_D$.

We assume the eavesdropper attempts to guess the key values using the signal strength it receives at its own location, and we plot the percentage of correctly guessed “1/0” values of the key bits for various values of $d_D$ and $d_E$. The results are shown in Figure 5.

![Figure 5. Percentage of eavesdropper’s correct “guesses” of the bits of a given key.](image)

Figure 5 shows that the correct guesses are around 50%, which leads to maximum confusion for the eavesdropper. In fact, if the approach was known to lead to a much lower percentage, e.g., 10%, the eavesdropper would simply have to invert its decisions (if it guesses a “0” bit, flip it to “1” and vice versa), in order to reach a guess-rate of 90%! However, a 50% guess rate leads to maximum confusion [24,25] as the eavesdropper would not know the positions in the key in which bits are correctly guessed and which ones are not.
Inverting the decisions for all of them will still leave the eavesdropper with a 50% guess rate, thus maximizing uncertainty. Since the key is used only once for encrypting a single transaction (as per the proposed approach of Figure 3), the eavesdropper will not get a second chance to try to enhance its estimates. Encryption at a new location is performed with a completely new key.

5.2. Data Confidentiality

As mentioned in the previous Section, the key generation process is robust to attacks. Moreover, each key is used to encrypt only one transaction. In addition, the keys are not stored directly in the UAV’s memory. However, the keys are needed by the Control Center in order to decrypt the transactions’ data. Therefore, they are stored in a secure way using asymmetric encryption. They are first encrypted using the Control Center’s public key, and then this encrypted version is stored in the UAV. The only way to recover each initial key is to decrypt this stored value using the Control Center’s private key, which is only known to the Control Center.

It should be noted that asymmetric encryption could have been used alone to encrypt all of the data. However, due to being slower and requiring more computational power, a tradeoff was adopted by resorting to a hybrid symmetric/asymmetric method. The bulk of the data is encrypted efficiently and swiftly using symmetric keys, while only the keys themselves are protected using asymmetric encryption. This provides a reasonable tradeoff between security, encryption speed, and computational power consumption.

To get an estimate of the computational time required, we experimented with the implementation of an symmetric encryption algorithm, Advanced Encryption Standard (AES) [26,27], using a Raspberry Pi 4 Model B with a 1.8 GHz processor. To mimic the encryption of the transaction logs, we performed encryption of text data, which was completed using AES with an average time of around 0.4 ms. The encryption of image data (e.g., to mimic a scenario where the drone might take a picture confirming goods delivery) was completed in an average time of 1.5 ms, using a 650 × 375 jpeg image, of size 70 kbytes. To cater to the scenario of implementing the proposed approach with lightweight and computing-limited UAVs, it is reasonable to assume that if the drone can carry some weight over long distances (for multiple deliveries), it can carry a small Raspberry Pi attached to it. Thus, the Raspberry Pi used for this experiment was powered by a separate battery and was attached to a commercial off-the-shelf drone (Parrot Anafi), which was flown successfully with the Raspberry Pi attached to it. In this way, we decoupled the burden of encryption and communication, handled by the Raspberry Pi (with its separate power source), from the navigation and drone control activities, handled by the drone’s processor.

In [28], asymmetric encryption using RSA was shown to be around 100 times faster than RSA decryption, which in turn is around 10 times faster than RSA key generation. The results of the experiment performed in [28] showed that for a 2048 bit RSA key, 5 s are needed for key generation, 500 ms for decryption (with the private key), and around 5 ms only for encryption (using the public key). Thus, by having the asymmetric key generation and decryption tasks performed at the Control Center, our proposed approach requires the drone to only perform RSA encryption for the symmetric AES keys, which is much faster and computationally efficient.

Consequently, the total time required for encrypting each transaction at the drone does not exceed a few milliseconds.

5.3. Resilience to Tampering and Physical Attacks

Based on the above analysis, if a malicious user captures the drone and physically accesses its memory, they will not be able to recover any of the keys. By following this hybrid (symmetric/asymmetric) method, the proposed approach allows secure logging of transactions that can be only decrypted at the Control Center. The UAV itself will not be able to decrypt the data after encrypting it.
Moreover, the UAV can encrypt and store information about any suspicious activity (e.g., unscheduled activity in the initial trip plan to access the drone’s data or steal the carried items, etc.) as it does with any other transaction, as long as the malicious act does not consist of destroying the drone. It will be one additional block in the chain that can be decrypted and analyzed at the Control Center. Then, adequate measures can be taken, since the time and location of the suspicious activity are known, as they are stored in the corresponding block.

A slight modification to the proposed approach can be adopted to account for the extreme scenario of destroying the UAV itself (with the impossibility of reporting that immediately, in the absence of connectivity): A copy of the encrypted block of each transaction can be stored at that transaction’s location (the actual location where the delivery happened), in addition to storing it at the UAV. If the drone is destroyed between stops no. \( i \) and \( i + 1 \) for example, a subsequent investigation finds CBC blocks 1 to \( i \) at their respective locations, while finding nothing at location \( i + 1 \) onwards. This would help narrow down the location of the culprits. By storing only the encrypted block of a given transaction at the corresponding location, without any keys or any of the previous blocks, it will be impossible to decrypt the data. An example is shown in Figure 6 with \( i = 4 \). The same approach presented in Figure 6 works in other attack scenarios where the drone is rendered un-operational although not necessarily taken down, e.g., jamming attacks. However, it should be noted that in the case of attacks like eavesdropping and jamming, other physical layer techniques can be used to maintain operations. Such techniques include beamforming between the UAV and the target destination, beam nulling in the direction of the jamming signal whenever it can be estimated, or the use of free space optical communications, where data are transmitted over a line of sight between the sender and receiver. Although there is abundant research on each of these techniques, their integration with the proposed approach constitutes an interesting topic for future research.

Figure 6. Example of trajectory interruption.
5.4. Interplay between the Various Techniques Used in the Proposed Approach

The proposed approach in this paper combines the benefits of multiple techniques: cipher block chaining, physical layer security, and symmetric and asymmetric encryption techniques. The purpose is not to perform a dull combination of these techniques. Quite the opposite; they operate in tandem in order to secure the transactions’ data in the absence of internet connectivity. In fact:

- **DTN is a precondition for the proposed approach to be applicable:** If internet connectivity is available, then the drone can communicate directly with the Control Center, encrypt the transaction using any traditional technique, and send it immediately (in encrypted form) to the center without any need for storing it on the drone or having to carry this information through multiple destination/stops. The proposed approach is unnecessary in the presence of connectivity.

- **Asymmetric cryptography (e.g., RSA) is needed to encrypt the keys so that they can be securely carried by the drone until its return to the Control Center.** Since the private key is only stored at this Control Center, then an attacker accessing the memory location of the encrypted keys on the drone will not be able to decrypt them.

- **Symmetric encryption following the diagram of Figure 3 is used with different keys, although traditional CBC might use the same key. This is necessary for the scenario considered in this paper, where the drone must make multiple stops at different destinations.** In fact, if the same key is used, once the drone lands at a given destination, the data of the previous destinations can be recovered and decoded, which violates the confidentiality of the data and the privacy of the previous users. Using a different key per destination, such that this key is unknown to the other destinations, provides protection against such a scenario.

- **In the proposed approach, each one of these keys is used once, immediately after being generated, then stored after being encrypted using the Control Center’s public key.** Thus, after using a key $K_i$ for one of the blocks shown in Figure 3, the drone itself cannot recover its value after storing it in encrypted form (decryption can be performed only with the private key of the Control Center). To be able to use these symmetric keys without carrying them in an accessible form, the framework proposed in this paper suggests generating them using physical layer security. In this case, the key for a given transaction can be generated immediately at the corresponding location, used for encrypting the corresponding information block, and then stored securely in the drone without having to be exchanged/transmitted over the wireless channel.

- **The use of CBC adds an extra layer of security to this symmetric encryption approach.** This is achieved by linking the transactions at the multiple stops of the drone in a blockchain-like approach, showing the order of delivery along the followed trajectory, not just the separate encoding of the data as standalone delivery operations. Furthermore, it is necessary in case the modified version of the proposed approach, discussed in Section 4 while analyzing Equations (1) and (2), is adopted.

Finally, it should be noted that the proposed approach is a framework that does not depend on a specific algorithm. It is a suggested approach for protecting transaction data logs in autonomous multiple-delivery scenarios in the absence of connectivity. The proposed approach can be used with any symmetric encryption algorithm that can be implemented in the “Encryption” blocks of Figure 3: DES, 3DES, AES, AES-GCM, etc. It can also be used with any asymmetric encryption approach to encrypt the keys $K_i$ and store them in the drone’s memory. In practice, the selected encryption algorithm could depend on the capabilities of the drone, such as the computational power available, amount of energy that can be spared for cryptographic operations, etc. For example, large drones with a large payload carrying heavy items to multiple destinations could probably afford more computationally involved algorithms than lighter drones.

Thus, the proposed approach complements, instead of competing with, other encryption techniques. To provide more experimental data supporting this fact, in Appendix A, we provide the MATLAB code for an example where the method of [29] (AES-256 algo-
In the approach of Figure 3, the encryption of a given transaction consists of: (i) XOR-ing the input with the previously encrypted block, and (ii) performing symmetric encryption (in this case using AES) of the result. Table 1 shows that the XOR operation is orders of magnitude faster than the encryption operation, which nevertheless takes, on average, 32.24 ms. The decryption takes nearly double that time. However, the decryption operation is not performed by the drone’s processor. It is performed at the Control Center after the UAV’s return.

In RSA, the public and private keys are generated from two prime numbers $p$ and $q$. The key generation operation is known to be the most computationally intensive phase [28]. Therefore, in Table 2, we performed the experiment with two scenarios: in the first one, the prime numbers were relatively small ($p = 13$, $q = 113$), while they were significantly larger in the second scenario ($p = 5381$, $q = 9319$). Table 2 shows that the time for all three operations (key generation, encryption, and decryption) increases when larger primes are used. Although the time roughly doubles for encryption and decryption, it increases by orders of magnitude for key generation. Given that the RSA key generation and decryption operations are performed at the Control Center, whereas only encryption is performed by the UAV, the proposed approach does not impose a high computational burden on the drone. The Control Center is expected to have ample resources to handle the computationally intensive operations.

5.5. Summary

In this section, we summarize the steps needed to implement the proposed approach in a UAV delivery scenario with multiple stops, particularly in remote areas without internet connectivity.

- First, the trajectory of the UAV is planned at the Control Center. It can be programmed on the UAV, the goods can be loaded, and the drone can be sent on its way.
- Then, the UAV can deliver the goods following the optimized path, e.g., following the approach suggested in [22] and outlined in Figure 1.
- At each location, the recipients of the carried goods can identify themselves through an app or code, then get the item dedicated to them. The removal of the item at the given location is detected using, for example, the approach summarized in Figure 2, which
is described in more detail in [23]. A notification is sent to the user in case the wrong item is removed, and they are informed to take only the item(s) dedicated to them.

- The outcome of this transaction (whether success, taking a wrong item, or failing to find the recipient after a certain time), is encrypted using the approach proposed in this paper and summarized in Figure 3: (i) a symmetric encryption key is generated using physical layer security techniques, (ii) this key is used to encrypt the current transaction using a symmetric encryption algorithm, such as AES, after XOR-ing it with the output of the previous transaction (the very first block is encrypted at the Command Center, indicating, for example, the trip number, date and time, planned trajectory, etc.), and (iii) the key is safely stored after encrypting it with the Control Center’s public key, using an asymmetric algorithm such as RSA.

- The drone then moves on its way to the other target destinations, repeating the above two steps (delivery and encryption) at each stop, until returning to base.

- After the drone’s return, the Control Center’s private key is used to decrypt the symmetric encryption keys. Then, each key is used to decrypt the corresponding transaction in the chain. The data can then be analyzed, processed, and stored. Appropriate action can be taken as needed: Correct deliveries could be marked as such. If payment is required, it can be made by charging, for example, a corresponding credit card number of the customer, stored safely at the Control Center. Incorrect deliveries can be detected and identified. Suitable measures can be taken (e.g., legal action).

6. Conclusions and Future Research Directions

In this paper, we considered the use of UAVs for autonomous goods delivery to multiple destinations. The scenario studied corresponded to remote areas, where internet connectivity is not available. We proposed an approach for recording and securing the transaction logs of a multihop delivery process. The proposed approach relies on a combination of cipher block chaining and physical layer security, in addition to symmetric and asymmetric cryptography. It represents a framework that can be implemented with existing encryption algorithms. It was shown to provide unparalleled levels of security in harsh conditions that usually make the UAV vulnerable to attack. The features of the proposed approach were discussed and analyzed in detail, showcasing the security levels provided. The proposed approach was shown to be robust to brute-force attacks. Moreover, it could record events related to unauthorized access to the drone or data (thus providing forensic evidence). Furthermore, in the extreme case of perpetrated physical damage on the drone, it could allow for measures to recover the data and guide forensic investigators toward the area where the incident happened.

Future work could consist of adapting the proposed framework dynamically to the drone’s capabilities. In fact, the proposed approach is a framework that works with many algorithms with different levels of complexity and computational requirements. The symmetric and asymmetric encryption algorithms used with the proposed approach could be selected dynamically in an optimized way, depending on the available energy, carried load, and remaining destinations for the UAV. Another direction for future research would be to consider scenarios with intermittent connectivity: In the absence of connectivity, the proposed approach is implemented. When connectivity returns, the UAV can use traditional techniques to save power and memory space. Last but not least, an important area for future work is to implement the proposed approach in actual deployments and perform practical case studies with drone-based delivery to multiple destinations in the absence of connectivity.

Author Contributions: Conceptualization, E.Y., K.A. and M.M.; methodology, E.Y. and M.M.; software, E.Y.; validation, E.Y., K.A. and M.M.; investigation, E.Y. and K.A.; writing—original draft preparation, E.Y.; writing—review and editing, E.Y., K.A. and M.M.; visualization, E.Y. and K.A. All authors have read and agreed to the published version of the manuscript.
Funding: This publication was supported by Qatar University grant no. QUCD-IRCC-CENG-24-349. The findings achieved herein are solely the responsibility of the authors.


Informed Consent Statement: Not Applicable.

Data Availability Statement: All data are contained within the article. The original contributions presented in the study are included in the article—Appendix A. Further inquiries can be directed to the authors.

Conflicts of Interest: The authors declare no conflicts of interest.

Appendix A

This appendix presents a toy example showing how the proposed approach can be used in conjunction with existing encryption techniques. Table A1 shows the MATLAB code used to implement the proposed approach, where the encryption algorithm used in each block (rectangle) labeled “Encryption” in Figure 3 is obtained from [29] (AES-256). Table A2 shows the results: Clearly, the messages were encrypted into a form that cannot be understood by an attacker, and then they were successfully recovered to their original form after decryption.

Table A1. Code for toy example showing how the proposed approach can be used with the encryption method of [29].

%---------------------------------------------
% README
%---------------------------------------------
% This is file “Test.m” used to test the proposed approach.
%
% The proposed approach is a framework that does not depend on a specific algorithm. It is a suggested approach for protecting transaction data logs in autonomous multiple delivery scenarios in the absence of connectivity.
%
% The proposed approach can be used with any symmetric encryption algorithm in the indicated encryption blocks: DES, 3DES, AES, AES-GCM, etc. It can also be used with any asymmetric encryption approach to encrypt the keys Ki and store them in the drone’s memory.
%
% Moreover, the proposed approach complements and does not compete with other methods, for example, AES.
%
% AES itself can (and generally does) use CBC in its internal operation to encrypt data (inside each one of the “Encryption” rectangles shown in Figure 3).
%
% Beyond this “internal” CBC inside a given “Encryption” block, what is proposed in the paper is to link the ciphertexts of each transaction via an “external” CBC in a blockchain-like fashion.
%
% To show how the proposed method complements, instead of competing with, other encryption techniques, we implement the proposed “external” CBC approach in conjunction with AES-256 using CBC internally (from [29]) in each “Encryption” block of Figure 3:
%
%
To run this file:

1) Download the AES-256 Encryption code from:

   [29] David Hill (2024). AES-256 GUI using CBC mode
   MATLAB Central File Exchange.

2) Extract the code of the zip file from [29] into a single folder

3) Copy this Test file to the same folder

4) Save the functions rsa_keys, rsa_enc, and rsa_dec found below in the same folder

5) Run the file “Test.m”

Examples of potential transaction texts, to be encrypted with the
proposed approach

message(1,:) = 'Departing from Base Command Center 123. Date 22 February 2024; Time 8:12 AM; Nb of Locations: 4; Nb of Items
to deliver: 4';
message(2,:) = 'This is the transaction at Location 1. Date 22 February 2024; Time 8:47 AM; Item: COVID Vaccine Pack; Delivery:
Successful';
message(3,:) = 'This is the transaction at Location 2. Date 22 February 2024; Time 9:20 AM; Item: Antibiotic; Delivery: Successful';
message(4,:) = 'This is the transaction at Location 3. Date 22 February 2024; Time 9:56 AM; Item: Polio Vaccine; Delivery:
Successful';
message(5,:) = 'This is the transaction at Location 4. Date 22 February 2024; Time 10:35 AM; Item: Flu Medicine; Delivery:
Successful';

Examples of encryption keys (in hexadecimal), to be used for encrypting
the above messages

key(1,:) = 'ABCDEFFEDCBA12345678900987654321ABCD5EFFECDBA12345678900987654321';
key(2,:) = '12345678900987654321ABCD5EFFECDBA12345678900987654321ABCD5EFFECDBA';
key(3,:) = 'AAAAA678900987654321ABCD5EFFECDBA12345678900987654321ABCD5EFFECDBA';
key(4,:) = 'ABCDEFFEDCBA12345678900987654321ABCD5EFFECDBA12345678900987654321ABCD5EFFECDBA';
key(5,:) = '012DEFFEDCBA12345678900987654321ABCD5EFFECDBA12345678900987654321ABCD5EFFECDBA';

Encrypt the first message with the first key while calculating the CPU time needed:

t = cputime;
em(1,:) = Crypt(message(1,:), key(1,:));
te(1) = cputime - t; % calculate the CPU time needed
% Encrypt the rest of the messages using the proposed CBC approach: each plaintext message is
% XORed with the ciphertext of the previous message, before encrypting the result
for i=2:size(message,1)
    t = cputime;
    lm = length(message(i,:));
    xm = bitxor(typecast(uint8(message(i,:)),'int8'), typecast(uint8(em(i-1,1:lm)),'int8'));
    em(i,:) = Crypt(char(xm), key(i,:));
    te(i) = cputime -t;
end

%---------------RSA Encryption and Decryption of the keys----------------
% The authors wrote the functions rsa_keys, rsa_enc, and rsa_dec after
% adapting/modifying the file rsa_code.m found at:

p = 13; q = 113; % select two prime numbers
[e, d, n] = rsa_keys(p, q); % generate public and private keys

% Encrypt the symmetric encryption keys using RSA (with the Center’s public
% key (e,n)):
for i=1:size(key,1)
    ek(i,:) = rsa_enc(key(i,:), e, n);
end

% After the drone returns to the Control Center:
% Decrypt the symmetric encryption keys using RSA (with the Center’s
% private key (d,n)):
for i=1:size(ek,1)
    dk(i,:) = rsa_dec(ek(i,:), d, n);
end

%-----------------------------------------------------------
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% Decrypt the messages using CBC: each decrypted message is
% XORed with the ciphertext of the previous message, before obtaining
% the actual result (which would correspond to the initial message):
for i=size(em,1):-1:2
    t = cputime;
    dm(i,:) = Decrypt(dk(i,:),em(i,:));
    lm = length(message(i,:));
    xm = bitxor(typecast(uint8(dm(i,:)),'int8'), typecast(uint8(em(i-1,1:lm)),'int8'));
    dm(i,:) = char(xm);
    td(i) = cputime -t;
end
% decrypt the last message with the last key while calculating the CPU
% time needed:
    t = cputime;
    dm(1,:) = Decrypt(dk(1,:),em(1,:));
    td(1) = cputime -t;
% Display the results:
fprintf('The initial messages to be encrypted are:\n');
message
fprintf('\n\n');
fprintf('The encrypted messages are:\n');
em
fprintf('\n\n');
fprintf('The decrypted messages are:\n');
dm
fprintf('\n\n');
fprintf('Average CPU time for Encryption:');
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```
sum(te)/length(te)
fprintf('n');
fprintf('Average CPU time for Decryption:');
sum(td)/length(td)
fprintf('n');
function [e, d, n]= rsa_keys(p, q)
  % This function takes two prime numbers as input and produces two keys as
  % output:
  % Public key: e, n
  % Private key: d, n
  % e.g.,
  % p= 13;
  % q= 113;
  % n=1469
  % phi(1469) is 1344
  % d=367
  % Public key is (271,1469)
  % Private key is (367,1469)
  n=p*q;
  phi=(p-1)*(q-1);
  val=0;
  cd=0;
  while(cd~=1 || val==0)
    n1=randi(n,1,1);
    e=randi([2 n1],1,1);
    val=isprime(e);
    cd=gcd(e,phi);
  end
```
val1=0;
d=0;
while(val1~=1);
d=d+1;
val1=mod(d*e,phi);
end

function [c1]= rsa_enc(m, e, n)
% This function takes a message m and a public key (e,n) as input and
% generates the RSA encrypted ciphertext c1 as output
m1=m-0;
over=length(m1);
o=1;
while(o<=over)
m=m1(o);
diff=0;
if(m>n)
diff=m-n+1;
end
m=m-diff;
qm=dec2bin(e);
len=length(qm);
c=1;
xz=1;
while(xz<=len)
if(qm(xz)==’1’)
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c=mod(mod((c^2),n)*m,n);
elseif(qm(xz)=='0')
c=(mod(c^2,n));
end
xz=xz+1;
end
c1(o)=c;
o=o+1;
end

function [nm1]= rsa_dec(c1, d, n)
% This function takes an RSA encrypted message c1 and a private key (e,n)
% as input and generates the decrypted message nm1 as output
over=length(c1);
o=1;
while(o<=over)
c=c1(o);
diff=0;
if(c>n)
diff=c-n+1;
end
c=c-diff;
qm1=dec2bin(d);
len1=length(qm1);
nm1=1;
xy=1;
while(xy<=len1)
if(qm1(xy)=='1')
```
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int nm = mod(mod((nm^2),n)*c,n);
else if(qm1(xy)=='0')
    nm=mod(nm^2,n);
end
xy=xy+1;
end
nm=nm+diff;
nm1(o)=char(nm);
o=o+1;
end
```

Table A2. Results after running the code of Table A1.

```matlab
>> clear all; Test
The initial messages to be encrypted are:
message =
5×117 char array
‘Departing from Base Command Center 123. Date 22 February 2024; Time 8:12 AM; Nb of Locations: 4; Nb of Items to deliver: 4’
‘This is the transaction at Location 1. Date 22 February 2024; Time 8:47 AM; Item: COVID Vaccine Pack; Delivery: Successful’
‘This is the transaction at Location 2. Date 22 February 2024; Time 9:20 AM; Item: Antibiotic; Delivery: Successful’
‘This is the transaction at Location 3. Date 22 February 2024; Time 9:56 AM; Item: Polio Vaccine; Delivery: Successful’
‘This is the transaction at Location 4. Date 22 February 2024; Time 10:35 AM; Item: Flu Medicine; Delivery: Successful’

The encrypted messages are:
em =
5×234 char array
'1b81f6e8144826b0b9196187fadd43a1b2bd0d859c4b529f14ef8dabbb6bd5d06ed35899e561bd659c90f4bac411d9b48a423d885ecc8426dd4
507d403f555cc5552de2cd836a20d27648350308ac256645975fc337d4df5a3a565b329c9dc8375ea2a647b9e667abfb880c6a9b90a166f5'
```
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The decrypted messages are:

\[ \text{dm} = \]

5×117 char array

Departing from Base Command Center 123. Date 22 February 2024; Time 8:12 AM; Nb of Locations: 4; Nb of Items to deliver: 4

‘This is the transaction at Location 1. Date 22 February 2024; Time 8:47 AM; Item: COVID Vaccine Pack; Delivery: Successful’

‘This is the transaction at Location 2. Date 22 February 2024; Time 9:20 AM; Item: Antibiotic; Delivery: Successful’

‘This is the transaction at Location 3. Date 22 February 2024; Time 9:56 AM; Item: Polio Vaccine; Delivery: Successful’

‘This is the transaction at Location 4. Date 22 February 2024; Time 10:35 AM; Item: Flu Medicine; Delivery: Successful’

Average CPU time for Encryption:

\[ \text{ans} = 0.0437 \]

Average CPU time for Decryption:

\[ \text{ans} = 0.0656 \]

References


22. Yaacoub, E. Travel Hopping Enabled Resource Allocation (THEResA) and Delay Tolerant Networking through the Use of UAVs in Railroad Networks; Ad-Hoc Networks; Elsevier: Amsterdam, The Netherlands, 2021; Volume 122, pp. 1–10.


**Disclaimer/Publisher’s Note:** The statements, opinions and data contained in all publications are solely those of the individual author(s) and contributor(s) and not of MDPI and/or the editor(s). MDPI and/or the editor(s) disclaim responsibility for any injury to people or property resulting from any ideas, methods, instructions or products referred to in the content.