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Abstract: Evolutionary fuzzers generally work well with typical software programs because of their simple algorithm. However, there is a limitation that some paths with complex constraints cannot be tested even after long execution. Fuzzers based on concolic execution have emerged to address this issue. The concolic execution fuzzers also have limitations in scalability. Recently, the gradient-based fuzzers that use a gradient to mutate inputs have been introduced. Gradient-based fuzzers can be applied to real-world programs and achieve high code coverage. However, there is a problem that the existing gradient-based fuzzers require heavyweight analysis or sufficient learning time. In this paper, we propose a new type of gradient-based fuzzer, MaxAFL, to overcome the limitations of existing gradient-based fuzzers. Our approach constructs an objective function through fine-grained static analysis. After constructing a well-made objective function, we can apply the gradient-based optimization algorithm. We use a modified gradient-descent algorithm to minimize our objective function and propose some probabilistic techniques to escape local optimum. We introduce an adaptive objective function which aims to explore various paths in the program. We implemented MaxAFL based on the original AFL. MaxAFL achieved increase of code coverage per time compared with three other fuzzers in six open-source Linux binaries. We also measured cumulative code coverage per total execution, and MaxAFL outperformed the other fuzzers in this metric. Finally, MaxAFL can also find more bugs than the other fuzzers.
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1. Introduction

Software vulnerabilities can be a tremendous threat to computer security. Therefore, many companies and security researchers have tried to find software vulnerabilities both manually and automatically. Finding vulnerabilities manually requires highly educated engineers, so various types of automatic methods were developed by researchers. Since Miller et al. [1] introduced fuzzing, it has become the best technique to find software vulnerabilities automatically. A fuzzer executes a program repeatedly with generated inputs to cause abnormal behavior of the software program. However, due to the simple algorithm, fuzzers had a problem with efficiency. Consequently, many researchers have tried to increase the efficiency of fuzzing, resulting in various algorithms.

The most representative fuzzing algorithm is an evolutionary fuzzer, which is based on the evolutionary algorithm, such as AFL [2]. The ultimate goal of fuzzing is to cause crashes in the Program Under Testing (PUT). However, the occurrence of a crash is very rare. Therefore, many fuzzers set their goal to maximize cumulative code coverage. Evolutionary fuzzers compute fitness scores using code coverage and maintain a queue of meaningful input values based on the fitness score. With the inputs in a queue, they select one input from the queue and mutate it to explore new paths.

Evolutionary fuzzers perform well in many types of programs, because of their simplicity. However, the biggest problem of evolutionary fuzzers is that they do not care about the internal logic of the program and structure of inputs. Therefore, almost no evolutionary
A fuzzer can reach hard-to-explore paths in the program. This is crucial in performance because many software crashes occur in hard-to-explore paths. The evolutionary fuzzers like AFL [2] use only simple mutation (e.g., bitflipping, arithmetic operation) as a deterministic stage. It is absolutely slow and inefficient because they cannot infer the mutation direction. Therefore, if the seed input of AFL increases, the deterministic mutation stage of AFL becomes extremely slow. Some previous works like AFLFast [3] and FairFuzz [4] tried to mitigate these problems by improving algorithms of AFL, however, they could not solve the limitations perfectly.

In order to test hard-to-explore branches, several methods have been proposed. The most common method is the concolic execution which can solve complex path constraints using SMT solver. Some fuzzers such as Driller [5] and QSYM [6], used concolic execution to reach various branches in the fuzzing process. Although concolic execution has the advantage to examine hard-to-explore paths, there is a serious performance problem due to a path explosion. This time complexity issue is a critical limitation of concolic execution fuzzers, so they cannot scale out to real-world programs.

Fuzzers such as Angora [7] and NEUZZ [8] used a gradient-based optimization to explore paths. To apply a gradient-based optimization algorithm to the fuzzing problem, Angora created a simple objective function using branch constraints, and NEUZZ modeled the program’s branching behavior using a surrogate neural network. Both fuzzers outperformed the traditional evolutionary fuzzers. Although gradient-based fuzzers show superior performance, there are some drawbacks. Angora requires heavyweight static and dynamic analysis before and during fuzzing. The analysis processes, such as type inference and taint analysis, need considerable time when applied to large binaries. NEUZZ must train a deep neural network before applying to fuzzing. If the size of the fuzzing binary is increased, training time might be also increased drastically. In addition, they do not care about the problem of local optima, therefore, in many cases, these types of fuzzers cannot find global optima.

To overcome the above limitations, we present a new fuzzer called MaxAFL. We modified the deterministic stage of AFL with a new gradient-based mutation algorithm. Firstly, we calculate Maximum Expectation of Instruction Count (MEIC) to determine the best path to explore during fuzzing. After calculating MEIC, we generate an objective function that can be used to maximize cumulative code coverage using MEIC and branch information. MaxAFL uses a gradient-based optimization to minimize the objective function. While minimizing the objective function, we can find better inputs for fuzzing. After enough time of fuzzing, the objective function is modified little by little to focus on a path that has never been explored. Additionally, in order to solve the problem of local optimum, we add some randomness in the optimization process through a simple bitflipping and normal sampling.

We implemented MaxAFL based on AFL 2.56b and LLVM 7.0.1. We compared MaxAFL with the original AFL [2], AFLFast [3] and FairFuzz [4] on six Linux binaries. We focus on three different metrics to evaluate performance: code coverage per a constant time, code coverage per a total execution, and the number of unique crashes. As a result, MaxAFL showed improved performance compared with the other fuzzers.

Contributions: Our contributions are as follows:

- We calculate MEIC to guide the direction of fuzzing through lightweight static analysis.
- We generate an objective function using MEIC and branch information. In this way, we can convert the fuzzing problem to an optimization problem, effectively.
- Based on the objective function we created, we use a gradient-based optimization to find efficient input for fuzzing. In this process, some probabilistic mutations are introduced to solve the problem of local optima. To explore various paths, MaxAFL continually updates the objective function.
- We implemented MaxAFL by changing only the deterministic mutation stage of AFL.
We tested our fuzzer on six Linux binaries and compared the result with AFL, AFLFast, and FairFuzz. MaxAFL gains code coverage increment per time. It also shows an improvement of code coverage per total executions. When running MaxAFL in LAVA-M dataset, we found 47 more bugs compared with the other fuzzers.

2. Background

2.1. Fuzzing

Fuzzing is a software testing technique that finds bugs in programs. It passes various inputs to the target program to cause abnormal behavior of the program. Since the primary goal of fuzzing is to find more crashes, the most intuitive performance metric is the number of crashes found per time. However, the crashes occur very rarely, so most existing fuzzers are designed to maximize code coverage. Intuitively, increasing the code coverage enables testing more paths in the program, so we can increase the probability to find crashes. Many unseen crashes occur in deep code paths, because developers usually do not care about the codes that are not executed frequently. Consequently, the key of fuzzing algorithms is to find the input that maximizes the code coverage.

Typical fuzzers can be divided into two categories: mutation-based fuzzer and generation-based fuzzer. Mutation-based fuzzers generate new inputs by mutating seed inputs. These fuzzers show various performances depending on the mutation action. The most common mutation actions are bit-flip, byte-flip, insert dictionary, and so on. Mutation-based fuzzers are easy to implement and have the advantage that they can be used generally in various types of binary inputs. However, in the case of programs that take formatted files as input, mutation-based fuzzers show extremely low performance, because of parsing errors. Generation-based fuzzers are widely used in fuzzing programs that use formatted inputs (e.g., PDF, XML, source code, etc.). They analyze and model the input format, and then generate new test cases based on the model. Generation-based fuzzers can make structured inputs that may be accepted in the program, so they can decrease the occurrence of parsing errors. However, they must create a sophisticated model of input using appropriate algorithms.

Mutation-based fuzzers have been upgraded using various algorithms for a long time. They have largely developed with three big branches: Evolutionary fuzzer, Concolic execution fuzzer, Gradient-based fuzzer.

2.1.1. Evolutionary Fuzzer

The most common mutation-based fuzzer is the evolutionary fuzzer. It is based on an evolutionary algorithm that generates new populations of inputs using seed inputs. They mutate inputs from the initial seeds and collect interesting inputs which gain high code coverage or explore new paths. Because they use code coverage to calculate a score of the newly generated inputs, they are also called coverage-based greybox fuzzers [3]. These fuzzers perform very well on a wide range of targets due to fast execution speeds, despite the simple random mutation algorithms. The most famous evolutionary fuzzer is AFL [2]. Mutation stages of AFL consist of two main stages: the deterministic stage and non-deterministic stage.

In the deterministic stage of AFL, AFL selects various mutation actions in a fixed order. The mutation actions used in the deterministic stage include bit and byte flipping, set interesting values (replace bytes with pre-defined interesting values), simple arithmetic operations, etc. However, these mutation actions can slow down the overall fuzzing process, because they do not consider the direction of mutation. The number of mutations in the deterministic stage increases drastically in proportion to the seed input size, because it mutates almost every byte of the input. Therefore, if there is a large size of seed input, the deterministic stage of AFL takes a long time.

In the non-deterministic stage (havoc stage) of AFL, various mutation actions are chosen with equal probability. The mutation actions in the non-deterministic stage are similar to mutation actions of the deterministic stage, however, they select which byte
to mutate and a parameter of mutation action (e.g., Integer K that is used in arithmetic addition or subtraction). Moreover, the total number of mutations in the non-deterministic stage is also determined randomly.

AFL uses minimal dynamic or static binary instrumentation to measure code coverage, resulting in fast fuzzing speeds. In addition, it offers a variety of internal functions such as trimming to remove non-critical parts of the input and calibration to precisely analyze the input. Böhme et al. [3] defined the overall algorithm of the evolutionary fuzzer (coverage-based greybox fuzzer), including AFL, as described in Algorithm 1.

**Algorithm 1** Evolutionary fuzzing (Coverage-based greybox fuzzer) [3]

**Require:** Seed Corpus $S$

repeat
    $s = \text{CHOOSE\_NEXT}(S)$ // Search Strategy
    $p = \text{ASSIGN\_ENERGY}(s)$ // Power Schedule
    for $i$ from 1 to $p$
        $s' = \text{MUTATE\_INPUT}(s)$
        if $s'$ crashes then
            add $s'$ to $S_c$
        else if $\text{IS\_INTERESTING}(s')$ then
            add $s'$ to $S$
        end if
    end for
until $\text{timeout}$ reached or $\text{abort}$-signal

**Ensure:** Crashing Inputs $S_c$

Detailed descriptions of each stage of Algorithm 1 are as follows.

- **CHOOSE\_NEXT($S$)**: chooses next seed input $s$ from seed corpus $S$ to mutate.
- **ASSIGN\_ENERGY($s$)**: decides how many times to mutate the seed input $s$.
- **MUTATE\_INPUT($s$)**: mutates seed input $s$ using mutation algorithm and generates new input $s'$.
- **IS\_INTERESTING($s'$)**: determines whether newly generated input $s'$ is significant or not.

2.1.2. Concolic Execution Fuzzer

In the case of hard-to-explore paths, such as Magic-byte checking code, it is almost impossible to explore these paths with a random mutation. In order to overcome this limitation, a new type of fuzzer was proposed using concolic execution. Concolic execution is a mixed technique that performs symbolic execution and concrete execution. Symbolic execution can solve many constraints on a specific path with the SMT solver. However, the symbolic execution is horribly inefficient in some cases such as loop code. Although symbolic execution has problems such as path-explosion and slow execution speed, the concolic execution mitigates this problem by performing concrete execution as much as possible and using symbolic execution only when it is necessary. Concolic execution fuzzers can explore some deep nested branches, but it cannot be scaled out to real-world programs that have complicated program logic due to path explosion.

2.1.3. Gradient-Based Fuzzer

Although the concolic execution has explored the deep nested branches, there is a critical limitation that it cannot scale-out to real-world programs. To bypass this limitation,
new fuzzers have recently been introduced using gradient-based optimization. This type of fuzzer sets up an objective function to solve path constraints and apply the gradient-based optimization algorithm to minimize or maximize the objective function. While optimizing an objective function, we can explore the target path with high probability.

2.2. Program Analysis and Code Coverage

In order to test the overall source code, it is necessary to analyze the structure and behavior of the program. There are many ways to model programs, but the most famous model is probably the graph model.

2.2.1. Control Flow Graph and Call Graph

The best way to understand the execution flow of programs is to construct the Control Flow Graph (CFG) and the Call Graph. The CFG is a graph that shows the execution flow of the program in one function. The basic unit of CFG is the basic block which is a straight-line code sequence with no branches. Each basic block becomes a node of CFG and edges represent the execution order between the basic blocks. We can generate the control flow graph quickly using simple static analysis. The call graph is a graph that shows the call relations among the internal functions of the program and can be used to determine the relations between the functions. If a function A calls a function B, the edge from A to B is added to the call graph. These two graphs are useful in fuzzing because we can know execution flows very accurately.

2.2.2. Code Coverage

Code coverage is a metric to evaluate how many parts of a program have been tested in software testing. In general, the higher the code coverage, the better the testing result because it means that the testing method can execute large part of the program. Code coverage is used in many software testing techniques, but it is particularly important in the fuzzing process. The purpose of fuzzing is causing an abnormal behavior (Crash) of the program, however since such behaviors occur very rarely, code coverage is used for calculating the efficiency of the fuzzing process. Representatively, the coverage-based greybox fuzzer, mentioned before, uses code coverage to determine how good the current input value is.

There are various types of code coverage. Typical code coverages are as follows [9].

- Instruction coverage: has each instruction in program been executed?
- Line coverage: has each line of code in the program been executed?
- Basic block coverage: has each basic block in the program been executed?
- Branch coverage: has each branch in the program been executed with both true and false conditions?
- Condition coverage: has each boolean sub-expression been evaluated both to true and false?
- Edge coverage: has each edge in the CFG of program been executed?
- Function (method) coverage: has each function (or method) in the program been called?

The code coverages used in most fuzzing researches do not deviate much from the coverage presented above [10]. In this paper, line coverage is mainly used as a coverage metric.

2.3. Gradient-Based Optimization

Methods of mathematical optimization are old methods widely used in various fields like mathematics, computer science, and economics. The simplest form of an optimization problem is to find an input \( x \) that maximizes or minimizes a given function \( f \). This can be simply expressed by

\[
\minimize_{x \in S} f(x) \quad \text{OR} \quad \maximize_{x \in S} f(x)
\]
where $S$ is the domain of input $x$ (e.g., $R^n$ in continuous optimization) and $f(x)$ is an objective function. Among these, the gradient-based optimization is an algorithm that finds the direction of optimization by calculating the gradient of the objective function. The general gradient-based optimization is described in Algorithm 2.

Algorithm 2 Gradient-based optimization for objective function $f$

1: function GRADOPT($f$, $S$)
2:   $\triangledown f$ is the objective function with input $x$
3:   $\triangledown S$ is the domain of $x$
4:   $x_0 \leftarrow$ initial start point in $S$
5:   $t \leftarrow 0$
6:   while $x_t$ has not converged do
7:     $p_t \leftarrow$ direction for searching
8:     $\alpha_t \leftarrow$ positive scalar such that $f(x_t + \alpha_t p_t) < f(x_t)$
9:     $x_{t+1} \leftarrow x_t + \alpha_t p_t$
10:    $t \leftarrow t + 1$
11:   end while
12: return $x_t, f(x_t)$
13: end function

2.3.1. Gradient Descent

The gradient descent is the most popular gradient-based optimization algorithm that uses the first derivative of the objective function to find the optimal value. While finding the minimum value, the gradient descent changes the input $x_t$ in a negative direction of the gradient at the current point. While finding the maximum value, it modifies the input value in a positive direction of the gradient. With the multivariate function $f(x)$ and the current input $x_t$, the gradient descent repeats the following calculation to find the optimal value.

$$x_{t+1} = x_t + \alpha \nabla f(x_t)$$

(1)

where $\alpha$ represents a learning rate and the algorithm terminates when $x$ finally converges.

2.3.2. Subgradient Method

Since gradient descent needs the derivative of $f(x)$, $f(x)$ has to be differentiable. However, in many cases, the objective function $f(x)$ is not differentiable, so we should use another value for finding the direction. Subgradient can be generally a good solution. Subgradient generalizes the derivative to convex functions which are not necessarily differentiable. The rigorous mathematical definition of the subgradient of the function $f(x)$ is as follows:

$$\text{subgradient}(f, x_t) = \{ g \in R^n \mid f(y) \geq f(x) + g^T (y - x_t), \forall y \in S \}$$

(2)

where $S$ is the domain of $f$. Figure 1 shows a graphical example of the subgradient of non-differential function $f(x)$. We can use subgradient as the direction of optimization instead of a gradient of $f(x)$, in the case of non-differential function. Figure 1 shows elementary examples of subgradient of arbitrary function $f$. 
2.3.3. Numerical Differentiation

To calculate the gradient used in the gradient-based optimization, there are three types of methods: automatic method, symbolic method, and numerical methods. Automatic differentiation and symbolic differentiation can be used when the formula of the objective function is known. These methods are faster than the numerical methods, but these are used only in special cases due to rigorous conditions of use. For example, in neural networks, we can calculate the gradient of loss function using the back-propagation algorithm to train a neural network, because the structure of the network is known and the loss function is differentiable [11].

If the objective function is composed of non-differentiable equations, we have to use the numerical differentiation. This method calculates an estimation of the gradient (or subgradient) by simply changing the $x$ value little by little and measuring the changes of function output. Depending on whether we change the value of $x$ in the positive or negative direction, it is called ‘forward divided differences’ and ‘backward divided differences’, respectively. The most commonly used numerical gradient value is the ‘symmetric difference’ that is calculated by changing $x$ both in the positive and negative directions. Symmetric difference is more accurate than one-sided estimations. The expression of symmetric difference is defined by

$$\frac{f(x + h) - f(x - h)}{2h}.$$  \hspace{1cm} (3)

The numerical differentiation is slower than the others in practice, but we can use this method in general, even if the function is extremely sophisticated.

2.3.4. Gradient Clipping

The gradient clipping is a technique to prevent exploding gradients. It is usually used in deep neural networks because of exploding and vanishing gradients [11]. This technique can help the gradient descent process by limiting the range of the gradient. The simple algorithm of gradient clipping is described in Algorithm 3.

**Algorithm 3 Simple gradient clipping**

```
1: \hat{g} \leftarrow \frac{\partial f}{\partial x}
2: \textbf{if } ||\hat{g}|| \geq c \textbf{ then}
3: \quad \hat{g} \leftarrow \frac{c}{||\hat{g}||}\hat{g}
4: \textbf{end if}
```

2.3.5. Local Optimum and Global Optimum

One of the problems of gradient-based optimization is getting stuck in a local optimum. Local optimum means a solution that is optimal within nearby candidates. In contrast, global optimum means that the solution is optimal among all possible solutions. Of course,
we want to find global optimum, but if we just follow the gradient of the objective function, it can get stuck in local optimum with high probability.

We can fix this problem using some stochastic methods. Simulated annealing [12,13] can find global optimum by moving to some neighboring state with an acceptance probability. Even simple algorithms like random restart [14] can help find a global optimum.

3. Related Work

3.1. Evolutionary Fuzzer

The evolutionary fuzzer is a simple fuzzer based on an evolutionary algorithm. Starting with initial seed inputs, they mutate these seed inputs and keep the input queue with better inputs to test the program. They have their own fitness function which is used to prioritize the test cases. Most of these fuzzers use code coverage as a fitness function, so they are also called coverage-guided fuzzer.

The most famous evolutionary fuzzer is AFL [2]. AFL can efficiently test various programs with a simple mutation algorithm. Because AFL relies on a simple algorithm and basic instrumentation, it has great scalability. However, there is an inefficiency in the deterministic mutation stage, we fixed this problem using the gradient-based mutation. LibFuzzer [15] of LLVM Framework [16] and Honggfuzz [17] are also good examples of simple evolutionary fuzzer. AFLGo [18], AFLFast [3], FairFuzz [4], AFLSmart [19] are AFL-based fuzzers, which improve the fitness function, mutation actions, and power scheduling algorithm in the original AFL to improve the performance. CollAFL [20] has led to improved performance by developing a new coverage measurement method.

3.2. Concolic Execution Fuzzer

The symbolic execution analyzes the program by replacing the constraints on a certain path with symbolic values to search hard-to-explore paths. The path constraints information that is obtained in this way can be efficiently solved using the SMT solver like Z3 [21]. KLEE [22] is a representative symbolic execution framework. However, symbolic execution has poor scalability due to the path explosion problem. Concolic execution mitigates this issue by mixing the symbolic execution and concrete execution.

The concolic execution fuzzer is a fuzzer that efficiently searches for hard-to-explore path using the concolic execution engine. SAGE [23,24] and DART [25] applied the concolic execution engine to the fuzzer to generate appropriate inputs. Dowser [26] utilized static and dynamic analysis to minimize the symbolic execution due to the scalability issue. Driller [5] limited the symbolic execution only when the fuzzer cannot explore a certain path, thereby mitigating the path explosion. QSYM [6] introduced dynamic binary translation that can make the symbolic execution faster and more scalable than before. DigFuzz [27] categorizes the types of the concolic execution into “demand launch” and “optimal switch” and proposed a novel strategy called “discriminative dispatch”. By using the Monte Carlo-based path prioritization algorithm, they increased the efficiency of the concolic execution. Eclipser [28] proposed a grey-box concolic testing that does not depend on the SMT solver and only proceeds lightweight instrumentation.

Fuzzers using the concolic execution are being actively studied, but there is no way to completely solve the fundamental problem, path explosion. In addition, while almost all concolic execution fuzzers perform path search for a specific path, our approach can automatically set the search target during the optimization process.

3.3. Gradient-Based Fuzzer

Gradient-based fuzzers use a gradient of an objective function with respect to an input to mutate input, reasonably. Angora [7] searches paths using taint analysis, type and shape inference. Angora uses dynamic taint analysis which is a heavy analysis process. However, in our approach, only simple static analysis in the compile process is necessary. NEUZZ [8] utilizes a surrogate neural network that simulates the program branch behaviors for fuzzing. The neural network has to be sufficiently learned to predict the program behavior, and the
gradient is efficiently calculated and used in the mutation process. However, NEUZZ has a limitation that it requires a sufficient learning time. Matryoshka [29] identified control flow-dependent statements and taint flow-dependent statements to explore deeply nested paths. After then, based on the previous information, they solved the path constraints by using the gradient descent algorithm.

4. Machine Learning-Based Fuzzer

Recently, solving fuzzing problem based on machine learning have been continuously proposed. The aforementioned NEUZZ [8] is an example of applying a deep neural network for fuzzing. RLFuzz [30], FuzzerGym [31] are examples of applying a reinforcement learning, which has recently received increased interest, for fuzzing. These two fuzzers transform the fuzzing problem into a Markov Decision Process (MDP) form by defining a state, action, and reward and use the DQN algorithm to mutate the inputs. Rajpal et al. [32] learn the input format of a target program with a neural network to improve the performance of fuzzing. Learn&Fuzz [33] improves fuzzing performance by learning PDF structure using an LSTM model.

5. Proposed Approach

5.1. Overview

To overcome the limitations of existing fuzzers, we designed a following new approach which mainly consists of three parts: obtaining Maximum Expectation of Instruction Count (MEIC) through static analysis, generating the objective function to apply the gradient-based optimization, and fuzzing to minimize the objective function. The optimization algorithm consists of gradient descent for efficient path search and probabilistic method to search for various paths and avoid local optimum. We modify the objective function in the fuzzing process in order to explore the unexplored paths. Figure 2 shows the entire architecture of MaxAFL.

![Figure 2. Overview of MaxAFL. MaxAFL consists of two main component: Compiler and Fuzzer. Compiler performs static analysis for calculating MEIC and binary instrumentation. Fuzzer executes instrumented binary repeatedly using gradient-based mutation.](image)

5.2. Motivating Example

We show a simple example code in Figure 3 to emphasize the effectiveness of our approach.

In this example, the do_many_things() function consists of a lot of code lines. Therefore, we need to guide the execution flow to the do_many_things() function during the fuzzing process. In typical fuzzers like AFL, this path is difficult to explore due to two reasons. Firstly, at the beginning of fuzzing, we do not know which path is better to explore a large amount of code. Secondly, the constraints of the path are complicated, so the random mutation algorithm cannot find an appropriate input to test a certain path.
In our example, to test `do_many_things()` function, we have to pass if statements at line 13 and line 15.

However, in our approach, we can figure out which branch is better at every basic block, so we can determine which path is better to test. After that, we set up the objective function to induce execution flow to the targeted path and find new inputs using gradient-based optimization.

```c
int do_many_things()
{
    ....
}
```

```c
int main(int argc, char **argv)
{
    FILE *in;
    char buf[50];

    in = fopen(argv[1], "r");
    fscanf(in, "%s", buf);
    fclose(in);

    if (buf[0] <= 'M' && buf[1] == 'A')
    {
        if (buf[2] > 'X')
            do_many_things();
    }
    else
    {
        exit(1);
    }
    ...
}
```

**Figure 3.** Motivating example of our approach. `do_many_things()` is a user-defined function with large source code.

### 5.3. Maximum Expectation of Instruction Count

To generate the input that maximizes code coverage, we infer the importance of every path by calculating the Maximum Expectation of Instruction Count (MEIC) for each basic block. MEIC is the maximum number of instructions that can be tested when we execute a specific basic block. If the control flow is always directed to the basic block which has bigger MEIC at every branch, simply in the best case, the instruction can be executed as much as MEIC. The calculated MEIC plays a key role in generating the objective function for further optimization.

Lightweight static analysis is required to calculate the MEIC. First, we should extract the program’s call graph and control flow graph to earn knowledge about execution flow. The MEIC of the current basic block can be calculated using their successor basic blocks and called functions in the current basic block. Accordingly, we have to figure out the order of every basic block in the target program. We have to know the calling orders of functions to determine which functions should be processed. Topological sorting is a useful algorithm to determine the order of nodes in the graph. Therefore, we execute topological sorting in the call graph to find the execution order from an entry function to an exit function.

After acquiring the execution order of functions, we can calculate the MEIC of each basic block by referring to the CFG of function. Since we need to figure out the execution order among the basic blocks inside the function, we also perform topological sorting in CFG. Note that topological sorting only works for a directed acyclic graph (DAG). Therefore, it is necessary to remove the cycles of the CFG caused by a loop before applying topological sorting. Hence, we obtain the information of loops and remove the backedges which direct to the previous basic block. In fuzzing, exploring a unique path is more important, so by removing that backedge, the instructions inside the loop are counted only once, no matter how many times they are executed. In addition, some programs
may use the goto statement, therefore additional cycles can be detected. In this case, the cycle is detected and removed based on a simple depth-first search (DFS) algorithm. After removing all cycles, topological sorting is performed in the control flow graph and acquiring the order of basic blocks is finished. The MEIC can be calculated in order from the exit nodes to the entry node of CFG. Figure 4 demonstrates the process of calculating MEIC in one CFG.

If some functions are called in a basic block, we add MEIC of the called function to MEIC of the basic block. We only consider user-defined functions, because our goal is maximizing the code coverage of the user program. Since we figured out the calling order of each function, by calculating MEIC of function in reverse of calling order, we already know the MEIC of called functions at that time.

![Diagram](image)

**Figure 4.** Overview process of calculating Maximum Expectation of Instruction Count (MEIC). The blue number (number at the right side of each node) shows the instruction count of the basic block and the red number (number at the left side of each node) shows MEIC of the basic block.

Now, we can calculate the MEIC of every basic block using the MEIC of successor basic blocks and the instruction count of the current basic blocks. Algorithm 4 is a procedure that describes the process of calculating MEIC after applying cycle elimination and topological sorting.

**Algorithm 4 Calculate MEIC of the program**

```plaintext
1: function MEIC_basicblock(BB)
2:     instCnt_BB ← instruction count of BB
3:     call_BB ← called functions in BB
4:     if call_BB is not empty then
5:         for all call ∈ call_BB do
6:             instCnt_BB += MEIC_function(call)
7:         end for
8:     end if
9:     succ_BB ← successors of BB
10:    if succ_BB is not empty then
11:        instCnt_BB += max(MEIC_basicblock(bb)), where bb ∈ succ_BB
12:    end if
13:    return instCnt_BB
14: end function
15: function MEIC_function(F)
16:     entry_F ← Entry BasicBlock of Function F
17:     return MEIC_basicblock(entry_F)
18: end function
```
Figure 5 is an example of our process from CFG extraction to MEIC calculation that is applied to the motivating example in Figure 3. Figure 5a is the original CFG obtained using the LLVM framework, and the instructions of the program are described in each basic block. The instruction counts of each basic block can be simply calculated by counting the number of instructions. The calculated instruction count is represented by a blue number to the right of each basic block. The instruction which is marked with a green square is a call instruction that calls user-defined function do_many_things(). This call instruction should be considered when calculating MEIC later.

Figure 5. The overall process for calculating MEIC of main() function in motivating example. (a) Original CFG of main() (full version); (b) Original CFG (short version); (c) no-loop CFG (DAG version); (d) Order of basic blocks; (e) CFG with MEIC.
Figure 5b is a short version of CFG without unnecessary instructions for explaining. As you can see in Figure 5b, there is one backedge created by the for statement in the main() function. It will be deleted for the next step.

Figure 5c is the CFG without the loop backedge. As mentioned earlier, in order to run the topological sorting, we should make DAG version of CFG.

Figure 5d is a table that is showing the result of topological sorting. The numbers in the table are the ids of basic blocks. From the top to the bottom, we can calculate MEIC of the basic block sequentially.

Finally, Figure 5e is a figure that shows the MEIC of each basic block and the MEIC of the main() function. The MEIC of each basic block is described as the red number on the left side of the basic block. The MEIC of the main() function is defined as the MEIC of the entry basic block of the function. In the process of calculating the MEIC of basic block 5, the MEIC of the do_many_things() function must be added to MEIC of basic block 5, because there is a call instruction to do_many_things() function. In this example, for convenience, the MEIC of the do_many_things() function is arbitrarily set to 250.

5.4. Objective Function

To convert the fuzzing problem into an optimization problem, we create an objective function that can be used to maximize code coverage. Intuitively, because our goal is to maximize code coverage, we can use code coverage as an objective function, but there is a big problem. The distribution of code coverage in input space \( X \) is not continuous and smooth because it only depends on the execution flow in the program. Even if the input value \( x \) changes, the execution flow can be changed only at certain values, so in most cases, the gradient might be zero and the function is not continuous. For example, in the program of Figure 3, when \( \text{buf}[3] \) is ‘Z’, the numerical gradient of the code coverage with respect to \( \text{buf}[3] \) is zero and we cannot find the direction of the mutation.

To overcome this problem, we designed a new objective function to be as continuous as possible and to have a gradient at every point. In addition, to achieve the fundamental goal which is maximizing code coverage, the objective function is designed using the previously calculated MEIC. We always guide the control flow to a basic block with a higher MEIC at every branch within the program. To derive this branch behavior, we analyze the CMP instructions of the branch and MEIC of child basic blocks to generate the objective function.

Firstly, we calculate the branch variable \( \nu \) for every branch instruction. A branch variable is a variable that determines the control flow of a specific branch. It is defined as the difference between both variables of CMP instruction. For example, in the case of the conditional statement on line 15 in Figure 3, the branch variable is calculated as \( \nu = \text{buf}[2] - 'X' \). In the case of an equal compare instruction (equal and not equal), the branch variable is defined in the same way.

After calculating the branch variable as above, the branch cost can be computed based on the MEIC of the next basic blocks and branch variable. Branch cost is based on simple intuition. If control flow goes to the wrong basic block, we treat it as a loss like a general loss in machine learning. Of course, if control flow goes to the right basic block, the cost will be zero. We defined the coefficient of the cost using the difference between MEIC of successor basic blocks, to prioritize important branches in an objective function. In addition, the branch variable is not used directly, because the range of the branch variable is too wide. For example, in the case of integer compare instruction, branch variable can be an integer between 0 and \( 2^{32} - 1 \) in x86 architecture. Of course, in x64 architecture, branch variable varies between 0 and \( 2^{64} - 1 \). Furthermore, in the case of floating-point number comparison, there is no exact range of branch variable. Therefore, we not only limit the range of branch cost but also make it easier to converge using a sigmoid function as Equation (4).

\[
\sigma(x) = \frac{k}{1 + e^{ax + bx}}
\]  

(4)
where \( \{a, b, k\} \) is a set of hyperparameters. The entire algorithm to calculate the branch cost is described as Algorithm 5.

Note that, through a simple compiler optimization, we made every basic block has only two child basic blocks. The complete objective function \( J \) consists of the sum of branch costs of all basic blocks that are executed at the current execution.

\[
J(x) = \sum_{bb \in BB} \text{BranchCost}(bb, x) \tag{5}
\]

Algorithm 5 Calculating branch cost

1: \( x \leftarrow \) current Input of Program
2: \( BB \leftarrow \) current BasicBlock
3: function \( \text{BRANCHCOST}(BB, x) \)
4: if \( BB \) has no conditional branch instruction then
5: return 0
6: end if
7: \( v \leftarrow \) branch variable of BB
8: \( MEIC_{left} \leftarrow \) MEIC of left child BasicBlock
9: \( MEIC_{right} \leftarrow \) MEIC of right child BasicBlock
10: if Control flow goes to BB which has bigger MEIC then
11: return 0
12: else
13: return \((|MEIC_{left} - MEIC_{right}|) \times \sigma(v)\)
14: \( \triangleright \sigma \) is a sigmoid function
15: end if
16: end function

5.5. Optimization Using Gradient Descent

For the purpose of generating efficient inputs, we minimize the objective function with the gradient descent algorithm. In this case, an input is divided into bytes and one byte is treated as one dimension. Therefore, each byte can have an integer value from 0 to 255 during the optimization process and rotates the value when overflow or underflow occurs (ex. \( 255 + 1 = 0, 0 - 1 = 255 \)).

5.5.1. Estimate Subgradient

To perform gradient-based optimization, we need to estimate the gradient of the objective function \( J \) at the current input \( x \). Our objective function is not perfectly continuous and smooth, so instead of a rigorous gradient, we use the subgradient of the function. Because our objective function is determined by the branch-behavior inside the program, we cannot represent it as a precise equation. So, in this case, we have to use a numerical method to calculate the subgradient. Simply, we obtain a subgradient with respect to input byte \( x[i] \) by calculating symmetric difference as Equation (3).

5.5.2. Mutate Input Using Subgradient

After approximating subgradient of \( J \), we can generate a new input using the subgradient. Subgradient is a direction of mutation, so we only need to determine the learning rate \( \alpha \) in Equation (1). There are plenty of ways to decide \( \alpha \), but we simply fix an initial
learning rate and decrease $\alpha$ using a decreasing rate $\gamma$ like $\alpha_{t+1} = \gamma \times \alpha_t$.

In the gradient descent process, we treat every byte as one dimension of a real number. However, bytes of real input must be an integer value between 0 and 255, so we round off every byte of $x$ to convert input before passing it to the target program.

5.5.3. Gradient Clipping

One of the problems in the gradient descent is that $x$ has changed so much and it jumps to an unintended position. This problem occurs because the learning rate is set too big or the search space is shaped like a waterfall and, consequently, the gradient is too big. However, if the learning rate is set too small, there is a disadvantage that the convergence time becomes too large which is a critical problem in the fuzzing process. In particular, in the case of our objective function, there are locations that cause gradient exploding and spaces that have very small gradients, so it is impossible to decrease the learning rate. Therefore, we solved this problem using the gradient clipping technique. As we briefly explained earlier in Algorithm 3, the gradient clipping is a simple method to reduce the gradient to a certain range when it is larger than a certain threshold. We conducted many experiments to set the threshold and figured out the best threshold to be 200 based on empirical evidence.

5.5.4. Termination Criteria

If $x$ converges to local optima, the gradient descent will trivially terminate, because the goal of the algorithm is achieved. However, in many cases, $x$ cannot converge and move around the local optima due to some problems. Even if we know that it will converge in the future, convergence time must be small enough because of fuzzing efficiency. In this case, we have to decide when to stop our gradient descent algorithm. We defined two additional termination criteria based on the empirical result: the maximum number of iteration as 50, minimum norm of gradient vector as $1 \times 10^{-3}$.

5.5.5. Epsilon-Greedy Strategy for Randomness

In a general gradient descent algorithm, $x$ always moves in the direction of the gradient for fast convergence. However, in fuzzing, random mutations are also important. In fact, in the case of AFL, despite its only use of various random mutation methods, it shows quite good performance.

Focusing on this fact, we added some randomness to the gradient descent process. Since the process of finding the optimal input is important in the early stage of fuzzing, the randomness process was added after more than 10 iterations were performed. It is simple to add randomness. A constant $\epsilon$ was defined and execute random mutation without following the gradient with the probability of $\epsilon$. In other words, we execute the original gradient descent with a probability of $1 - \epsilon$ and perform random mutation with a probability of $\epsilon$. The simplest bitflipping and normal sampling were used as the type of random mutation. Bitflipping mutation flips a total of $K$ bits in $x$ where $K$ is a hyperparameter that we defined. In the case of normal sampling, the following normal distribution was used which is constructed based on the previous gradients and current $x$:

$$x_{k+1} \sim N(x_k, \sum_{i=0}^{k-1} \alpha \nabla f(x_i)). \quad (6)$$

The standard deviation in Equation (6) was based on the intuition that if some bytes have changed a lot, they can be considered as hot-bytes. Hot-bytes are particular bytes of the input which can change program execution flow a lot (e.g., File signature bytes of an input). Therefore, to mutate the hot-bytes a lot, we set a high standard deviation.
5.6. Adaptive Objective Function

The most important indicator of fuzzing is cumulative code coverage. Therefore, even if a specific input shows high code coverage at once, we cannot say our fuzzer is efficient if only the same path has been searched a lot. Up to now, if we use the objective function we have defined, we can make a specific input $x$ to test as many codes as possible, but there is a limit to explore various paths.

To solve this issue, we changed the objective function little by little during the fuzzing process. In the initial stage of fuzzing, various paths have not been searched yet, so we just use the original objective function. After a while, we store each branch behavior and give a penalty to the path that was searched a lot when calculating branch cost at Algorithm 5. In addition, when it is determined that both left and right paths have been sufficiently tested, we exclude the corresponding branch cost when calculating the objective function at Equation (5).

6. Implementation

MaxAFL is basically based on AFL source code and performs static analysis and binary instrumentation using LLVM Pass [34]. All source codes are based on AFL 2.56b [35] and LLVM 7.0.1 [16].

First of all, the static analysis processes, such as graph acquisition and the topological sorting, were implemented using the LLVM framework [16]. LLVM provides an interface called LLVM Pass [34] to execute user-written code during the compiler optimization process. We used this interface to implement the analysis procedure.

In addition, we build binary instrumentation for our proposed approach. Because the branch variables are changed when the input changes, we need to measure them dynamically. Therefore, we also insert user-defined functions to every CMP instruction using the LLVM Pass. AFL’s basic instrumentation process for code coverage measurement is also undertaken. Branch variables are calculated in user-defined functions and stored in shared memory. Next, the objective function is calculated in the main fuzzer.

Eventually, we implement the main fuzzer which is totally based on AFL. We only modified the deterministic mutation stage of AFL source code, so that all of the great interfaces and the features of AFL can be also used in MaxAFL.

7. Evaluation

In this chapter, we will evaluate the performance of the MaxAFL. In order to test the proposed deterministic mutation stage of MaxAFL, we evaluated MaxAFL by comparing its performance with the original AFL Fuzzer [2], AFLFast [3], and FairFuzz [4]. The reason why we choose AFLFast and FairFuzz for comparison is that they are also based on the original AFL. We focused on three main metrics for evaluation: line coverage per time, line coverage per total executions, number of unique crashes. Our mutation algorithm is aimed to maximize instruction coverage using MEIC, however instruction coverage is hard to measure. Therefore, we use line coverage because it is easier to measure and instruction coverage and line coverage are not significantly different experimentally.

All experiments were conducted in the Ubuntu 18.04 64 bit environment. The hardware used for the experiments consisted of Intel Xeon Gold 5218 CPU with 32 cores (2.30 GHz) and 64 GB RAM. For the fairness of the experiment, only one core was used per one fuzz test. In addition, in order to increase the reliability of our experiment, the average, maximum, minimum, and variance values were measured by aggregating the results of eight independent experiments.

7.1. Test Targets

We selected simple Linux binaries to test our fuzzer, because original AFL is designed to fuzz Linux binaries. In order to evaluate the generalizability of fuzzer, we prepared various binaries that receive different types of input. Table 1 demonstrates the list of the tested programs which is used in our experiment.
Table 1. Tested programs. Options are command line options to run program. Size column shows the size of binaries in bytes. Number of lines is total lines of user-defined code.

<table>
<thead>
<tr>
<th>Program</th>
<th>Library</th>
<th>Option</th>
<th>Input Type</th>
<th>Size</th>
<th># of Lines</th>
</tr>
</thead>
<tbody>
<tr>
<td>nm</td>
<td>binutils-2.35 [36]</td>
<td>size</td>
<td>ELF executable</td>
<td>5.4 M</td>
<td>95,828</td>
</tr>
<tr>
<td></td>
<td></td>
<td>strip</td>
<td></td>
<td>5.3 M</td>
<td>94,944</td>
</tr>
<tr>
<td></td>
<td></td>
<td>objdump</td>
<td>-x</td>
<td>6.0 M</td>
<td>109,626</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td>8.5 M</td>
<td>134,684</td>
</tr>
<tr>
<td>djpeg -fast</td>
<td>libjpeg-9d [37]</td>
<td></td>
<td>JPEG image</td>
<td>679 K</td>
<td>15,296</td>
</tr>
<tr>
<td>readpng</td>
<td>libpng-1.6.37 [38]</td>
<td></td>
<td>PNG image</td>
<td>800 K</td>
<td>24,202</td>
</tr>
</tbody>
</table>

We prepared seed inputs used in each experiment from the public fuzzing corpus available at Github. Almost all seed inputs are from 3 different Github pages: Default testcases of AFL Github [35], fuzzdata [39] of Mozilla security, and fuzzing corpus in fuzz-test-suite [40]. For a smooth experiment, we used the seed inputs as small files as possible in the experiments.

To evaluate a bug finding technique, we used LAVA-M [41] dataset which is commonly used in comparison of fuzzers. LAVA-M is a data set in which hard-to-find bugs are injected in GNU coreutils [42]. Types of LAVA dataset include LAVA-1 and LAVA-M. Between them, LAVA-M has injected bugs in 4 binaries (who, uniq, md5sum, base64), and the injected bugs have their own unique numbers. Therefore, we can check what kind of bug we found.

7.2. Research Questions

In order to evaluate MaxAFL using various viewpoints and metrics, we set three different research questions. The research questions that we set up are as follows.

- **RQ1.** Does MaxAFL perform better than the other fuzzers for a certain period of time?
- **RQ2.** Is the mutation of MaxAFL more efficient than the other fuzzers?
- **RQ3.** Can MaxAFL find more bugs than the other fuzzers?

7.3. Experimental Results

Performance evaluation of our proposed approach in this subsection is described and compared with the other fuzzers given the above three questions.

**RQ1.** Does MaxAFL perform better than the other fuzzers for a certain period of time?

Firstly, we compared the performance of MaxAFL and the other fuzzers within the same time. Figure 6 is the result of calculating the average, maximum, and minimum of the line coverage obtained by 8 individual 12 h of fuzzing experiments. The solid line is the average of line coverage of each fuzzer, and we filled a background color between the minimum and maximum line coverage. Table 2 demonstrates the final result of 12 h fuzzing aiming to provide detailed result.

Table 2. Line coverage after 12 h fuzzing. We described the line coverage of each fuzzer in absolute number of lines and percentage of a total lines. We also provide variance of final line coverage in 8 independent experiments.

<table>
<thead>
<tr>
<th>Program</th>
<th>Total Lines</th>
<th>AFL</th>
<th>Variance</th>
<th>Lines</th>
<th>%</th>
<th>Variance</th>
<th>Lines</th>
<th>%</th>
<th>Variance</th>
<th>Lines</th>
<th>%</th>
<th>Variance</th>
<th>Lines</th>
<th>%</th>
<th>Variance</th>
</tr>
</thead>
<tbody>
<tr>
<td>nm</td>
<td>95,828</td>
<td>5291</td>
<td>5.58%</td>
<td>15,837</td>
<td>5380</td>
<td>5.61%</td>
<td>4049</td>
<td>6597</td>
<td>6.88%</td>
<td>10,774</td>
<td>6348</td>
<td>6.63%</td>
<td>6871</td>
<td></td>
<td></td>
</tr>
<tr>
<td>size</td>
<td>95,944</td>
<td>5004</td>
<td>5.27%</td>
<td>21,821</td>
<td>5099</td>
<td>5.37%</td>
<td>11,203</td>
<td>6118</td>
<td>6.44%</td>
<td>35,223</td>
<td>6042</td>
<td>6.36%</td>
<td>1633</td>
<td></td>
<td></td>
</tr>
<tr>
<td>strip</td>
<td>109,626</td>
<td>10,687</td>
<td>9.74%</td>
<td>19,305</td>
<td>10,605</td>
<td>9.67%</td>
<td>40,471</td>
<td>11,212</td>
<td>10.23%</td>
<td>214,739</td>
<td>12,941</td>
<td>11.80%</td>
<td>108,309</td>
<td></td>
<td></td>
</tr>
<tr>
<td>djpeg -fast</td>
<td>15,296</td>
<td>4018</td>
<td>26.4%</td>
<td>10,695</td>
<td>5724</td>
<td>5.99%</td>
<td>244,732</td>
<td>8305</td>
<td>6.17%</td>
<td>128,285</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

We described the line coverage of each fuzzer in absolute number of lines and percentage of a total lines. We also provide variance of final line coverage in 8 independent experiments.
Out of six test binaries, MaxAFL outperformed the original AFL in five binaries. MaxAFL showed improved performance compared with AFLFast in all test binaries. FairFuzz gained more line coverage compared with MaxAFL in just 2 binaries. If we look at the detailed result, in the case of nm, although the line coverage of FairFuzz was 6597 which is the best performance among the fuzzers, the line coverage of MaxAFL was not significantly different which is 6348. However, AFL and AFLFast showed 5351 and 5380 line coverage, respectively. In the case of size, it was found that FairFuzz covered just 76 lines more compared with MaxAFL. If we compare the result of MaxAFL with results of AFL and AFLFast, MaxAFL gained 1000 more line coverage. The result of strip, as shown in Figure 6c, showed that the line coverage steadily increased throughout the entire fuzzing process, and finally, MaxAFL showed the best performance among four fuzzers. In the case of objdump, which is the largest target among our test targets, the performance is also improved. Performance improvement in objdump was about 30.13% compared with the original AFL, which is the biggest improvement in binutils binaries. MaxAFL covered 781 lines more compared with FairFuzz. Djpeg of libjpeg, which receives a JPEG image as an input file, showed the greatest performance improvement among the test targets. A total of 3719 lines more were tested compared with the original AFL. Finally, in the case of readpng that receives a PNG file as an input, it was found that there is little difference in performance among the tested fuzzers. The performance results were in the order of AFL, MaxAFL, AFLFast, and FairFuzz. However, the difference of line coverage between AFL and MaxAFL was just two; this is statistically negligible.

In conclusion, we compared MaxAFL with three other AFL-based fuzzers on six Linux binaries for 12 h and found that MaxAFL showed the best line coverage metric, on average, on three binaries. In the other three binaries, MaxAFL showed second performance among four fuzzers and there was no remarkable performance difference with the fuzzer which showed the best line coverage.

In 12 h fuzzing on six test targets, MaxAFL showed the best line coverage result on three binaries and showed the second performance in the other three test targets.

**RQ2.** Is the mutation of MaxAFL more efficient than the other fuzzers?

Secondly, to check the effectiveness of MaxAFL’s mutation using gradient descent, we limited the maximum number of executions of fuzzers and compared the performance of MaxAFL with the other fuzzers: AFL, AFLFast, and FairFuzz. Note that, approximately, one test target execution means one mutation of the input. Therefore, we can say that the mutation action of the fuzzer, which shows better performance in this experiment,
is more efficient than the others without considering execution speed. Each experiment
was conducted by comparing the line coverage obtained by each fuzzer during 12 million
executions. However, in the case of djpeg, the execution speed was extremely slow, so the
maximum number of execution was limited to 0.7 million rather than 12 million. In this
experiment, a total of eight independent experiments were performed and we aggregated
and analyzed all eight results. The results of line coverage per executions are shown in
Figure 7, and the detailed final results are shown in Table 3.

![Figure 7](image-url)

**Figure 7.** Each solid line is average line coverage of each fuzzer. The background colors describe the
range between the maximum and minimum line coverage.

**Table 3.** Line coverage after 12M executions. We described the line coverage of each fuzzer in
absolute number of lines and percentage of a total lines. We also provide variance of final line
coverage in eight independent experiments.

<table>
<thead>
<tr>
<th>Program</th>
<th>Total Lines</th>
<th>Line Coverage</th>
</tr>
</thead>
<tbody>
<tr>
<td>nm</td>
<td>95,828</td>
<td>AFL 5081 5.30%</td>
</tr>
<tr>
<td>size</td>
<td>95,944</td>
<td>AFL 4707 4.96%</td>
</tr>
<tr>
<td>strip</td>
<td>109,626</td>
<td>AFL 12,197 9.26%</td>
</tr>
<tr>
<td>objdump</td>
<td>134,684</td>
<td>AFL 14,509 6.24%</td>
</tr>
<tr>
<td>djpeg</td>
<td>24,202</td>
<td>AFL 6169 25.49%</td>
</tr>
</tbody>
</table>

As a result of the experiment of RQ2, MaxAFL showed better performance than that of RQ1. Out of 6 binaries, MaxAFL showed the best line coverage per program execution on five binaries. In the case of nm, a total line coverage increased by 1143 lines on MaxAFL, showing a performance improvement of 22.50% compared with AFL. The difference of line coverage between FairFuzz and MaxAFL is 823 which is meaningful improvement. Compared with the results of RQ1, it showed that there is more performance improvement. In the case of size, MaxAFL tested 613 more lines compared with FairFuzz. In RQ1, FairFuzz outperformed MaxAFL slightly, however, MaxAFL outperformed FairFuzz in RQ2. Next, in the case of strip, MaxAFL showed 21.19% better performance than AFL and it is the greatest result among the tested fuzzers. In the case of objdump, the biggest binary in our tested target, MaxAFL also showed improved performance. AFL, AFLFast and FairFuzz showed less than 7000 line coverage, however, MaxAFL showed 8128 line coverage that is outstanding improvement. Djpeg showed a total increase of 2674 line coverage compared with AFL, which means that the performance of MaxAFL is improved by about 44.15%. Finally, readpng suffered a −0.66% performance drop compared with AFL, worse than the result of RQ1. However, it was just a decrease of 41 line coverage.
In conclusion, as a result of comparing the performance of MaxAFL and the other three fuzzers by limiting the maximum number of binary executions, MaxAFL showed the best results on five binaries. This means that MaxAFL’s mutation process is more efficient than mutation actions of the other fuzzers. The results of RQ2 are much better than the results of RQ1, which means that our fuzzer has a performance advantage in terms of mutation action more than execution speed.

For a total of six binaries, MaxAFL showed performance improvement compared with the other fuzzers in five binaries during 12 millions of execution.

RQ3. Can MaxAFL find more bugs than the other fuzzers?

To evaluate the important goal of the fuzzer, bug finding ability, we ran our fuzzer with LAVA-M [41] dataset and compared the results with the other fuzzers. We checked how many unique bugs were found by fuzzing for 12 h on four bug-injected binaries (who, uniq, md5sum, and base64). A total of eight repeated experiments were conducted and the best results were compared. The experimental results are shown in Table 4.

Table 4. Number of unique crashes found by each fuzzer.

<table>
<thead>
<tr>
<th>Program</th>
<th>Number of Unique Bugs</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>AFL</td>
</tr>
<tr>
<td>who</td>
<td>1</td>
</tr>
<tr>
<td>uniq</td>
<td>1</td>
</tr>
<tr>
<td>md5sum</td>
<td>0</td>
</tr>
<tr>
<td>base64</td>
<td>0</td>
</tr>
</tbody>
</table>

As a result of the experiment, in the case of base64, we found 47 more crashes compared with AFL. We found three crashes unlisted by LAVA author because we could trigger injected bugs that LAVA authors could not trigger. In the case of other binaries, there were no significant differences from the other fuzzers. Table 5 shows a list of all bugs found by MaxAFL.

MaxAFL found 47 more injected crashes in base64 of LAVA-M dataset compared with the original AFL.

Table 5. List of found bugs by MaxAFL. Each number is unique number that LAVA author defined.

<table>
<thead>
<tr>
<th>Program</th>
<th>Id of Found Bug</th>
</tr>
</thead>
<tbody>
<tr>
<td>who</td>
<td>-</td>
</tr>
<tr>
<td>uniq</td>
<td>321</td>
</tr>
<tr>
<td>md5sum</td>
<td>-</td>
</tr>
<tr>
<td>base64</td>
<td>1, 222, 235, 253, 255, 274, 278, 276, 284, 386, 521, 526, 527, 554, 556, 558, 560, 562, 566, 572, 573, 576, 582, 583, 584, 774, 776, 778, 780, 782, 784, 786, 788, 790, 792, 798, 804, 805, 806, 813, 815, 817, 831, 832, 841, 842, 843</td>
</tr>
</tbody>
</table>

8. Discussion

As a result of our experiment, MaxAFL showed better results than the other AFL-based fuzzers, generally. However, in some cases such as readpng in RQ1 and RQ2, there was no significant improvement in code coverage compared with the existing fuzzers. Moreover, in the RQ3 experiment results, MaxAFL could find more bugs than the other fuzzers in base64, but MaxAFL could not find more bugs in the other binaries. In some
cases, even though the performance improvement obviously occurred, the percentage of
the tested source code was low. For example, in the case of nm, the line coverage was
improved by 18.63% compared with the original AFL, but only 6.4% of the entire source
code was tested.

Of course, designing a fuzzer that shows great performance in all cases is almost
impossible. However, the results that are mentioned above are limitations of our approach.
We can guess the reasons for these limitations as follows.

First, the optimization problem which we defined is not perfect and may not work
effectively in some cases. Our objective function is constructed using the heuristic method
and it is not smooth and continuous. Furthermore, the dimension of the variable is the
same as the length of the input, and each element of the variable is also limited to an
integer from 0 to 255. Our approach used the approximation of the subgradient instead
of the accurate gradient. For these reasons, in some binaries, the constraints cannot be
solved effectively by the gradient-based optimization algorithm, and the performance
improvement may not occur.

Second, since the seed inputs are not varied and there may be a code region that cannot
be tested by changing the input, the percentage of the line coverage can be measured low.
Mutation-based fuzzers based on AFL basically generate new input values by modifying
the small bytes of the existing input, so they cannot create completely new types of
input. Therefore, the code coverage may be measured differently depending on how the
initial seed inputs are configured. In addition, if optional arguments (e.g., -x of objdump
command) or environment variables (e.g., $HOME$ in Linux) are used in the tested binary,
there are the code areas that cannot be executed by modifying input values. These areas of
source code cannot be tested with our fuzzing method, so absolute line coverage can be
measured low.

To solve these limitations, we will design the optimization problem more precisely in
the future. Based on numerous experiments, we plan to refine the objective function and
the optimization technique that works effectively in most cases through statistical analysis.
We will increase the number of the test binaries and the seed inputs for evaluation, and use
a different dataset for testing bug-finding ability other than LAVA-M.

9. Conclusions

In this paper, we have presented MaxAFL, a novel gradient-based fuzzer based on
AFL. We used a lightweight static analysis to calculate MEIC and generated the objective
function using MEIC and branch variables. After that, we applied the gradient descent
algorithm to generate efficient inputs by minimizing the objective function. We proposed
the simple techniques such as probabilistic mutation during the optimization process and
adaptive objective function which helps to search for various paths. We alternated the
deterministic stage of AFL to improve the efficiency of AFL’s mutation actions. The results
show that MaxAFL outperformed the existing fuzzers in all metrics that we tested: line
coverage per time, line coverage per total execution, number of unique crashes. In future,
we plan to design a more accurate objective function to increase performance. We will also
apply the state of the art gradient-based optimization algorithm to MaxAFL.
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