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Abstract: One of the main challenges faced by floor treatment service robots is to compute optimal paths that completely cover a set of target areas. Short paths are of noticeable importance because their length is directly proportional to the energy used by the robot. Such a problem is known to be NP-hard; therefore, efficient algorithms are needed. In particular, computation efficiency is important for mobile robots with limited onboard computation capability. The general problem is known as coverage path planning (CPP). The CPP has several variants for single regions and for disjoint regions. In this research, we are investigating the solutions for disjoint target regions (rooms) that have fixed connection points (doors). In particular, we have found effective simplifications for the cases of rooms with one and two doors, while the challenging case of an unbounded number of rooms can be solved by approximation. As a result, this work presents a divide and conquer strategy (DrCS) to address the problem of finding a path for a sweeping robot that needs to sweep a set of disjoint rooms that are connected by fixed doors and corridors. The strategy divides the problem into computing the sweeping paths for the target rooms and then merges those paths into one solution by optimising the room visiting order. In this strategy, a geometrical approach for room coverage and an undirected rural postman problem optimisation are strategically combined to solve the coverage of the entire area of interest. The strategy has been tested in several synthetic maps and a real scenario showing short computation times and complete coverage.
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1. Introduction

Ever since the first robots were given the means to navigate a designated environment, whether it is on the ground, in the air or in water, moving from one position to another has been a topic of scientific interest for several decades. The initial path planning problem consists of finding a path that takes a robot from an initial position to a desired goal while avoiding obstacles in the way. Once a mobile robot was expected to achieve more than just reach a point and navigate over the entire work area, coverage path planning (CPP) drew the attention of researchers to tackle this new challenge. CPP is particularly relevant in areas such as agriculture [1], which uses ground and aerial autonomous robots, lawn mowing, and floor treatment [2]. The CPP can be defined as computing a route for a robot so that a target area will be completely covered [3]. Since the CPP has been demonstrated to be NP-hard, it is essential to provide efficient algorithms that provide feasible solutions; furthermore, in robotics, it is of relevant importance to compute those solutions in a short time using low computational resources. The CPP has several instances that depend on the target area and the kinematic capabilities of the robot [3]; in consequence, there is no general method that can effectively address all of them.
In the area of automated floor treatment intended for commercial indoor use, the IEC 63327:2021 identifies sweeping, scrubbing, wet or dry pick-up, polishing, application of wax and powder-based detergents, sealing products, and shampooing of floors as the operations that can be executed by means of an automatic floor treatment machine. Each of these operations poses a different set of path planning requirements that ultimately impact how to achieve the best coverage.

In this paper, the sweeping coverage path planning problem (S-CPP) is addressed and can be defined as computing a path so that a floor-sweeping differential drive robot intended for commercial use completely covers a target area. A restriction of the problem is that the robot can not go outside the free regions specified on the map. Going deeper, the S-CPP can be classified into two variations: for single regions and for disjoint regions. Single regions are defined by one connected component, convex or non-convex, and with or without obstacles in the interior of the connected component. Some examples are [4–8]. Disjoint regions present areas with more than one component. The robot has to follow arbitrary routes to move between components. This is a less studied area and the works that have been found are the following: [9–14]. Methods developed for single regions are not adequate for disjoint scenarios since, by definition, they will try to cover all intermediate areas, while methods for disjoint areas only follow the shortest available path.

A specific instance of the S-CPP is tackled for the purposes of this research, where a set of target rooms is connected by doors and corridors. The rooms have to be swept, but the corridors are defined as transit areas only. In consequence, this problem can be classified as CPP for disjoint regions. As we will discuss in detail in Section 2, this particular problem has not been studied in the literature because previous research has focused on unmanned aerial vehicles, which can travel directly between regions, and the entrance or exit points are not restricted. Our research proposes that the general coverage tour can be modelled as a multi-rural postman problem (multi-RPP), which is an arc routing problem where a special subset of edges must be travelled. Similar modelling has been used to cover multiple terrains with unmanned aerial vehicles (UAVs) [9]. However, as we already mentioned, while the UAVs can enter and exit the terrains at any point, in the proposed application, the entry points are constrained by the doors, so previous solutions cannot be directly applied to this particular use case.

To tackle the S-CPP for disjoint areas, a divide and conquer method is proposed in this paper. First, the map is segmented into rooms and corridors. Then, depending on the room’s shape and door points, a coverage path for each one is computed. Next, to merge the disjoint paths into a single tour, a graph is constructed, and the RPP is solved with an optimisation strategy. The advantage of this strategy is that, even though the problem remains NP-Hard, the instance size is drastically reduced. In the previous grid-based works [10,12], the size of the instance depends on the number of cells. For large floors, the division of the map by the robot footprint might result in hundreds or thousands of positions, so optimising a path for such an instance size could be prohibitive; such fact can be observed in previous works where the maps have a small number of cells [10]. On the other hand, the presented proposal divides the problem into rooms and then optimises for an instance equal to the number of rooms on the map, which should be noticeably smaller. The method has been tested in several synthetic maps and in a real case validating its efficiency and effectiveness. In particular, the computation times are short enough to be implemented in the robot-embedded system—less than 0.03 s.

To summarise, our contribution is the proposition of a divide and conquer strategy for the coverage path planning of disjoint areas that are accessible only through door points. To the best of our knowledge, such a problem has not been addressed in previous literature.

The rest of the paper is presented as follows. Section 2 presents a short review of related work. Section 3 models the problem. Then, Section 4 describes the proposed strategy that divides the problem and computes the path. Section 5 presents the experiments conducted to validate the proposed method. Finally, Section 6 presents the conclusion and future research directions.
2. Related Work

To this day, coverage path planning remains an active area of research as it is applicable for unmanned aerial vehicles (UAVs) [6], autonomous underwater vehicles (AUVs), unmanned ground vehicles (UGVs), autonomous surface vehicles (ASVs) and also planning the path of the end-effector of industrial robots that need to perform surface treatment operations such as milling or laser cleaning. The authors of [15] present a comprehensive review of CPP in robotics using classical and heuristic algorithms; although no specific mention is made of the particular case of sweeping robots, some references are made to general cleaning robots from which it can be identified that reported research is focused on solving the problem of single areas with obstacles [8,16–21] or conjoined areas within a delimited squared space [5,22–25]. A note worth taking from [15] is that the authors conclude that coverage sequence optimisation, regarded as set covering and travelling salesman problems, is necessary to be tackled for the case of complex CPP problems.

On the particular scope of sweeping robots, the authors of [19] introduce a path planning strategy for intelligent sweeping robots focusing on decomposing a single squared area into cells to be travelled, comparing an inward spiral method with a global traversal planner based on the A* algorithm. Complementarily, the authors of [5] present a complete coverage path planning for intelligent sweeping robots, where the problem of excessive decomposition of the target area is highlighted for the cases of complex concave polygons, introducing an optimisation approach that takes into consideration the number of turns to determine an optimal path for a single area based on a combination of the rotating callipers path planning introduced by [26] and a heuristic algorithm.

As such, the general coverage path planning problem is NP-Hard consisting of two parts. The first part involves determining the minimum set of robot positions necessary to cover the region of interest. Karp demonstrated such a problem to be NP-Complete [27]. Still, each position has to be travelled one by one because the number of scrubbing robots is usually smaller than the number of positions. Therefore, a travelling salesman problem (TSP) has to be solved to generate a full path. Although the CPP also arises in 3D domains [28], the scope of this work only contemplates 2D applications.

The CPP problem has been formulated in several ways. In all cases, the complexity remains, but the instance size can be decreased under some assumptions and strategies. One approach is to divide the map into a uniform grid [7,29]; this roughly approximates the target area and allows the formulation of the planning as a TSP problem where all the cells must be visited. The advantage of the grid-based approach is that the shape of the map is not restricted; however, the number of cells is usually large, and consequently, the optimisation requires intensive calculations. Therefore, real-time planning by robots with low computation capabilities is unfeasible.

An alternative is to formulate a geometrical approach where a polygon represents the map, and the path is estimated as a set of sweeping lines or intersection points. This approach requires fewer computation resources, but more assumptions are made. For example, the vehicle executes relatively simple trajectories such as straight lines or Dublin’s curves. For non-convex polygons, the region is split into convex areas [30], and the previous methods can be applied.

Concerning the proposed modelling problem, one of the first works that tackled the coverage path planning as an RPP was the work of Vasquez et al. [9]. In that case, the problem arises in the context of surveying disjoint terrains with an aerial vehicle. That problem differs from the one presented here since the aerial vehicle can enter and exit the region of interest at any point in the polygon. The general RPP has been proven to be NP-Hard [31], and only a special case can be solved in polynomial time [32]. Therefore, the proposed methods for finding feasible solutions include genetic algorithms [33,34], neural networks [35], and heuristics [36], among others.

This work focuses on solving the problem of cleaning coverage sequence optimisation of disjoint areas by planning a path for covering a set of rooms that are connected by fixed door points and transit corridors, which is still an open problem.
3. Problem Modelling

The mobile robot is always in contact with the ground, so the map always specifies the navigable space. In consequence, the region of interest’s map is defined by single, convex or non-convex polygons with or without holes. As with some previous methods [37,38], the polygon is decomposed into smaller regions of interest. In particular, we are interested in a subset of maps designated as room-based interior maps. In these maps, the rooms are defined by convex polygons without holes and are connected by corridors. Figure 1 illustrates some examples of such maps. Thus, the aim is to plan a path for the sweeper robot so that the entire area of all the rooms is cleaned.

![Figure 1](image)

Figure 1. Examples of room-based interior maps. In these maps, the rooms are described by convex polygons, and they are connected by corridors. (a) Map A with three rooms and two corridors. (b) Map B with four rooms and three corridors.

Formally, the coverage path planning problem for room-based interior maps is stated as follows: Given (i) a set of $n$ rooms, $\{P_1, P_2, \ldots, P_n\}$, (ii) a set of door points for each room, $\{p_{i1}^d, \ldots, p_{id}^d, \ldots, p_{i1}^h, \ldots, p_{ih}^h\}$ where $p_{ij}^d$ is the $j$-th door for the $i$-th room (note that the number of doors, $d$, may be different for each room) and (iii) a set of corridors that connect the door points, $\{e_1, \ldots, e_m\}$, where each corridor is a tuple that indicates what pair or doors it connects, $e = (p_{ij}^d, p_{ik}^d)$, compute a path that covers all the rooms in the shortest distance. If the motion primitives are limited to straight lines and rotations in site, the problem is reduced to compute the series of robot workspace positions, $W_{\text{full}}$, that covers all the rooms in the shortest distance. $W_{\text{full}}$ implicitly contains the visiting order of the rooms and the search pattern for each of them. In addition, the following assumptions are relevant: A room has at least one door, the doors are the unique points that the robot can use to enter or exit from a room, and the cost of a path that covers a room in a given order is the same as covering the same room with the same path in reverse order. Finally, as we will show in the following section, the problem can vary from a TSP to a multi-RPP, and for each case, an appropriate solution is required.

4. Sweeping Coverage Path Planning

Depending on the number of doors for each room, the problem changes. However, when (i) the rooms have only one door, a typical configuration for hotel floors, or (ii) when the rooms have two doors at maximum, creating loops in the graph, we have identified that the problem can be simplified to an exact TSP or to a single uRPP, respectively.

To deal with the cases of one or two doors per room, a divide and conquer strategy is proposed. In this strategy (See Section 4.1), the first target is to decompose the whole problem into small pieces that can be solved by available effective planners. Then, the second target is to combine the small paths into a whole connected cleaning path. To deal with the challenging case of rooms with more than two doors, a deeper study has to be
carried out since the optimisation problem grows as a combinatorics problem; nonetheless, an insight into possible solutions is described in Section 4.2.

4.1. Divide and Conquer Strategy

Since the unique points for entering or exiting are defined by the door points, the cost of the path that covers each room is independent of the rest of the tour. This can be corroborated in the problem definition, where the room edges are connected only to door points. An illustration of this fact can be seen in Figure 2a. In such an illustration, the map is composed of three rooms and two corridors. This fact allows us to propose a divide and conquer strategy.

![Figure 2a](image1.png)

**Figure 2a.** Segmented map and door points.

The proposed strategy is summarised in Algorithm 1 and described next. First, the “divide part” of the method is applied, where the map is segmented into rooms and corridors. Line 1 of the algorithm can be automatically achieved by topological map generation [37,39,40] or semantic segmentation [41]. Next, for each room, the door points are computed as the intersection of a perpendicular line that passes through the middle of the door and a polygon eroded by a kernel with a diameter equal to the span of the cleaning area (Line 3). As follows, the coverage pattern is computed using an adaptation of the rotating calipers path planner (RCPP) [26] (Line 4) to this problem. Such adaptation is called RCPPforRoom. The RCPPforRoom receives as input the polygon of the room, the door points and the span of the cleaning area and returns the room cleaning pattern. The proposed adaptation is described separately in Section 4.1.1 because it relies only on computational geometry and keeps the property that it computes the shortest path in the room, as described in [26]. Once a path has been computed for each room, the paths are merged into one full path. Consequently, a complete graph, G, and its adjacency matrix, A, are constructed from the already computed door points and cleaning pattern distances. The path between the remaining door points is calculated by computing the medial axis into a temporal graph and estimating the best path with the A* algorithm [42]. An alternative to the A* is the Dijkstra algorithm, as reported in [43]. Finally, the entire trajectory is obtained by finding the shortest travelled tour that satisfies the undirected rural postman problem. To determine the shortest tour, a genetic algorithm (GA) is proposed. The modelling and GA implementation are described in detail in Section 4.1.2.
Algorithm 1: Divide and conquer sweeping coverage path planner.

**Data:** Full polygon map ($\mathcal{M}$), home point ($p_h$), cleaning span ($d_c$)

**Result:** Cleaning path ($W_{\text{full}}$)

1. $\{P_0 \ldots P_n\} \leftarrow \text{SegmentMap}(\mathcal{M})$
2. foreach $P_i$ do
   3. $\{p_i^1, p_i^2\} \leftarrow \text{getDoorPoints}(P_i, \mathcal{M})$
   4. $W_i, l_i \leftarrow \text{CPPforRoom}(P_i, p_i^1, p_i^2, d_c)$
   5. $V = V \cup \{p_i^1, p_i^2\}$
   6. $E = E \cup \{(p_i^1, p_i^2)\}$
   7. $A[p_i^1, p_i^2] \leftarrow l_i$
8. $G = (V, E)$
9. $G, A \leftarrow \text{ConnectGraph}(G)$
10. $T \leftarrow \text{GetShortestTour}(G, A)$
11. $W_{\text{full}} \leftarrow \text{GetPathFromTour}(T, W)$

4.1.1. Single Room Path Planning

A room is a segmented region of the map, and it is defined by a convex polygon. See Figure 3 as an example. It is assumed that the rooms are connected to larger rooms or hallways by doors. The doors are represented by single points, with the understanding that the robot is able to access a given space through the door; otherwise, there is no door point. As mentioned before, there is a maximum of two doors per room; this allows us to model the problem as the rural postman problem. The generalisation for an undefined number of doors is left for future work. Since the door points can be used as the entrance or exit from the room, they are simply labelled by an index. Therefore, for a room $i$, its room doors are $p_i^1$ and $p_i^2$, in case it has two doors. For rooms with one door, the unique point is $p_i^1$.

Figure 3. Illustration of the polygon and points construction for a target room.

To obtain the door points from each room, getDoorPoint function in Algorithm 1, the calculated room polygon $P_i$ and the full map polygon $\mathcal{M}$ are used. First, the set difference [44] of the room with the intersection of both polygons provides a set of line segments, namely:

$$\{L_1, \ldots, L_{\text{max}}\} = P_i \setminus (P_i \cap \mathcal{M})$$

(1)

where $L_i$ is a segment line that can be defined as follows:

$$L_j = \alpha \cdot l_{\text{init}}^j + (1 - \alpha) \cdot l_{\text{end}}^j$$

(2)
where \( l_{\text{init}} \) and \( l_{\text{end}} \) are the initial and ending points of the \( j \)-th line segment and \( \alpha \in [0, 1] \). Since there are at maximum two doors, the number of segment lines is at most two. Second, for each line segment, the middle point of the segment is computed, and it is taken as the door point, that is:

\[
p_j = \frac{1}{2} l_{\text{init}}^j + \frac{1}{2} l_{\text{end}}^j \tag{3}
\]

Once the door points have been computed, the following step is to compute the coverage pattern that cleans each room, i.e., the CPPforRoom function in Algorithm 1. To solve the problem, we adapt the RCPP planner [26], which estimates the optimal edge-vertex path that covers a convex polygon given starting and ending points. The proposed adaption is summarised in Algorithm 2. Given that such an algorithm requires a target convex polygon and two points as input, a new smaller polygon and two inner points are created (lines 1 to 3 of Algorithm 2). The reason is that the RCPP planner considers the edges of the polygon as valid positions. Though, for this use case, that implies that the robot will be in collision with the walls. The smaller polygon, \( P_{\text{target}} \), is computed by negatively offsetting the polygon \( P_i \) by a circle with a diameter equal to \( d_c \), in other words, by computing the Minkowski difference [44,45] of \( P_i \) with the circle. Next, the starting and ending points, \( p_e \) and \( p_x \), are computed as the intersection with the polygon of the perpendicular line to the polygon that passes through the door points. Finally, the RCPP is called, and it returns a path, \( W \), as a sequence of points that the robot has to follow, and the length of such path, \( l \). To complete the path, the door points are appended to \( W \), and the length is updated.

**Algorithm 2: CPPforRoom**

\( P_i, p_a^j, p_b^j, d_c \). Coverage path planning for a single room.

**Data:** Room polygon \( (P) \), door points \( (p_a^j, p_b^j) \), cleaning span \( (d_c) \)

**Result:** Path \((W)\)

1. \( P_{\text{target}} \leftarrow \text{ErodePolygon}(P, d_c/2) \);
2. \( p_e \leftarrow \text{NearestPoint}(P_{\text{target}}, p_a^j) \);
3. \( p_x \leftarrow \text{NearestPoint}(P_{\text{target}}, p_b^j) \);
4. \( W, l = \text{RCPP} (P_{\text{target}}, p_e, p_x) \);
5. \( W \leftarrow \{ p_a^j, W, p_b^j \} \);
6. \( l = l + d_c \);
7. return \( W, l \);

4.1.2. Shortest Cleaning Tour

The previous Section 4.1.1 presented the first two parts of the divide and conquer strategy, where the map is segmented into rooms, and for each one, a cleaning pattern is computed. In the following sections, the last part is introduced, where the paths are connected into one single solution by optimising the general tour, namely the description to function GetShortestTour in Algorithm 1. Since we have identified that the problem can be addressed in different forms depending on the number of doors, we present two cases, when all the rooms have only one door and when they have a maximum of two doors.

4.1.3. Rooms of One Door—Solving a TSP

A particular instance of the problem arises when for all rooms, there is only one door. In those cases, given that \( p_a^j = p_b^j \), the full path computation can be modelled as a travelling salesman problem.

The reasoning behind this idea is the following. First, as we stated before, the optimal cleaning path of the room is independent of the rest of the map. Therefore, in the general graph, \( G \), we can replace the vertices \( p_a^j \) and \( p_b^j \) and, in consequence, the edge \((p_a^j, p_b^j)\) by only one vertex. Let us name the new vertex as \( r_i \) (making reference to room \( i \)). Second, the reduced general path, \( G_{\text{reduced}} = \{ V_{\text{reduced}}, E_{\text{reduced}} \} \), only contains vertices representing
rooms, $V_{\text{reduced}} = \{r_1, \ldots, r_n\}$, and the edges that define connections between rooms, $E_{\text{reduced}}$. The shape of the reduced graph can vary from a cycle graph to a complete graph depending on the connections in $A$. Note that $G_{\text{reduced}}$ is not the dual of $G$, as proposed in [46], because in this case, the hallways are not converted to vertices. Therefore, assuming that visiting the vertex of each room entrance implies the cleaning of such room, the full path is the one that visits all the vertexes with the shortest distance; in other words, the solution is the Hamiltonian circle in $G_{\text{reduced}}$. Note that the full cleaning distance should add up the distances to clean each room.

To solve the TSP in $G_{\text{reduced}}$, we apply a genetic algorithm (GA) as reported in [47] whose chromosome is a possible tour. The objective function measures the travelling distance of the possible tour.

4.1.4. Rooms of Two Doors—Solving a RPP

In this section, we propose the solution to the GetShortestTour function of the general strategy when the rooms a maximum of two doors.

Since the path for each room has already been computed [3], the problem can be modelled as an undirected rural postman problem (uRPP). The uRPP is a variation of the Chinese postman problem. It is defined on an undirected graph $G = (V, E)$, where $V$ is a list of vertices and $E$ is a list of edges. Each edge, $e$, has an associated cost $c(e)$. In particular, the uRPP defines a subset of edges, $E_R \subseteq E$, that must be part of the whole path. Then, the goal is to determine the least cost tour traversing each edge of $E_R$ at least once [32]. As it has been mentioned, the stated problem to be solved in this work is similar to the problem of covering with a drone a set of disjoint terrains [9]; however, in this problem, the vertexes are defined by the door points. Considering the navigation constraints imposed by the doors, set $V$ is composed of the home point and the door points, where the door points are points in the map that the robot has to cross in order to enter to or exit from a room. Namely,

$$V = \{p_h\} \cup \{p_{ji}^l | i = 1 \ldots n, j = 1 \ldots o\},$$

(4)

where $p_h$ is the home point and $p_{ji}^l$ is the $j - th$ door point of the $i - th$ room. Note that for each room, there is at least one door point.

Based on $V$, a complete graph can be constructed. Therefore, $V$ has $2n + 1$ vertices, and $E$ has $n(2n + 1)$ edges. The subset of edges that needs to be travelled, $E_R$, is defined by the edges that connect two door points of the same polygon; for rooms with a single door, a loop edge is included, see Equation (5).

$$E_R = \{(p_{ji}^l, p_{jl}^k) | i = k\}.$$  

(5)

On the other hand, the corridors or edges that connect door points of different polygons do not belong to $E_R$. In cases where the corridors must be covered, those should be defined as rooms and connected to the other rooms. See Figure 2 as an example. In such figure, a given map and its corresponding graph are drawn. The edges that represent rooms must be travelled, while the edges that represent corridors are optional.

The cost for an edge, $e = (p_{ji}^l, p_{jl}^k)$, that does not belong to $E_R$ is computed as the distance between the door points the corridor. Such distance can be computed directly on the map.

$$c(e \notin E_R) = d(p_{ji}^l, p_{jl}^k)$$

(6)

If the edge belongs to $E_R$, then the cost is computed as the cost of the path that covers the associated room. Please see Equation (7).

$$c(e \in E_R) = c(W(\mathcal{P}))$$

(7)
The presented model defines a graph-based representation of the environment and the problem as a uRPP. The following section presents an efficient method for computing a feasible solution.

Continuing from the graph computed previously, see line 9 of Algorithm 1. The task is to compute a visiting order for the rooms based on the graph, $G$, and the distance-based adjacency matrix $A$, GetShortestTour function in Algorithm 1. Such order is specified as a list, $T = \{e_1, \ldots, e_{|T|}\}$, whose elements are the edges to be travelled.

Let us define the cost of a tour as the distance that that robot travels to complete it.

$$C(T) = \sum_{i=1}^{|T|} c(e_i)$$  \hspace{1cm} (8)

where $c(e_i)$ is the cost of travelling the edge $e_i$. Therefore, the problem can be stated as an optimisation problem,

$$T^* = \arg \min C(T)$$  \hspace{1cm} (9)

s.t.

$$e_1 = (p_h, p \in V)$$  \hspace{1cm} (10)

$$e_{|T|} = (p \in V, p_h)$$  \hspace{1cm} (11)

$$E_R \in T$$  \hspace{1cm} (12)

The first constraint states that the first edge in the tour starts with the home point. The second constraint states that the last point in the tour will be the home point again. The third constraint guarantees that all the rooms will be cleaned. Equation (8) only includes distance, but it can also include additional factors such as effort or time.

4.2. General Case Insight

The general case is for the S-CPP with disjoint rooms, with rooms with more than two doors. Although in practical applications, this scenario is rare, it is theoretically important to consider. The main change is that for the rooms with more than two doors, there is more than one combination to enter and exit the room. Formally, there are

$$P_i = \frac{d_i!}{2(d_i - 2)!}$$  \hspace{1cm} (13)

possible ways to enter and exit from a room, where $d_i$ is the number of doors for the $i$-th room. Note that for $d_i = 1$, $P_i = 1$, given that the same door is used as entrance and exit. Based on the previous statement, we can notice that, for each possible combination, a uRPP is defined. Therefore, the multi-uRPP is a generalisation that has

$$\prod_{i=1}^n P_i$$  \hspace{1cm} (14)

possible instances. One way to apply the proposed method for scenarios with rooms that have more than two doors is to split each room into subareas so that each sub area will have two doors at maximum. Such problem is similar to performing a convex image partitioning [48] with additional constraints.

5. Experiments

To validate the effectiveness and efficiency of the proposed method, the proposed strategy was tested for the environments illustrated in Figure 1; additionally, for comparison purposes, paths were computed using a Countour planner for the same test environment; the performance is summarised in Table 1. The method was implemented in Python using the Shapely Library [49]. For the DnCS-RCPP, we used the author’s Matlab implementation [50]. The experiments were conducted on an i7 machine with 16 GB of RAM.
Table 1. Results for the proposed maps. Travelling distance in pixels.

<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>Map A</td>
<td>6569</td>
<td>0.001</td>
<td>6663</td>
<td>0.001</td>
<td>6023</td>
<td>0.052</td>
</tr>
<tr>
<td>Map B</td>
<td>12,315</td>
<td>0.036</td>
<td>13,249</td>
<td>0.041</td>
<td>11,881</td>
<td>0.078</td>
</tr>
<tr>
<td>Map C</td>
<td>11,074</td>
<td>0.017</td>
<td>13,669</td>
<td>0.029</td>
<td>9919</td>
<td>0.024</td>
</tr>
</tbody>
</table>

5.1. Synthetic Scenarios

In this experiment, we tested the proposed method versus a previous approach in several synthetic environments. In particular, three methods were tested: (i) the DnCS-RCPP as proposed in this paper, (ii) DnCS-Contour, a variation that uses a local contour planner [51] and (iii) the two steps path planner (TSPP) [9], a reported method for coverage path planning of disjoint areas. The summary of the experiments is described in Table 1. Figure 4 shows the computed path for each map obtained by the three methods. As it can be seen, the proposed method is able to compute the required path for the rooms on the tested maps. For map A, the total processing time required was 0.001 s. For map B, the processing time was 0.036, while for the Countour planner, the times were 0.001 and 0.041, respectively. It can be seen that, even though that the RCPP computes shorter paths, those paths might be unfeasible. For example, for map B, the robot must travel through occupied areas. The reason of the TSPP failure is that it considers that the rooms are accessible at any point, while the proposed approach considers the doors as the unique access points. On the other hand, DnCS always provides feasible paths. In addition, DnCS-RCPP provides shorter paths compared with those rendered by the DnCS-Countour planner, the processing times being similar in both cases. As a result, the short computation times show that the proposed method could be implemented in robotics platforms with low computational cost. With respect to the paths, we can observe that the routes are coherent, and the paths are not always oriented with the largest edge; for example, in map B, it is easy to observe that the door points are taken into account in order to decrease the path length.
5.2. Case Study

To illustrate the applicability of the proposed strategy, paths were computed for a real environment. The target map was obtained using SLAM \[52\] with an Ouster® LIDAR of an office building. The obtained probabilistic grid is displayed in Figure 5a. Such a probabilistic grid was first thresholded and manually cleaned to remove the laser misreadings. Then the contour was found using Suzuki’s algorithm \[53\]. Then, the contour was converted to a polygon by discarding collinear points. Then the rooms were segmented according to the cleaning needs specified by the final user.

The polygon was introduced to the proposed planner in order to compute the full path. The computed path is displayed in Figure 5b. As we can see in the figure, the robot moves to the room R1, then it moves to R2, and finally, it reaches the R3. The paths for R1 and R2 are the shortest given that no overlap is produced. For the last room, after cleaning, the robot makes a movement to reach the ending point; therefore, it crosses through the room.

Table 2 summarises the results where the three implemented methods are compared. It is important to highlight that even though the TSPP algorithm seems to provide the shortest path, as can be observed in Figure 5d, the path is not feasible to be executed by a floor-cleaning robot. Conversely, both the DnCS-RCPP (Figure 5b) and the DnCS-Contour (Figure 5c) implementations provide feasible paths, being the DnCS-RCPP the shortest. Regarding the computation time to plan the entire path, the TSPP took over 2.5 times longer than the other two approaches. In conclusion, the method was effective for computing the path in the tested scenario.

Table 2. Results for the case study. Travelling distance in pixels.

<table>
<thead>
<tr>
<th>Map</th>
<th>DnCS-RCPP Trav. Dist</th>
<th>C. Time (s)</th>
<th>DnCS-Contour Trav. Dist</th>
<th>C. Time (s)</th>
<th>TSPP Trav. Dist</th>
<th>C. Time (s)</th>
</tr>
</thead>
<tbody>
<tr>
<td>Building</td>
<td>6284</td>
<td>0.012</td>
<td>7830</td>
<td>0.012</td>
<td>5972</td>
<td>0.031</td>
</tr>
</tbody>
</table>
Figure 5. Case study. The map generated after SLAM and the computed coverage paths are displayed. Robot starting point is drawn in green. Ending point is drawn in yellow. (a) The 2D initial map. Rooms (R1, R2 and R3), starting point (S) and ending point (E) are specified by the final user. (b) Computed path by DnC-RCPP. The map polygon is displayed in grey. The planned route is drawn in blue. (c) Computed path by DnC-Contour. The map polygon is displayed in grey. The planned route is drawn in blue. (d) Computed path by TSPP [9]. The map polygon is displayed in grey. The planned route is drawn in blue.

6. Conclusions and Future Work

This paper presents a method based on a divide and conquer strategy to tackle the problem of coverage path planning of large areas to be cleaned using a sweeping robot by extending the applicability of the undirected rural postman problem to cover several rooms connected by corridors. By segmenting a given map into individual rooms and transit corridors and defining the area’s access points, the method divides the problem into room coverage planning and merges the routes by planning a full tour. The room coverage is solved by a geometrical approach, while defining the shortest tour is solved as an optimisation problem using a heuristic algorithm. The results show that the complete coverage paths obtained with the DnCS-RCPP are shorter than those obtained with the Contour planner, providing an excellent alternative to efficiently compute complete coverage paths for sweeping robots when the target area is composed of several rooms. The
overall processing time required to obtain suitable paths provides promising results to be considered for implementation on real robotics platforms.

In future works, the generalisation of the method for rooms with more than two possible doors, as well as larger areas such as malls or sports facilities, will be addressed, taking into consideration the kinematic constraints imposed by the mechanical configuration of the autonomous cleaning robot, such as commercial scrubber dryer robots that require a specific turning radius to avoid leaving wet marks or spills on the floor.
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Abbreviations
The following abbreviations are used in this manuscript:

CPP coverage path planning
DnCS divide and conquer strategy
GA genetic algorithm
MDPI multidisciplinary digital publishing institute
RPP rural postman problem
RCPP rotating callipers path planner
S-CPP sweeping coverage path planning problem
TSP travelling salesman problem
UAV unmanned aerial vehicle
uRPP undirected rural postman problem
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