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Abstract: Internet of Things (IoT) applications based on the single-board computer Raspberry Pi depend on reliable and sufficiently powerful energy systems to allow system diversity, flexibility, and available computing power. On this account, we developed an all-in-one module to simplify both the autonomous and network-wired power supply of Raspberry Pi-based systems. The module generates a stable voltage of 5.1 VDC with an available maximum current of 3 A to power a single Raspberry Pi model 3B+ or 4 and furthermore provides an additional power source of 3 VDC–12 VDC at a maximum of 3 A for use by arbitrary peripherals. To accommodate different use cases, the system has various energy supply options such as a 4S lithium polymer (LiPo) battery for autonomous operation, including a battery management and charging solution, as well as wire-based options, such as USB-C with USB Power Delivery (USB-PD) or Power over Ethernet (PoE+) via an additional module.
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1. Introduction

The single-board computer Raspberry Pi is an ideal component for Internet of Things (IoT) applications due to its small size, low cost, availability, numerous interfaces, and processing power [1]. Because of these advantages, Raspberry Pi is used in a wide variety of areas, such as robotics [2–4], biology [5], health care [6–9], security and surveillance [10–12], and agricultural and environmental monitoring [13–15].

To ensure that all interfaces of Raspberry Pi work properly, we have based our power supply design on the commercially available power supplies from the manufacturer, which provide a voltage of 5.1 V and are thus also within USB specifications. The presented module provides a solution for stable power supply without the need for specialized Raspberry Pi power adapters by providing an all-in-one solution to supply power from a variety of sources, such as 24 VDC, USB-PD, PoE, or 4S lithium polymer batteries. In addition, Internet of Things (IoT) applications can demand the integration of multiple sensors and/or actuators, as well as operating interfaces, alongside the processing unit. The module therefore provides power supply options for other system components to eliminate the need for additional power adaptors. This concept represents an innovative and adaptable approach for powering Raspberry Pi and IoT applications.

The module supports current Raspberry Pi models 3B+ and 4 and is already in use in the scope of the project Optocubes [16]. The constraints imposed by the project’s intended use cases resulted in a compact, high-density solution, suitable to be fitted into a 100 × 100 × 100 mm³ enclosure, including the Raspberry Pi system, as shown in [17,18].

All documents and materials necessary to replicate the system are available in the Supplementary Materials.
2. Design

The power supply system for Raspberry Pi-based IoT applications provides a variety of interfaces for communication and power supply and two complementary circuit boards, OptosenseCore and OptosensePoE. OptosenseCore provides a steady 5.1 V that is achieved by converting power input levels, such as USB-PD and industrial standard 24 V, or stabilizing the output of conventional USB power supplies by first boosting the voltage to 12 V and subsequently providing a stable down-regulated 5.1 V, 3 A Raspberry Pi power supply. The optional OptosensePoE-module offers power input of up to \( \approx 25.5 \text{ W} \) via a suitable PoE-input, thus allowing seamless integration into the most prevalent industrial power supply solution.

2.1. OptosenseCore

OptosenseCore’s key components are a battery management system (BMS), including cell monitoring; active cell balancing; temperature-, over- and under-voltage, and over-current protection; a battery charger; and different DC/DC converters that handle the power inputs and convert them to various voltages to supply the system. Another element is the central microcontroller unit, which controls the other components and handles communication with the Raspberry Pi. This connection is achieved via a pin header that matches the one already present on the Raspberry Pi by default. OptosenseCore provides a power button to turn the system on and off. Furthermore, OptosenseCore features a connector for a temperature sensor to allow temperature monitoring of, e.g., the battery. An E-Ink module can be connected to display relevant information using power-efficient technology. Due to cost–benefit and availability reasons, we chose the Waveshare 12563 2.9inch E-Ink display \cite{19}. Finally, OptosenseCore provides a voltage output that can be used to supply additional arbitrary peripherals with voltages in the range of 3–12 V with a maximum current output of 3 A, assuming that the input source provides enough power. OptosenseCore’s voltage output is adjustable by using one of the microcontroller’s internal digital–analog converters (DAC) to manipulate the DC/DC converters’ feedback (see TPS54302 in Figure 1).

Figure 1 shows a schematic representation of OptosenseCore and the interfaces and internal connections between the components mentioned above. Orange-colored pathways symbolize digital connections for communication, whereas blue-colored pathways symbolize power connections. The Raspberry Pi and the embedded microcontroller STM32L5 communicate using the SPI protocol. The microcontroller operates as a communication gateway to receive or pass on data on the BMS and the battery charger and, for this, uses the protocols I2C and SMBus (see Figure 1). In addition, the STM32L5 communicates with USB-PD sources to receive their available profiles and selects an appropriate voltage. To encode the state of the system, the microcontroller operates a status LED with the following behavior, see Table 1.

![Table 1. LED behaviour description of device states.](image)

<table>
<thead>
<tr>
<th>Device State</th>
<th>( \text{LED}_{\text{red}} )</th>
<th>( \text{LED}_{\text{green}} )</th>
</tr>
</thead>
<tbody>
<tr>
<td>Normal</td>
<td>Off</td>
<td>On</td>
</tr>
<tr>
<td>Charging</td>
<td>Blinking (( T = 2 \text{ s} ))</td>
<td>Off</td>
</tr>
<tr>
<td>Error</td>
<td>Blinking (( T = 0.5 \text{ s} ))</td>
<td>Blinking (( T = 0.5 \text{ s} ))</td>
</tr>
</tbody>
</table>

Figures 2 and 3 show the top and bottom views of the OptosenseCore PCB and the locations of the different components. OptosenseCore can be divided into nine major parts, whose numbers are referenced in the pictures below.
Figure 1. Schematic overview of the interfaces and internal connections between OptosenseCore’s components.

Figure 2. Top view of OptosenseCore’s PCB with its major parts.
1. **Power input**: OptosenseCore provides different connectors that can be used to power the system. Feature 1.2 shows the connectors for a 4S lithium polymer (LiPo) battery. Feature 1.0 is a USB-C port that can be powered by every standard USB power delivery (USB-PD) source or even with a traditional USB-C power supply. Feature 1.1 highlights a $2 \times 2$ pin header that allows us to connect an external power source of up to 24 V.

2. **Voltage output**: The power outlet is connected to an efficient DC/DC converter with a maximum current of 3 A. The embedded microcontroller can switch the voltage output on and off and allows us to select output voltages in the range of 3–12 V if the selected input source provides enough power. The DC/DC converter output is controlled through the microcontroller’s digital-to-analog output by injecting a small current into the converter’s feedback, which is calculated as a function of the converter’s output voltage (ref. datasheet [20]). To enhance the precision, the converter can either be dynamically controlled through a feedback loop or calibrated and then adjusted according to the resulting look-up table.

3. **Power supply for Raspberry Pi**: A DC/DC converter powers the Raspberry Pi with a stable voltage of 5.1 V to meet the computer’s power demands referenced in the previous chapter. The power module receives its input via one of the system’s available power sources.

4. **Battery charger (and temperature sensor input)**: The battery is charged using a battery charger component and the USB-PD. If a suitable temperature sensor is connected, the battery charger can monitor the pack’s temperature while charging. The sensor can be attached to the angled two-pin header component featured in 4.1 of Figure 2. The system can also be charged via the battery charger by connecting an external power source of up to 24 V to the $2 \times 2$ pin header highlighted in Feature 1.1 of Figure 2. This interface is also used to connect the PoE+ extension OptosensePoE.

5. **Battery management system (BMS)**: A battery management system (BMS) that supports 500–65,000 mAh 4S-LiPo batteries enables the autonomous power supply of the system. The BMS monitors the connected battery and its behavior by, e.g., observing the voltage or cell level of each battery cell to estimate the remaining system runtime. Furthermore, the BMS is responsible for protecting the battery during charge and discharge cycles and for balancing the cell voltages.

6. **Connection to Raspberry Pi**: OptosenseCore features a dual row long pin header socket that compliments the Raspberry Pi’s default pin header and allows us to access the Raspberry Pi’s pins, even with a stacked-on OptosenseCore. Through this interface, OptosenseCore and the Raspberry Pi are connected and communicate using SPI (header pins 19, 21, 23, 24, and 26) and UART (header pins 8 and 10). For
detailed information, reference design file OptosenseCore.PrjPcb from the repository (supplementary, S1).

7. **Connector for E-Ink display:** Another connector provides an interface connected to the Raspberry Pi’s SPI peripheral to drive a 2.9 inch E-Ink module of the WaveShare family [19] (Header pins 11, 18, and 22) and allows, e.g., the display of operational information.

8. **Microcontroller and debugging connector:** OptosenseCore features the embedded microcontroller STM32L5, which operates as a state machine and controls the systems components and voltage output. The microcontroller’s firmware can be updated and debugged using the attached debugging connector highlighted in Feature 8.1 of Figure 2. A status LED is controlled by the microcontroller and encodes the system’s state, e.g., during battery charge operations.

9. **Bottom connector:** The bottom connector provides a pin pair to turn the device on and off via a push-button. This push-button also activates the Raspberry Pi power source using one of the microcontroller’s digital I/Os. Furthermore, additional debug pins allow us to access the I2C and SMBus systems. These pins can be used to access the charger or BMS with an external device, e.g., to calibrate the BMS.

### 2.2. OptosensePoE

The PoE+ extension OptosensePoE provides an additional input source that delivers up to 25.5 W of energy via PoE+ and hence provides a two-in-one solution for both network connectivity and power supply. The PoE+ extension is based on the 2584 A demonstration circuit board (ref. [21]), essentially using the same circuitry and creating a new PCB that is compatible with the OptosenseCore module. The OptosensePoE PCB is shown in Figure 4. OptosensePoE is stacked onto OptosenseCore and connected via the 2 × 2 pin header highlighted in Feature 1.1 of Figure 2, essentially functioning as a 24 V external power source. This implies that OptosensePoE can only be used in addition to OptosenseCore and not as a stand-alone application. A 3D model of the complete system consisting of the Raspberry Pi and both OptosenseCore and OptosensePoE stacked onto one another is shown in Figure 5.

![Figure 4. Optosense’s PoE+ extension.](image-url)
2.3. Optocubes Integration

The complete system integrated into its Optocube housing is presented in Figure 6 and features the Raspberry Pi stacked with both OptosenseCore and OptosensePoE, as well as a 4S2P-LiPo battery and a ventilator to cool down the system to provide adequate airflow for thermal stability. The ventilator is embedded into the housing’s top panel and powered by the Raspberry Pi’s supply voltage. The cube’s front panel incorporates cut-outs for the Raspberry Pi’s connectors, such as USB-A and ethernet, and OptosenseCore’s USB-C connector, as well as a power jack socket to access the adjustable voltage output. The front panel also includes the on/off button at the very top, which additionally indicates if the system is powered on by a blue LED ring.

The housing is based on the so-called ‘breadboard bricks’ presented in [17,18], which is extended by a mechanical system to ease the access to and assembly of a self-sufficient IoT power solution. The mechanics involved are depicted in the 3D model in Figure 7 and essentially involve two components. The first component is a 3D-printed elevation bracket, to which the Raspberry Pi, including the stacked OptosenseCore and OptosensePoE modules, is fixated by M2.5 screws. The bracket provides four protrusions that fit the Optocube’s side walls for guidance and hold it in place once the assembly is complete. The rounded corner on the bracket allows tilting when the bracket is partially pulled out of the Optocube, allowing access to the battery compartment in the space below the bracket. The battery, as the second component, is held in place by another protrusion at the elevation’s bottom and cannot be extracted without lifting the elevation, thus ensuring a stable assembly. Both mechanisms and their workings are illustrated in Figure 7.
2.4. Safety

Since the system relies on LiPo batteries to power the overall system, it is necessary to consider safety procedures and to reduce the risk of user errors that could result in damage to the system or the user. First, the battery connectors use a standard XT-30 and JST-5-Pin layout to prohibit polarity reversal. Furthermore, the LiPo battery is protected by several additional features, such as temperature monitoring, cell balancing, overvoltage/undervoltage protection, and overcurrent protection. The combination of these features allows for the safe operation of the overall system with minimum risks.

3. Build Instructions

The OptosenseCore and OptosensePoE files for ordering the PCBs from a manufacturer are available in the repository (also supplementary, S1) together with the detailed bills of materials. There are PCB manufacturers that offer to assemble the electrical components when ordering a PCB. The costs for both PCBs at the time of writing this paper are estimated at:

<table>
<thead>
<tr>
<th>Component</th>
<th>Cost</th>
</tr>
</thead>
<tbody>
<tr>
<td>OptosenseCore</td>
<td>EUR 109.76</td>
</tr>
<tr>
<td>OptosensePoE</td>
<td>EUR 80.68</td>
</tr>
</tbody>
</table>

The electrical circuit and PCB were designed with Altium Designer. Modifying the PCB requires the Altium Designer application.

Operating the overall system requires a Raspberry Pi 3 B+ or Raspberry Pi 4. OptosenseCore was devised in such a way that it can be easily stacked onto the Raspberry Pi’s HATs without needing to consider other connectors, thus reducing human errors when assembling the system. OptosensePoE is designed to be easily stacked onto the OptosenseCore using the same principle. For a detailed view of the stacking principle and the assembled PCBs, refer to Figures 2, 3, 4, 5 and 8, respectively.

The physical assembly of the system furthermore necessitates access to and experience with using a 3D printer and the associated PC software, for example, PrusaSlicer (version 2.7.1). Modification of the 3D designs relies on the availability of the PC software FreeCAD (version 0.21.1). The 3D printing files for the system’s housing and the self-assembled battery pack, as presented in this article, are accessible in the repository (supplementary, S6). The assembly of the complete system, consisting of the Raspberry Pi, PCBs, battery and housing, can be derived from Section 2.3 and, in particular, from Figure 7.
4. Operating Instructions

4.1. Calibration Gauge

When using a battery, the integrated gauge requires calibration to estimate the battery’s capacity and to calculate accurate values for the battery runtime and charging time. Configuring and calibrating the BMS unit on OptosenseCore is carried out using the PC software BQStudio, version 1.3.101.1, developed by Texas Instruments. The usage of BQStudio requires a developing tool, such as EV2300/EV2400 by Texas Instruments, to communicate with the hardware. The instructions are explained step-by-step in the document “How to Complete a Successful Learning Cycle for the bq40z80” [22]. Calibration is carried out by connecting a programmer (e.g., ST-Link/V2 or J-Link EDU Mini) to the $1 \times 8$ pin header on the bottom of OptosenseCore’s PCB (see Feature 9.0 of Figure 3) and using the SMBus protocol. Detailed information on the pinout can be found in the repository’s schematics (supplementary, S1, S4).

4.2. Software Operations

The firmware for OptosenseCore’s microcontroller was developed using the integrated development environment (IDE) STM32CubeIDE version 1.6.1, which can also be used for debugging purposes. The microcontroller can be programmed using this or any other suitable IDE and an additional program/debug probe, such as the ST-Link/V2 or J-Link EDU Mini. The controller firmware file and corresponding source code are also available in the repository (supplementary, S3).

The Raspberry Pi can be used to run IBM’s Node-RED [23], which allows one to assemble simple flow diagrams to interact with OptosenseCore. For this, Node-RED 2.0, Node.js 16.16.0 and Raspberry OS need to be installed on the Raspberry Pi to use the graphical user interface presented below. Raspberry OS can be used with or without the desktop environment package. For detailed information on how to install the aforementioned software packages, refer to [24,25]. Additionally, the graphical user interface requires one to install the Node-RED module node-red-dashboard (version 3.6.2) and the Optosense Nodes presented in the previous section. These nodes are accessible via the repository (supplementary, S2) and can be easily added following the instructions in [26]. We advise for the Raspberry Pi to have an internet connection to allow for all dependencies of the packages to be installed properly. Furthermore, we recommend the use of an SD card with a minimum of 8 GB of space.
To simplify the first steps and the assembly of individual Node-RED flows, we provide pre-configured nodes to operate the system. These nodes read device information and battery details from OptosenseCore’s BMS and allow one to set the output voltage of OptosenseCore’s voltage output. The nodes and their respective attributes are shown in Tables 2–4.

Table 2. Attributes of the node Device Info.

<table>
<thead>
<tr>
<th>Node</th>
<th>I/O</th>
<th>Attribute Name</th>
<th>Type</th>
<th>Info</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>O</td>
<td>Device_Manufacturer</td>
<td>String</td>
<td>—</td>
</tr>
<tr>
<td></td>
<td>O</td>
<td>Device_Name</td>
<td>String</td>
<td>—</td>
</tr>
<tr>
<td></td>
<td>O</td>
<td>Device.Serial</td>
<td>String</td>
<td>—</td>
</tr>
</tbody>
</table>

Table 3. Attributes of the node Battery Info.

<table>
<thead>
<tr>
<th>Node</th>
<th>I/O</th>
<th>Attribute Name</th>
<th>Type</th>
<th>Info</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>O</td>
<td>Cell[X]_Voltage_mV</td>
<td>Number</td>
<td>X = 1–4</td>
</tr>
<tr>
<td></td>
<td>O</td>
<td>Cell[X]_Current_mA</td>
<td>Number</td>
<td>X = 1–4</td>
</tr>
<tr>
<td></td>
<td>O</td>
<td>Cell[X]_Power_cW</td>
<td>Number</td>
<td>X = 1–4</td>
</tr>
<tr>
<td></td>
<td>O</td>
<td>Voltage_x_Current_cW</td>
<td>Number</td>
<td>—</td>
</tr>
<tr>
<td></td>
<td>O</td>
<td>BAT_Voltage_mV</td>
<td>Number</td>
<td>—</td>
</tr>
<tr>
<td></td>
<td>O</td>
<td>PACK_Voltage_mV</td>
<td>Number</td>
<td>—</td>
</tr>
<tr>
<td></td>
<td>O</td>
<td>Average_Power_cW</td>
<td>Number</td>
<td>—</td>
</tr>
<tr>
<td></td>
<td>O</td>
<td>Remaining_Capacity</td>
<td>Number</td>
<td>—</td>
</tr>
<tr>
<td></td>
<td>O</td>
<td>Full_Charge_Capacity</td>
<td>Number</td>
<td>—</td>
</tr>
<tr>
<td></td>
<td>O</td>
<td>Runtime_To_Empty</td>
<td>Number</td>
<td>—</td>
</tr>
<tr>
<td></td>
<td>O</td>
<td>Runtime_To_Full</td>
<td>Number</td>
<td>—</td>
</tr>
<tr>
<td></td>
<td>O</td>
<td>Charging_Current</td>
<td>Number</td>
<td>—</td>
</tr>
<tr>
<td></td>
<td>O</td>
<td>Charging_Voltage</td>
<td>Number</td>
<td>—</td>
</tr>
</tbody>
</table>

Table 4. Attributes of the node Set Voltage.

<table>
<thead>
<tr>
<th>Node</th>
<th>I/O</th>
<th>Attribute Name</th>
<th>Type</th>
<th>Information</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>I</td>
<td>Payload</td>
<td>Number</td>
<td>50 mV/step</td>
</tr>
<tr>
<td></td>
<td>I</td>
<td>Enable</td>
<td>Boolean</td>
<td>—</td>
</tr>
</tbody>
</table>

The nodes’ output data can be displayed in Node-RED’s graphical user interface (GUI). Figure 9 is a simple exemplary Node-RED flow for retrieving the system’s device and battery data every two seconds and presenting the information in a GUI using different nodes. The picture also shows the use of the node Set Voltage, whose input value is changed by a slider in the GUI to enable the user to adjust OptosenseCore’s voltage output. The slider can be seen in the example GUI that uses the node-red-dashboard [27] module and is shown in Figures 10 and 11.
The GUI depicted in Figures 10 and 11 presents a variety of graphical elements displaying the system’s information communicated to the Raspberry Pi by OptoSenseCore’s microcontroller via their SPI interface. The user interface can be individually adjusted according to the user’s requirements using Node-RED flows and the three nodes described above. The example shown in Figure 10 features the aforementioned slider for adjusting the voltage of OptoSenseCore’s voltage output and a list of information on the BMS, such as the manufacturer name, the serial number or the estimated time until the battery is fully charged or discharged. In addition, there is information on every serial element of the battery pack via the balancer connection. Obviously, monitoring each of the parallel cells would require extensive rewiring of the pack and is generally not implemented in commercially available BMS solutions. Figure 10 shows an example of the provided data during battery discharge, whereas Figure 11 shows the battery information during a charge cycle.
4.3. Calibration Adjustable Power Supply

While the integrated and adjustable power supply provides a high-precision output voltage, a calibration is required if higher accuracy of the output voltage is needed. This step is optional and only necessary if the intended application requires a more precise power supply selection. Theoretically, the output voltage is generated using a DC/DC converter with a DAC connected to its feedback loop through a resistor. The resulting target value is calculated using Equation (1). To counter differences in the calculated and actual values, due to possible inaccuracies of the electrical components forming the circuit, a second feedback loop to the micro-controller’s ADC is implemented to allow measurements of the real voltage output for either controlling the value dynamically or for using this closed-loop circuit to calibrate the system and to generate a look-up table. The circuit is shown in detail in Figure 12.

The equation describing the DAC voltage as a function of the DC/DC output voltage using the notation of the electrical circuit in Figure 12 is as follows:

\[ V_{DAC} = R_{30} \cdot \left( \frac{V_{FB}}{R_{29}} - \frac{V_{OUT} - V_{FB}}{R_{27}} \right) + V_{FB} \]  

with \( V_{FB} = 0.596 \, \text{V} \)

as provided by [20,28].

5. Validation

A variety of different scenarios were tested to validate OptosenseCore’s operability. First, the stability of the Raspberry Pi power supply was analyzed using the 500 MHz HDO6054A-MS oscilloscope (firmware version 8.5.0.5, build 240488) by Teledyne LeCroy [29]. Figure 13
shows the Raspberry Pi’s power supply voltage as measured on the oscilloscope. The mean voltage amounts to approximately 5.1 V, thus verifying the delivery of a steady power supply for powering the Raspberry Pi. In this test setup, the battery was used to power OptosenseCore and the Raspberry Pi. However, other supply options were tested as well (e.g., USB-C, PoE+ or external power supply) and yielded comparable results.

The second test shows the working of the uninterruptible power supply (UPS), which is the battery’s overtake once the main energy source fails. For this test setup, the system was first powered using a 5 V USB-C power adapter, which was then disconnected. Figure 14 shows the exact moment of disconnect and demonstrates the battery taking over the power supply, resulting in uninterrupted power delivery to the Raspberry Pi. The measurement was taken using the same Teledyne LeCroy oscilloscope mentioned above plus the corresponding CP030A current probe. When the external power supply voltage dropped at approx. −0.09 s, the direction of the battery’s current flow changed immediately, as it switched from being charged to being discharged. The Raspberry Pi supply voltage remained a steady 5.1 V throughout this procedure, thus demonstrating the functionality of the UPS feature.

The third test setup examined the stability and precision of OptosenseCore’s adjustable voltage output. An electric load was connected to the voltage output, and the voltage was adjusted using the Node-RED user interface. Figure 15 shows the output voltage while increasing the set-point value from 3.0 V to 6.0 V. The adjustment was made gradually over a period of 0.4 s.
Figure 15. Oscilloscope measurement demonstrating the stability of the adjustable output voltage during on-load operations.

Although the overall output voltage was quite stable, the DC/DC converter that sets the voltage caused an AC ripple overlay due to its internal switching operations and its configuration. This ripple is shown in Figure 16 and ranges between $-20 \text{ mV}$ and $20 \text{ mV}$. Figure 17 shows the ripple with an electrical load. This amount of AC voltage matches the values listed in the datasheet (ref. [20]) and is manageable by most appliances. If an application needs an even more steady voltage supply, the ripple can be further reduced using external filtering.

Figure 16. Output ripple of the adjustable voltage output caused by the DC/DC converter without load.

Since OptosensePoE is entirely based on the already existing 2584A demonstration circuit board, we present no further validation for this module and instead refer to the DC2584A-A demo manual (ref. [21]).
Figure 17. Output ripple of the adjustable voltage output caused by the DC/DC converter with a load of 500 mA.

6. Conclusions

This paper introduces the design of a low-cost, open-source battery management system with various power-sourcing solutions for Raspberry Pi applications. Wired power sourcing is available via PoE+, USB-PD, or any power adapter with up to 24 V via a 2 × 2 pin header. The mobile operation mode is supported by a 4S-LiPo battery of 500–65,000 mAh, which can be charged by any of the aforementioned wired power sources. An additional feature is the fail-safe functionality of the 4S-LiPo battery, also referred to as an uninterruptible power supply (UPS), which is automatically active when the battery is connected and enables a steady supply of 5.1 V even if the network connection is broken as long as the battery is charged. This makes the system adaptable to a variety of environments and use cases.

The safety of the system is secured by adapting a multitude of protective features, such as temperature monitoring, cell balancing, over-voltage/under-voltage protection, and over-current protection.

Furthermore, the system is equipped with an integrated adjustable power output to supply arbitrary peripherals with up to 12 V. This voltage is superimposed by a ripple in the range of −20 mV to 20 mV, caused by the DC/DC converter used, and can be further reduced by appropriate external filters, if required.

An embedded E-Ink driver supports the Waveshare 12563 2.9inch E-Ink display, which can be used to show relevant information, e.g., metadata or a QR code to access the Raspberry Pi’s WiFi network. The complete system is designed to be easily assembled and compact and to fit in a 100 × 100 × 100 mm cube that can be partially 3D printed. At the time of writing this paper, the costs for the system amount to EUR 109.76 or EUR 190.44 in total when including the PoE option. The system’s user interface is based on Node-RED and allows communication through a dashboard. This paper presents pre-programmed Node-RED nodes to access the hardware for easy commissioning of the system.

The Raspberry Pi is a popular IoT device and is already used in a variety of projects. We believe that the versatility of the developed system is able to facilitate and enhance a multitude of new or present Raspberry Pi setups, for example, by offering a solution for mobile applications to run for an extended period of time using the battery system or by providing an integrated power source to drive additional electronics. Another such potential is the flexibility in powering the system. Especially in industrial environments, where power sources might be limited, this provides a huge advantage. The ability of the battery to work as a fail-safe system and to bridge possible power outages by seamlessly taking over the energy supply further enhances the system’s adaptability to a variety of challenging environments where Raspberry Pi applications might want to be used. The scalability of the battery’s capacity furthermore promotes its adaptability to different requirements.
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Abbreviations

The following abbreviations are used in this manuscript:

- IoT: Internet of Things
- PoE: Power over Ethernet
- GUI: Graphical user interface
- BMS: Battery management system
- ADC: Analog–digital converter
- DAC: Digital–analog converter
- UPS: Uninterruptible power supply
- LED: Light-emitting diode
- LiPo: Lithium polymer
- USB: Universal Serial Bus
- USB-PD: USB Power Delivery
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