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Abstract: Memristor crossbars offer promising low-power and parallel processing capabilities, making them efficient for implementing convolutional neural networks (CNNs) in terms of delay time, area, etc. However, mapping large CNN models like ResNet-18, ResNet-34, VGG-Net, etc., onto memristor crossbars is challenging due to the line resistance problem limiting crossbar size. This necessitates partitioning full-image convolution into sub-image convolution. To do so, an optimized mapping of memristor crossbars should be considered to divide full-image convolution into multiple crossbars. With limited crossbar resources, especially in edge devices, it is crucial to optimize the crossbar allocation per layer to minimize the hardware resource in term of crossbar area, delay time, and area–delay product. This paper explores three optimization scenarios: (1) optimizing total delay time under a crossbar’s area constraint, (2) optimizing total crossbar area with a crossbar’s delay time constraint, and (3) optimizing a crossbar’s area–delay-time product without constraints. The Lagrange multiplier method is employed for the constrained cases 1 and 2. For the unconstrained case 3, a genetic algorithm (GA) is used to optimize the area–delay-time product. Simulation results demonstrate that the optimization can have significant improvements over the unoptimized results. When VGG-Net is simulated, the optimization can show about 20% reduction in delay time for case 1 and 22% area reduction for case 2. Case 3 highlights the benefits of optimizing the crossbar utilization ratio for minimizing the area–delay-time product. The proposed optimization strategies can substantially enhance the neural network’s performance of memristor crossbar-based processing-in-memory architectures, especially for resource-constrained edge computing platforms.
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1. Introduction

In recent years, the proliferation of CNN has revolutionized natural language processing, computer vision, autonomous driving systems, and more [1–5]. However, the increasing demand for computational resources and power consumption presents significant challenges, particularly in resource-limited environments such as mobile devices and edge computing platforms [6–8]. To address these challenges, researchers have been exploring novel hardware architectures that can offer both computational efficiency and low power.

One promising avenue in this pursuit is the integration of memristors, a type of non-volatile memory device, into various CNN-based architectures [9–13]. In particular, the most important operation in CNN, the MAC (multiply and accumulation) operation, can be implemented quickly and with low power. The memristor crossbar allows for multi-row and multi-column activation, enabling a large amount of parallel computation [14–17]. This capability can markedly decrease power consumption compared to traditional GPU
operations, facilitating the energy-efficient implementation of CNN. Memristor is a non-volatile device whose resistance changes according to the magnitude of voltage or current applied to the device [18–21]. This unique characteristic makes it suitable for mimicking the synaptic behavior of neurons in the human brain. Additionally, memristors can store the weights required for analog calculations in multi-bits, and are emerging as a viable alternative to Processing in Memory (PIM) computing due to their characteristics such as low power, high performance, high integration, and high reliability compared to existing digital memories such as SRAMs, DRAMs, etc.

The number of crossbars, their size, and the mapping of neural network layers to the crossbar affect all aspects such as accuracy, power consumption, latency, and hardware area. Previous research has revealed that to balance the accuracy, power, area/delay time costs for a given neural network model and application constraints, it is necessary to optimize the size and architecture of the crossbar [22,23]. In particular, the line resistance present in memristor crossbar arrays requires that the size of the crossbar array be limited [24–26]. Therefore, it is important to appropriately map to the crossbar by dividing a large-size input image into several small-size sub-images [24–26]. Also, in the case of edge AI implementation with strict restrictions on available resources, it is important to minimize the number of memristor crossbars used.

Figure 1a,b show a mapping of a convolution operation to a memristor crossbar. Figure 1a assumes a 28 × 28 MNIST image with 3 × 3 convolution kernel. The convolution operation by 3 × 3 kernel in Figure 1a can be mapped into a memristor crossbar in Figure 1b for performing convolution. To do so, the memristor crossbar in Figure 1b should be a size of 784 × 784. In Figure 1b, white memristor cells represent HRS (high-resistance state), while red memristor cells represent programmed weights. Here, let us refer to the first column in Figure 1b. The first column calculates the first convolution operation by the 3 × 3 kernel shown in Figure 1a. The nine inputs from the 28 × 28 MNIST image are applied to nine memristors of programmed weights of the 3 × 3 kernel as shown in red in Figure 1b to calculate the first convolution. The remaining 775 inputs are applied to HRS cells, thereby affecting the column current very little. Similarly, the second column in Figure 1b performs the second convolution in Figure 1a, as explained in detail in the reference [27].

**Figure 1.** Mapping of convolution operation to memristor crossbar. (a) 28 × 28 MNIST image with 3 × 3 convolution kernel. (b) Memristor crossbar performing convolution operation [22].
Figure 2a,b below show the process of performing convolution sequentially and in parallel depending on the number of memristor crossbars used in the memristor crossbar-based PIM process [27,28]. If a sub-image partitioning is not considered, to map a large-size input image to a single crossbar, the crossbar’s size should be very large. However, due to the line resistance of the memristor crossbar, if a large-sized crossbar is used, there can be cases where the sum of the line resistance of a column exceeds memristor’s LRS (low-resistance state), which can degrade MAC calculation accuracy significantly. Therefore, it is necessary to divide the large-size image into small-size sub-images and map them to the crossbars each by each [24–26].

In particular, Figure 2a shows the sub-images of the partitioned MNIST for mapping to the memristor crossbars. Here the upper figure indicates that sub-image convolution is performed four times sequentially using one memristor crossbar. The lower figure shows that four sub-images are mapped to four crossbars for performing sub-image convolution in parallel. In this context, the sub-image convolution process in the upper figure is performed sequentially and the lower figure is performed in parallel. On the other hand, the lower figure indicates that the sub-image convolution is performed sequentially. In situations where the number of available crossbars is limited, a single crossbar must be reused by multiple sub-images in sequence. In situations where there is a sufficient number of available crossbars, each sub-image is mapped 1:1 to its corresponding crossbar. Here t₀, t₁, t₂, and t₃ mean the delay time for performing sub-image convolution. tdelay means the delay time per layer for completing the sub-image convolution in parallel or sequential process. In the upper part of Figure 2a, tdelay should
be $t_0 + t_1 + t_2 + t_3$, because one crossbar performs four sub-image convolutions sequentially. On the other hand, $t_{\text{delay}}$ in the lower part of Figure 2a is as short as $t_0$. Here the four sub-image convolutions can be performed during the $t_0$ at the same time.

Similarly, Figure 2b shows the sub-images of partitioned CIFAR-10. The upper and lower portions indicate the parallel and sequential sub-image convolution, respectively. Since CIFAR-10 images are three-dimensional, unlike two-dimensional MNIST images, the size of the sub-images is further diminished. The convolution process for CIFAR-10 data is the same as MNIST, but because the number of image pixels in a three-dimensional structure is much larger than the two-dimensional image, the number of crossbars needed in sub-image convolution becomes larger, as indicated in Figure 2b.

From here, the optimization of the crossbar’s area and delay time required to complete the sub-image convolution will be explained in more detail. As indicated in the upper portions of Figure 2a,b, the sub-image convolution by single crossbar can minimize memristor crossbar area, but with increased delay time. On the other hand, the sub-image convolution in the parallel process shown in the lower portions of Figure 2a,b implies that the delay time can be reduced despite large crossbar area. To explain further, when the number of crossbars is very small, the convolution operation should be processed serially, thereby increasing the delay time, as indicated in the upper portions of Figure 2a,b. If the number of crossbars is very large, the convolution operation can be processed in parallel, thereby decreasing the delay time, as shown in the lower portions of Figure 2a,b. Of course, a large number of crossbars leads to a small area of memristor crossbars. A small number of crossbars means a large area overhead of memristor crossbars. A small number of crossbars leads to a small area of memristor crossbars for implementing CNNs. In this paper, using the optimization method, it will be shown that the crossbar’s delay time and area can be minimized under given constraints. In addition, it is also shown that the delay–area product can be optimized even without any constraint.

Applying the sub-image convolution to a very large CNN model such as ResNet-18 etc., we consider three cases of optimization in terms of crossbar area and delay time in this paper, as follows.

Case 1: Define an objective function that models the total delay time of sub-image convolution and optimize the number of crossbars per layer using the objective function, given a constraint of the total number of available crossbars used for implementing CNN.

Case 2: Define an objective function that models the total number of crossbars for sub-image convolution and optimize the number of crossbars per layer using the objective function, given a constraint of the total delay time to complete sub-image convolution.

Case 3: Define an objective function that models the product of crossbar area and delay time and optimize the number of crossbars per layer using the objective function, without any given constraint.

2. Method

The Lagrange multiplier method is one of the most well-known classic optimization algorithms, suitable for solving constrained optimization problems [29–31]. The Lagrange multiplier is used to create a new function by combining the objective function and constraints in an optimization problem. This new function can use partial derivatives to find the optimal solution that satisfies the constraints.

In this paper, we try to use the Lagrange multiplier method to solve the following two optimization problems with constraints. As already mentioned, case 1 involves appropriately placing the number of crossbars in each layer to optimize the total delay time of the model when the total number of crossbars is given as a constraint. Case 2 involves appropriately placing crossbars in each layer of the model to optimize the number of crossbars when the total delay time is given as a constraint.
The following Equation (1) represents the fundamental form of the Lagrange multiplier method.

\[ \mathcal{L}(x_1, x_2, \ldots, x_n, \lambda) = f(x_1, x_2, \ldots, x_n) + \lambda(g(x_1, x_2, \ldots, x_n)) \]  

(1)

where the function \( \mathcal{L}(x_1, x_2, \ldots, x_n, \lambda) \) denotes the Lagrangian function that combines an objective function with a constraint function. In Equation (1), the function \( f \) is an objective function of the Lagrange multiplier. \( \lambda \) means the Lagrange multiplier. \( x_1, x_2, \) and \( x_n \) represent variables of the objective function, and they can be optimized for the function \( f \) satisfying the constraint function \( g \).

Equation (2) shows the process of taking the derivative for the function \( L \).

\[ \nabla_{x_1, x_2, \ldots, x_n, \lambda} \mathcal{L}(x_1, x_2, \ldots, x_n, \lambda) = 0 \]  

(2)

Equation (2) can be divided into two parts of taking the derivative with respect to \( x_1, x_2, \) and \( x_n \) and \( \lambda \). The first part, of taking the derivative with respect to \( x_1, x_2, \) and \( x_n \), is shown in the following Equation (3).

\[ \frac{\partial f}{\partial x_1} + \lambda \frac{\partial g}{\partial x_1} = 0, \quad \frac{\partial f}{\partial x_2} + \lambda \frac{\partial g}{\partial x_2} = 0, \ldots, \quad \frac{\partial f}{\partial x_n} + \lambda \frac{\partial g}{\partial x_n} = 0 \]  

(3)

The second part, of taking derivatives with respect to \( \lambda \), is shown in the following Equation (4).

\[ \frac{\partial f}{\partial \lambda} + \frac{\partial g}{\partial \lambda} g(x_1, x_2, \ldots, x_n) = 0 \rightarrow g(x_1, x_2, \ldots, x_n) = 0 \]  

(4)

Here, \( \frac{\partial f}{\partial \lambda} \) is zero because \( f \) is not a function of \( \lambda \). Hence Equation (4) means that the constraint \( g(x_1, x_2, \ldots, x_n) \) should be zero.

As mentioned earlier, in this paper we consider three cases where sub-image convolution is extended to very large CNN models such as ResNet-18 to optimize the crossbar in terms of area and delay time. Case 1 and case 2 are for optimization with given constraints. Therefore, the Lagrange multiplier method is used to perform the optimization of cases 1 and 2, as follows.

Case 1: Define an objective function that models the total delay time of sub-image convolution and optimize the number of crossbars per layer using the objective function, given a constraint of the total number of available crossbars used for implementing CNN.

Equation (5) represents the objective function \( f_1 \) for optimizing the total delay time in case 1, when there is a constraint on the total number of available crossbars.

\[ f_1(x_1, x_2, \ldots, x_n) = \sum_{i=1}^{n} \left( \frac{M_i}{x_i} \right) \text{ for } 1 \leq x_i \leq M_i \]  

(5)

In Equation (5), the objective function can be represented as the summation of the delay times of all layers in ResNet-18. Here \( x_1, x_2, \) and \( x_n \) are the numbers of crossbars of layer #1, layer #2, and layer #n, respectively. \( n \) is the total number of layers used in the CNN architecture. \( M_1, M_2, \) and \( M_n \) are the numbers of sub-image convolutions required for layer #1, layer #2, and layer #n, respectively. Thus, in Equation (5), \( M_i \) and \( x_i \) are the numbers of sub-image convolutions and crossbars for layer #i, respectively. If the number of crossbars of layer #i, \( x_i \), can be used as many as \( M_i \), the crossbar’s delay time is as short as 1. On the other hand, if the \( x_i \) is as small as 1, the crossbar’s delay time of sub-image convolution for layer #i is as long as \( M_i/1 \). Each layer’s delay time can be calculated by \( M_i/x_i \) for layer #i, as shown in Equation (5).

One thing to note is that the number of crossbars per layer cannot exceed the number of sub-image convolutions for the same layer, as mentioned in the condition \( (1 \leq x_i \leq M_i) \) of Equation (5). If the number of crossbars per layer is larger than the number of sub-image convolutions, the delay time of layer #i will be equal to the delay time of \( M_i/x_i \).
convolutions for the same layer, the extra crossbars cannot be involved in the sub-image convolutions. Therefore, they become useless.

Equation (6) below represents the constraint function \( g_1 \) used in case 1.

\[
g_1(x_1, x_2, \ldots, x_n) = \sum_{i=1}^{n} x_i - C_{area}
\]  

\( \sum_{i=1}^{n} x_i \) calculates the total number of crossbars from layer \#1 to layer \#n. \( C_{area} \) represents the constraint given in case 1, which means the total number of available crossbars given in case 1. Thus, the constraint function \( g_1 \) can be zero if the total number of crossbars from layer \#1 to layer \#n is equal to the number of available crossbars given as a constraint in case 1.

Case 2: Define an objective function that models the total number of crossbars for sub-image convolution and optimize the number of crossbars per layer using the objective function, given a constraint of the total delay time to complete sub-image convolution.

Equation (7) represents the objective function \( f_2 \) for optimizing the numbers of crossbars layer by layer, when there is a constraint on the total delay time to complete the sub-image convolution in case 2.

\[
f_2(x_1, x_2, \ldots, x_n) = \sum_{i=1}^{n} x_i \quad \text{for} \quad 1 \leq x_i \leq M_i
\]

In Equation (7), \( x_1, x_2, \) and \( x_n \) are the numbers of crossbars of layer \#1, layer \#2, and layer \#n, respectively. \( n \) is the total number of layers used in the CNN architecture. \( M_1, M_2, \) and \( M_n \) are the numbers of sub-image convolutions required for layer \#1, layer \#2, and layer \#n, respectively.

Equation (8) indicates the total delay time constraint. Here the constraint function in case 2 is represented by \( g_2 \).

\[
g_2(x_1, x_2, \ldots, x_n) = \sum_{i=1}^{n} \left( \frac{M_i}{x_i} \right) - C_{delay}
\]

To optimize the number of crossbars per layer, the total delay time for all the layers is set to \( C_{delay} \) in Equation (8). The number of crossbars per layer is minimized such that the total delay time for all the layers does not exceed \( C_{delay} \).

Case 3: Define an objective function that models the product of the crossbar’s area and delay time and optimize the number of crossbars per layer using the objective function, without any given constraint.

Equation (9) below represents the optimization function \( f_3 \) for the area–delay-time product in case 3, where the optimization is conducted solely on area–delay-time product without any constraints.

\[
f_3(x_1, x_2, \ldots, x_n) = \sum_{i=1}^{n} \frac{M_i}{x_i} \sum_{i=1}^{n} x_i \quad \text{for} \quad 1 \leq x_i \leq M_i
\]

In Equation (9), \( x_1, x_2, \) and \( x_n \) are the numbers of crossbars of layer \#1, layer \#2, and layer \#n, respectively, to be optimized here. \( n \) is the total number of layers used in the CNN architecture. \( M_1, M_2, \) and \( M_n \) are the numbers of sub-image convolutions required for layer \#1, layer \#2, and layer \#n, respectively. \( M_i \) and \( x_i \) are the numbers of sub-image convolutions and crossbars for layer \#i, respectively.

As previously explained, the Lagrange multiplier method can perform the optimization with a given constraint function. Since the optimization of area–delay-time product in case 3 cannot have constraints such as area and delay time, the use of the Lagrange multiplier is not possible for case 3.

Instead of the Lagrange multiplier method, the genetic algorithm (GA) is a suitable solution for global optimization without a constraint, like case 3 \[32–34\]. GAs are powerful computational optimization techniques modeled on the principles of natural selection and
genetic diversity. These algorithms mimic the process of biological evolution to enhance problem-solving capabilities, making them widely recognized and effective for solving various optimization problems.

GAs maintain a population of chromosomes, each representing potential solutions. The population evolves over successive generations. The initial population is generated randomly to ensure a diverse set of solutions. Each chromosome represents a possible solution to the problem and is evaluated using a fitness function. One of the key mechanisms of GAs is crossover (recombination). This process exchanges genetic information between parent chromosomes to create new offspring, introducing variation within the population and enabling the exploration of new solution spaces. The selection process determines which individuals will reproduce based on their fitness levels. Individuals with higher fitness scores are more likely to be selected, increasing the likelihood that optimal solutions will pass their genes to the next generation. Mutation introduces small random changes to individual chromosomes, preventing the algorithm from becoming trapped in local optima and promoting further exploration of the solution space. By balancing exploration and exploitation through crossover and mutation operations, GAs effectively find global optima in complex, multidimensional spaces.

As depicted in Figure 3a, the optimization algorithm proposed in this study works as follows. After solving the optimization problems described in cases 1, 2, and 3, the optimized numbers of $x_1$, $x_2$, and $x_n$ are obtained. Here ‘$n$’ means the number of layers. The optimized numbers of $x_1$, $x_2$, and $x_n$ are actually floating-point numbers, not integers. Because the number of crossbars per layer should be an integer, not a floating-point, the floating-point numbers of $x_1$, $x_2$, and $x_n$ should be converted to integer numbers of $x_1^*$, $x_2^*$, and $x_n^*$.

To do so, the pseudo-code depicted in Figure 3b is used for converting the floating-point numbers of $x_1$, $x_2$, and $x_n$ calculated from the Lagrange multiplier method and GA using Equations (1)–(9), to the integer numbers of $x_1^*$, $x_2^*$, and $x_n^*$. In the pseudo-code in Figure 3b, first, calculate $x_i$ (floating-point) with Equations (1)–(9) using the Lagrange multiplier method and the GA. Complete iterations for all the layers to find $x_i'$ (integer) that satisfies both the minimum of the objective function and the constraint by rounding up or rounding down $x_i$ (floating-point). Then, calculate $R_i^*$ (integer) for layer #1 by rounding up $(M_i/x_i')$. Here, $M_i$ and $x_i'$ are the numbers of sub-image convolutions and crossbars for layer #1, respectively. Here $R_i^*$ (integer), calculated by rounding up $(M_i/x_i')$, means the number of crossbar operations required to complete the sub-image convolutions for layer #1, when $M_i$ and $x_i'$ are given. Finally, obtain $x_i^*$ (integer) by rounding up $(M_i/R_i^*)$. The $x_i^*$ (integer) obtained from the pseudo-code can be regarded as the optimized number of crossbars for layer #1.
Figure 3. (a) The flowchart for optimizing the mapping of sub-image convolutions to memristor crossbars. (b) The pseudo-code for converting the floating-point x to the integer x*.

3. Results

Figure 4a shows the measurement and modeling results of a memristor cell [35,36]. In detail, Figure 4a indicates the measured butterfly curve of the memristor cell and the result of modeling it using Verilog-A. The top electrode of the memristor cell used Ta, the bottom electrode used Pt, and the memristive film used Mn$_2$O$_3$. The memristor cells were
measured using the Keithley 4200 (Solon, OH, USA). More information about the fabricated memristors can be found in the reference [36].

![Figure 4](image_url)

Figure 4. (a) The measured and modeled butterfly curves of a memristor cell. (b) The measurement and the Verilog-A model of transient behavior observed in a memristor. (c) The 128 × 128 memristor crossbar [35,36].

Figure 4b shows the transient behavior of the memristor. Here, x(t) is the state variable of the memristor, and the measurement x(t) can be obtained from the below Equation (10) [35,37].

\[
x(t) = \frac{I(t)}{A \cdot \sinh(B \cdot V(t))}
\]  

(10)

In Equation (10), I(t) means the measured memristor’s current when a voltage pulse V(t) is applied to the memristor. Parameters ‘A’ and ‘B’ are fitting parameters of the memristor’s voltage–current characteristic curve, which are A = 0.0005 and B = 2.425 in Equation (10). In Figure 4b, the model x(t) can be obtained by integrating Equation (11), which defines the dynamics of x(t) according to time.

\[
\frac{dx(t)}{dt} = g(V(t))
\]

(11)

\[
g(V(t)) = C \cdot \exp(V(t)) \cdot \exp(-D \cdot x(t))
\]

(12)

Equation (12) defines g(V(t)). Here V(t) means a voltage applied to the memristor. ‘C’ and ‘D’ are fitting parameters used in Equation (12). Here, C = 0.00111 and D = −8 are used in Equation (11).

Figure 4c shows a memristor crossbar array with 128 × 128 cells. One weight cell consists of one select transistor and one memristor cell. In a memristor crossbar, the 1T–1R structure is essential because it helps to address sneak path currents, which can significantly affect the accuracy and reliability of the crossbar’s operations. The transistor (1T) in each cell provides the necessary isolation and control, allowing for precise read and write operations to the memristor (1R), thereby improving overall performance and functionality of the memristor crossbar array.

For a real-world circuit simulation, the memristor crossbars in Figure 4c are modeled using the Verilog-a and Equations (10)–(12). The circuit-level simulation of the memristor crossbars is performed by CADENCE SPECTRE, where the crossbar’s area and delay time for performing MAC calculation are simulated. To provide a more detailed explanation of the circuit simulation, 128 input neurons are connected to the rows of the crossbar, and 128 neurons are connected to the columns. The CMOS SPICE model used in this simulation is Generic PDK 0.18-μm technology, from CADENCE. From the CADENCE SPECTRE simulation, the delay time and power consumption of the unit memristor crossbar with 128 × 128 cells are calculated. The simulated delay time and power consumption are used in MATLAB simulation for optimizing the number of memristor crossbars per layer based on the Lagrange multiplier method and Genetic Algorithm.
Figure 5 shows the comparison of normalized delay time between the mapping without and with optimization under the normalized area constraint, as mentioned in case 1. Here the reference data represent scenarios where all layers maintain a constant ratio of Mi/xi that is not optimized at all. The simulation results in Figure 5 show that the total delay time optimized using the Lagrange multiplier method is approximately 11% less than the reference delay time, for the normalized area constraint = 0.06. As the normalized area constraint becomes larger, the delay time reduction becomes smaller, as indicated in Figure 5. When the normalized area constraint becomes almost 1, the delay time reduction becomes as small as 4%.
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**Figure 5.** Normalized delay-time comparison between the crossbar mapping without and with optimization for the normalized area constraint.

Figure 6 shows the comparison of normalized area between the crossbar mapping without and with optimization in case 2 when there is a constraint on normalized delay time. The reference data without any optimization are set by maintaining a constant Mi/xi ratio across all layers. The results of calculation through the Lagrange multiplier method are compared with the reference data without optimization in Figure 6. When the normalized delay-time constraint is 0.06, the Lagrange multiplier method can reduce the normalized crossbar’s area by 18% compared to the reference data without optimization. If the normalized delay-time constraint is 1, the normalized area reduction is still as large as 8%.

Figure 7 compares the normalized area–delay-time product between the crossbar’s mapping without and with optimization. Here the normalized area–delay-time product is optimized for each layer using the GA. As explained earlier, there is no constraint in Figure 7. The simulation results show that the optimized area–delay-time product can be improved by an average of 9% when compared to various constant Mi/xi ratios. The area–delay-time product is a crucial metric in digital systems, representing the trade-off between area and delay time. If there is enough available area, parallel computation is possible, but edge devices have limited area, which is a challenge. Therefore, minimizing the area–delay-time product is essential for maximizing the edge device’s performance by balancing area and delay time.
Finally, to ensure that the optimization method in this paper can be useful for the other convolutional neural networks, ResNet-34 and VGG-Net are considered in Table 1, in addition to ResNet-18. Table 1 compares the average reduction percentages between cases 1 and 2 in terms of normalized delay time and area for ResNet-18, ResNet-34, and VGG-Net. From Table 1, it is observed that VGG-Net shows better reduction percentages than ResNet-18 and ResNet-34 for cases 1 and 2. This is because VGG-Net has a larger difference between the maximum and minimum numbers of sub-image convolutions per
layer than ResNet-18 and ResNet-34. The large difference in the numbers of sub-image convolutions per layer can lead to better optimization, and thus the average reduction percentages of delay time and area can be improved more substantially.

Table 1. Comparison of average reduction percentages of normalized delay time and area for ResNet-18, ResNet-34, and VGG-Net.

<table>
<thead>
<tr>
<th></th>
<th>ResNet-18</th>
<th>ResNet-34</th>
<th>VGG-Net</th>
</tr>
</thead>
<tbody>
<tr>
<td>(Case 1) Average reduction percentage of normalized delay time</td>
<td>8%</td>
<td>11.8%</td>
<td>20%</td>
</tr>
<tr>
<td>(Case 2) Average reduction percentage of normalized area</td>
<td>11%</td>
<td>14%</td>
<td>22%</td>
</tr>
</tbody>
</table>

4. Conclusions

This paper addresses the challenges of efficiently implementing convolutional neural networks (CNNs) such as ResNet-18, ResNet-34, and VGG-Net on memristor crossbars, which offer promising low-power and parallel processing capabilities. This paper investigates three optimization scenarios: (1) optimizing total delay time under an area constraint, (2) optimizing total crossbar area with a delay-time constraint, and (3) optimizing the area–delay-time product without constraints. The constrained cases 1 and 2 are addressed using the Lagrange multiplier method, while an unconstrained GA is employed for case 3’s area–delay-time product optimization.

The simulation results indicate substantial improvements due to the optimization compared to the results without optimization. For ResNet-18, case 1 shows an average reduction percentage of 8% for the normalized delay time. Case 2 shows an average reduction percentage of 11.8% for the normalized area. Case 3’s reduction percentage is as large as 9% on average for the normalized area–delay product. ResNet-34 and VGG-Net are also simulated in this paper to calculate the average reduction percentages of normalized delay time and area. These optimization strategies can be helpful to reduce the delay time and area of memristor-based neural networks, which are particularly critical for resource-constrained edge computing platforms.
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