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Abstract: Backtesting represents a set of techniques that aim to evaluate trading strategies on historical data in order to verify their effectiveness before applying them to a market in real time. This requires processing large amounts of data from different periods and applying different simulation techniques to them. In general, these types of tools are not very popular for reasons such as the amount of data that must be evaluated and maintained, the computational resources that are required, and the need to have a deep conceptual understanding of these techniques in order to use them. This article presents a web application that implements a set of backtesting functionalities that allow evaluating different trading strategies, managing portfolios, representing the results of simulations, and optimizing a stock portfolio, all from an intuitive and visual interface that makes these techniques accessible to new investors in this field.
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1. Introduction

The behavior of the stock market and the variations in the value of financial assets constitute a phenomenon that is difficult to model [1] due to the enormous number of variables on which it depends and the non-linear nature of the problem. That is why it is difficult to know how it works and what its future behavior will be. However, different tools [2] have been developed in order to better understand this phenomenon. All of them are based on analyzing data from the past [3] with the aim of finding patterns or markers that can be used to obtain information on how future behavior will be [4]. In this way, based on the information obtained, strategies can be defined, called trading strategies, about how to operate on a financial market to obtain the maximum benefit [5]. A trading strategy is a system made up of a set of previously defined rules that indicate which financial assets to buy or sell [6], when to buy or sell said financial assets, what percentage of the capital to allocate to the corresponding purchase or sale, and how to manage the risk of both the operation and the account as a whole.

The main problem with a trading strategy is that its validity can only be verified when it is applied in a real market, which implies an economic risk. That is why, before applying a trading strategy, its feasibility must be assessed in a controlled environment in which market behavior and the result of applying the strategy in said market can be simulated. For this, the so-called backtesting techniques [7] have been defined. They are simulation methods that aim to evaluate how a trading strategy would have performed on a set of historical data [8].

The efficiency of these methods is based on their ability [9] to manipulate and process large amounts of historical data. The more data that are considered, the more valid and true the results of the backtesting operation [10]. However, this imposes the limitation of not being able to apply these techniques manually as it is a very computationally expensive operation, and therefore the need to use computer processing applications that implement these techniques [11].
Backtesting software applications can be a valuable tool for traders, but they also have some limitations. These limitations may include:

- **Data**: Backtesting can only be as good as the data it is based on. If the data are inaccurate or incomplete, the backtesting will also be inaccurate. This is because backtesting uses historical data to simulate the performance of a strategy. If the data are inaccurate or incomplete, the backtesting will not be able to simulate the performance of the strategy accurately.

- **Model**: Backtesting can only be as good as the model it uses. If the model is inaccurate, the backtesting will be inaccurate. This is because backtesting uses a model to predict the performance of a strategy. If the model is inaccurate, the backtesting will not be able to predict the performance of the strategy accurately.

- **Execution**: Backtesting does not consider execution. This means that the results of backtesting may not be representative of what would happen in the real world. This is because execution is an important part of trading, and it can have a significant impact on the results. For example, if a strategy includes stop orders, the results of backtesting may not be accurate if execution costs are not taken into account.

- **Bias**: Traders can bias the results of backtesting by choosing the data they want to use and the models they want to test. This can lead to unrealistic results. For example, if a trader chooses only data that show good performance of their strategy, the results of backtesting will be more optimistic than what the actual performance of the strategy would be.

This article describes a web application that implements the necessary functionalities for the execution of backtesting in a comfortable and intuitive way and implements a trading strategy based on buying or selling a financial asset at its maximum or minimum for a certain time frame. In this sense, the application covers the following objectives:

- Allow the user to configure a portfolio, choose the financial assets, and parameterize the trading strategy on which to run the backtesting.
- Allow the user to manage financial portfolios.
- Allow the user to upload historical data on the prices of financial assets to the system.
- Allow the management, collaboration, and sharing of information (backtestings and financial portfolios) between subscribed users. To do this, it will provide functions for managing user accounts, saving and sharing the “backtesting” executed, and sharing a financial portfolio.
- Offer useful features to a trader, such as a trading journal, or perform “backtesting” manually.
- Design an API that is intuitive, minimalist, and contains sufficiently comprehensive information.

The structure of this paper is as follows: A brief review of other similar applications is described in Section 6. Section 3 defines the architecture and model of the developed application. Section 4 describes the backtesting strategy that has been implemented. Next, in Section 5, the functionality of the application is described. Section 6 proposes a set of conclusions and lines of future research.

2. Review Section

There are numerous applications that aim to help the investor who wants to operate on the financial market. Most of them are aimed at facilitating functions to act in real time on the markets or manage the securities portfolio, such as consulting a market, buying or selling securities, obtaining recommendations in real time, scheduling operations, or configuring change notifications of value [12]. However, there are not too many applications that implement backtesting techniques due to different reasons [13], such as the need to have and maintain a large historical database, the availability of computational resources capable of performing the necessary processing, and the low popularity of these techniques because they work on data from the past and use techniques that require deeper theoretical
and conceptual knowledge. Some examples of these tools are as follows: MetaTrader 5 [14] is a tool to invest in forex, stocks, and futures. It implements a backtesting functionality called MetaTrader’s Trading Strategy Tester that allows evaluating a trading strategy before its implementation in live trading. MetaStock [15] is a tool that allows you to backtest up to 58 different trading systems. Trader Workstation is a platform that offers among its functionalities the portfolio manager tool, which allows you to configure a portfolio on which to run backtesting based on fundamental analysis. TrendSpider [16] is a trading platform that has a strategy tester that allows users to write the strategy code and its subsequent execution. TradingView [17] is one of the most popular trading platforms worldwide that allows its users to backtest a given trading strategy. Additionally, NinjaTrader [18] is a trading platform that offers backtesting functionality that allows you to simulate, optimize, and analyze the performance of strategies.

These tools have some limitations [19], such as the complexity of how they work for non-expert users, the cost of having to pay a license for their use, the types of backtesting techniques they implement, the limitations in terms of the types of financial assets, markets, and trading strategies that they allow to be evaluated, or the limitations regarding the direct application of the results of the backtesting to optimize the securities portfolio [20].

3. Architecture and Data Model

The system architecture follows a client-server model where one or more clients make requests and receive service from a central server. To do this, the client has a visual interface through which to make requests and receive responses from the server. When the requests arrive, the server processes them and sends the corresponding response to the client that made the request. On the other hand, the server communicates with a MySQL database that implements the persistence of system information.

Regarding the information that is necessary to store. The data required are financial asset data, user data, and user-generated data. The data on financial assets are also of two types: data referring to the specifications of the financial asset contracts (the name of the asset, the market in which the financial asset in question is listed or the currency in which it is denominated said contract) and the historical data of the daily prices of financial assets (date, the opening price, the closing price, the maximum of the day, the minimum of the day, the adjusted closing price and the volume). Regarding user data, they refer to user accounts (a username, a full name, a password, and a role, such as administrator or user). Finally, the data generated by the user can be of four different types (depending on the functionality with which they are associated): backtesting, portfolio management, manual backtesting, and trading journal.

For the execution of a backtesting, it is necessary to store the user who executes said backtesting, the name that this user gives it, the information of the portfolio that has been configured for the execution of this, and the start and end dates. Finally, if the user has saved it or not, if the user has made it public or not, the parameterization of the strategy to be tested and the financial assets on which to run the backtesting. The user, the parameterization of the strategy, and the financial assets on which the backtesting is executed are independent entities, and the rest of the attributes belong to the backtesting entity. Portfolio management also generates a series of data: portfolio configuration data (start and end dates, capital, the currency in which the portfolio is denominated, and whether the user has shared it or not), transactions, and positions. For each manual backtesting that a user creates and executes, it is necessary to know the user who created it, the name they gave it, the configuration of the user’s wallet, whether or not the user has saved it for later recovery, and operations added through the application by the user. Finally, the system also saves the data generated by the user in the trading journal functionality: the user, the date the text was created, the date the text refers to, and the text itself.

In order to maintain the persistence of all the information, a MySQL database with several groups of tables has been used:

(a) Tables on user accounts. Formed by the table:
(b) Tables on backtesting. Formed by the tables:
- Table backtesting includes all the data needed to execute a backtesting.
- Table strategy_type relates the backtesting strategy (previous table) with the type of strategy it is.
- Table strategy_buy_short_max_min includes the parameterization of the strategy implemented in this web application (remember that the strategy implemented here is a global strategy that can be divided into four types of more specific sub-strategies: buy at maximums, sell at maximums, buy at lows, and sell at lows).
- Table backtesting_assets stores the list of financial assets on which a backtesting is executed.

(c) Tables on portfolio management. Formed by the tables:
- Table portfolios includes configuration information for each financial portfolio created by a user.
- Table positions contains the information of each existing position.
- Table position_portfolio relates each position in the positions table with its corresponding financial portfolio in the portfolio table.
- Table transactions includes all the information on all purchase and sale operations carried out during portfolio management.

(d) Tables on other trading services. Formed by the tables:
- Table backtesting_manual includes the information of the manual backtesting created and executed by the users.
- Table backtesting_manual_operations includes the operations that each user has added during the execution of the manual backtesting.
- Table journal includes all the information from the trading journal of each user.

(e) Tables on managing data. Formed by the tables:
- Table asset_class contains all the financial assets in the system, whatever their class.
- Table stock_prices includes daily data on stock prices.
- Table futures includes the data on the specifications of the futures contracts.
- Table futures_prices includes daily futures price data.

4. Trading Strategy

The trading strategy implemented is based on buying or selling a financial asset (stock or futures) at its maximum or minimum for a given time frame [21]. In this sense, these are four particular cases of a general strategy based on [22] buying or selling at extreme price moments within a specific time frame. Each of these four cases is given by four different input types that constitute a sub-strategy in itself [23]:

- Going long (buying) at the maximum price of a financial asset in the reference time frame.
- Go short (sell) at the maximum price of a financial asset in the reference time frame.
- Going long (buying) at the minimum price of a financial asset in the reference time frame.
- Go short (sell) at the minimum price of a financial asset in the reference time frame.

For each of these entries, the corresponding backtesting is allowed [24], with the maximums and minimums of the following reference time frames: 5 days, 10 days, 15 days, 1 month, 3 months, 6 months, and 1 year.

On the other hand, the user can choose between two different types of output [25]:

(a) Exits with a temporary stop (exit once a certain period of time has elapsed since the entry was made). This output is allowed to be implemented in three different ways:

- First Temporary Stop: 50% of the days of the reference time frame.
- Second Temporary Stop: 100% of the days of the reference time frame.
Third Temporary Stop: 150% of the days of the reference time frame.

(b) Exit with a trailing stop (update the stop as the price moves). Backtesting of this strategy is allowed with an exit based on a trailing stop defined by the ATR indicator (Average True Range: volatility indicator) [26] using up to three different ATR multipliers: 1, 2 and 3.

For the implementation of the backtesting, an event-driven design [27] has been followed. This type of design consists of the implementation of a loop algorithm that receives events and responds to each of these events accordingly. In this way, it is possible to simulate that responses are being handled in real time, even though the backtesting is based on historical data. This form of design has a number of advantages associated with it [28]:

• Avoid anticipation bias [29]. This consists of the use of data during the execution of the backtesting that would not have been obtained during the simulated period. Therefore, an event-driven design guarantees that the simulation executed when making the buying and selling decisions only has the data that would actually be available.

• Code reusability [30]. Specifically, the same code can be used both for the execution of backtesting on historical data and for the implementation of a strategy in real time. Only a few changes are necessary.

5. Functionality

Next, the five main functionalities of the application will be explained.

5.1. Dashboard

It is the main screen of the registered user, which shows four different sets of objects (Figure 1). First of all, the last three backtests (“Lista de Backtesting”) created and saved. Second, the three most recently created portfolios (“Lista de carteras”) Finally, the user has direct access to his last three previously saved manual backtests and the last three comments added to the trading journal.

![Figure 1. Dashboard view.](image-url)
In addition, in the upper navigation bar there is a search engine through which you can search for backtesting and financial portfolios whose owners have previously published. The search engine has two fields. In the first, the user selects the option they want to search for: backtesting, portfolio, user, or active. In the second field, the user enters the text that he wants to find. In the case of having selected backtesting, portfolio or asset, the user must enter the ticker of a valid financial asset (the ticker must be the same one with which said financial asset is identified on the page from which data extraction is performed). If the user enters a valid ticker, then the backtesting published by the rest of the users that have been executed on the financial asset whose ticker was entered is displayed on the screen (“Lista de Backtesting”). If it does not find any backtesting or the financial asset does not exist, it shows an empty search. Figure 2 shows an example of a backtesting search through the AAPL ticker (the Apple ticker), as well as its result.

Figure 2. View search backtesting.

The portfolio search works in a similar way. The user selects the portfolio option in the upper navigation bar and then enters the ticker of the financial asset on which he wants to perform the search. All published portfolios (“Cartera”) containing the asset whose ticker was entered are then displayed (“Lista de carteras”). Figure 3 shows an example of a portfolio search through the ticker NFLX (Netflix ticker).

On the other hand, the user can also search for financial assets in order to consult the daily price data available in the system. To do this, the user selects the asset option in the top navigation bar and then enters the ticker of the financial asset he wants to search for. If the user enters a valid ticker, then a graph is displayed with the evolution of the asset’s price and, below, a table with all the daily price data (Figure 4).
On the other hand, the user can also search for financial assets in order to consult the daily price data available in the system. To do this, the user selects the asset option in the top navigation bar and then enters the ticker of the financial asset he wants to search for. If the user enters a valid ticker, then a graph is displayed with the evolution of the asset's price and, below, a table with all the daily price data (Figure 4).

Finally, the user also has the option to search for other users. To do this, you must select the user option in the upper navigation bar and then enter the username of the user you want to find.
5.2. Backtesting

The main functionality of the application is to execute the backtesting of a trading strategy based on buying or selling at the maximum or minimum of the price in a given time frame. To do this, the user can access the functionality both through the dashboard and the navigation bar. Through the dashboard, the user has to click on the run backtesting button in the backtesting list section. Additionally, if the navigation bar is used, then it must be clicked on the backtesting button on the side navigation bar, which will open a drop-down menu, and the user must click on the run backtesting option (Figure 5).

Figure 5. Select run backtesting.

Next, the user must configure the backtesting by completing a form divided into five steps:

- In the first step (Figure 6a), the user gives a name to the backtesting and configures the portfolio on which the backtesting is going to be executed. In the currency field ("Moneda"), the user must enter the currency symbol (EUR, USD…).
- In the second step (Figure 6b), the user enters the list of tickers of the financial assets on which the backtesting is to be carried out.
- In the third step (Figure 6c), the user selects the dates ("Fecha de inicio", "Fecha de fin") between which he wants to run the backtesting. If the user chooses dates for which there are no data for the chosen financial assets, the application will inform the user after submitting the form.
- In step 4 (Figure 6d), the user chooses the sub-strategy ("Estrategia") to be evaluated. It is possible to choose between the following: buy highs, sell highs, buy lows, and sell lows.
- Finally, in the last step (Figure 6e), the parameters of the chosen sub-strategy are configured: the time frame ("Marco temporal") and the type of output desired ("Salida"). Once all the fields of the form have been completed, the user clicks (Figure 6f) on the run backtesting button, and if the data are correct, the backtesting is created.

Once executed, the results of the backtesting are displayed. First, the system displays an alert about whether or not the use of this strategy is recommended (Figure 7a). Next, it
The system displays an alert (Figure 7a) about whether or not the use of this strategy is recommended. Next, it shows the statistical results of the backtesting executed: the cumulative return (“Retorno Total”), the Sharpe ratio (which measures the relationship between return and risk), the maximum fall or highest drawdown (Max Drawdown), and the duration of this drawdown (“Drawdown duration”). In addition, a graph is generated with the evolution of the capital curve of the strategy. Likewise, there is the option of viewing a graph (Figure 7b) for each of the financial assets on which the backtesting has been carried out, which shows the evolution of the price of the financial asset in question together with the buy and sell signals set by the strategy. Figure 7c shows an illustration of this type of graph (“Backtesting de compra en máximos de Iberdrola”) with the evolution of the price for Iberdrola and the buy (green) and sell (red) signals set by the strategy. Finally, to save the backtesting for later recovery, the user must click on the save button, and once saved, the buttons to share (“Compartir”) and delete the backtesting (“Borrar”) will appear (Figure 7d).

It is also possible to carry out the execution of the backtesting by groups. To do this, the user must click on the backtesting element in the navigation sidebar. Once the drop-down menu is open, the user has to click on run (“Ejecutar Backtesting por Grupos”) backtesting by groups (Figure 8a). Next, the user must complete a form similar to the previous one about run backtesting. The only difference resides in completing a previous step in which the user must choose the metric to use to divide the financial assets into two groups. To do this, the user has two options: market capitalization (“Capitalización del Mercado”)

Figure 6. (a) Backtesting form step 1. (b) Backtesting form step 2. (c) Backtesting form step 3. (d) Backtesting form step 4. (e) Backtesting form step 5. (f) Backtesting configuration view.
and (“Volumen”) volume (Figure 8b). Once the form is completed, the user can review the backtesting created (Figure 8c) for each of the two sets of financial assets formed. Then, the management is done in the same way as in the previous case (view, execute, save, publish or delete).

Figure 7. (a) Alert result backtesting. (b) View backtesting results. (c) Chart view of trading signals. (d) Share and delete buttons backtesting.

Figure 8. (a) Form run backtesting by groups”. (b) Form run backtesting by groups”. (c) View backtesting by groups.
5.3. Portfolio Management

This functionality allows the creation and maintenance of financial portfolios. The user accesses by clicking on the create portfolio button (“Crear cartera”) within the portfolio list section of the Dashboard or using the navigation bar by clicking on the portfolio button in the side navigation bar (this opens a drop-down menu and the user clicks on the option create portfolio (Figure 9a). Next, a form is shown where the portfolio data are filled in (Figure 9b): name (“Nombre Cartera”), capital (“Capital”), currency (“Moneda”), and financial assets (“Elegir los activos financieros que van a componer la cartera”) of the portfolio. Once the portfolio is created, the user can access its most relevant statistics and visually consult the losses or gains, the market value (“Valor de Mercado”) of the portfolio, the capital (“Capital”) that it has in its account, and the equity (market value plus capital). In addition, it also has a graph that represents the distribution of the assets (“Distribución activos”) in the portfolio (Figure 9c).

Figure 9. (a) Select create portfolio. (b) View create portfolio form. (c) Portfolio view.
To share or delete the portfolio, the user clicks on the buttons that appear in the upper header on the right of the interface. In addition, the user also has access to a set of statistics related to the positions and transactions in the portfolio.

The modification of the portfolio consists of the purchase or sale of contracts for any of the financial assets that make up said portfolio. To do this, there is a form at the top where the user indicates the ticker (Ticker), the type of operation (buy or sell), and the number of contracts to buy or sell (N°). For example (Figure 10), if the user buys 100 more Inditex shares, then the user must select the buy option, enter 100 in the next field, and click the send button (Enviar).

Figure 10. Modify portfolio view.

As for the optimization of portfolios, the process is very similar to that of portfolio creation. It is accessed from the side navigation bar by clicking on optimize portfolio once the menu associated with the portfolio option is displayed (Figure 11a). Next, the user completes a form very similar to the previous one for the creation of portfolios: the capital (“Capital”), the currency (“Moneda”), and the financial assets (“Elegir los activos financieros que van a componer la cartera optimizada”) that are going to compose said portfolio, and the user clicks on the (“Optimizar”) optimize button (Figure 11b).

Figure 11. (a) Select optimize portfolio. (b) Portfolio optimize form view.
Once the form is submitted, the user will observe the results obtained from the optimization (Figure 12): The performance (“Rendimiento”), the volatility (“Frontera eficiente”), the weight distribution of the optimized portfolio (“Distribución de activos”), and the graph of the efficient frontier that represents each one of the portfolios that have been generated during the execution of the algorithm (the abscissa axis represents the standard deviation of the portfolios (volatility) and the ordinate axis the daily performance of these).

![Optimización Exitosa!](image)

5.4. Other Trading Services

Two additional trading services have been implemented. First, the user can run manual backtesting. To access this functionality, the user can click on the run manual backtesting button within the manual backtesting list (“Lista de Backtesting manuals”) section of the dashboard, or use the navigation bar and click on the backtesting button on the toolbar lateral navigation (this will open a drop-down menu, and the user must click on the manual backtesting option) (Figure 13a). Next, the user completes a form whose fields refer to the capital (“Capital”) of the portfolio to be configured and the currency (“Moneda”) in which said portfolio is denominated (Figure 13b), and an interface is generated in which the user enters the profits (“Añadir beneficio”) and losses (“Añadir pérdidas”) to be recorded and the associated date (Figure 13c). Once the data have been entered, the system updates all the associated statistics and displays them automatically. Finally, if the user wants to save said manual backtesting for later recovery, then the user must click on the green Save button (“Guardar”) and enter a name for the manual backtesting (Figure 13d).

The other trading service is the trading journal, where the user also has the opportunity to write comments. To write, the user accesses the dashboard by clicking on the write button in the trading journal section (Figure 14a). Next, a form is shown where the user will write the text and the date, automatically showing a view with the text written by the user (Figure 14b).
5.4. Other Trading Services

Two additional trading services have been implemented. First, the user can run manual backtesting. To access this functionality, the user can click on the run manual backtesting button within the manual backtesting list (“Lista de Backtesting manuals”) section of the dashboard, or use the navigation bar and click on the backtesting button on the toolbar lateral navigation (this will open a drop-down menu, and the user must click on the manual backtesting option) (Figure 13a). Next, the user completes a form whose fields refer to the capital (“Capital”) of the portfolio to be configured and the currency (“Moneda”) in which said portfolio is denominated (Figure 13b), and an interface is generated in which the user enters the profits (“Añadir beneficio”) and losses (“Añadir pérdidas”) to be recorded and the associated date (Figure 13c). Once the data have been entered, the system updates all the associated statistics and displays them automatically. Finally, if the user wants to save said manual backtesting for later recovery, then the user must click on the green Save button (“Guardar”) and enter a name for the manual backtesting (Figure 13d).

Figure 13. (a) Select backtesting manual. (b) Form view manual backtesting. (c) Manual backtesting view. (d) View save backtesting.

5.5. Historical Data Management

The system administrator can upload historical data on the prices of financial assets to the database. To do this, the administrator clicks on the upload historical data (Figure 15a) button (“Subir Datos Históricos”) that appears in the side navigation bar. Next, the user must choose whether to upload data on shares or futures (Figure 15b) and complete a form indicating the data to upload to the system (Figure 15c): the ticker of the financial asset (“Ticker”), the name of the company (“Nombre completo”), the market (“Mercado”) in which it is listed, stock currency (“Moneda”), and data dates (“Fecha de inicio”, “Fecha de fin”). Observed that name, market, and currency should be filled in only if no historical data are been previously uploaded for that asset. After the form is submitted, the system fetches the stock price data from Yahoo! Finance, and a price chart view is displayed for confirmation (Figure 15d). The system detects whether the data that the administrator wants to upload already exist or not and only inserts those that do not exist into the database.

Figure 14. (a) Select write in trading journal. (b) Trading journal view.

5.5. Historical Data Management

The system administrator can upload historical data on the prices of financial assets to the database. To do this, the administrator clicks on the upload historical data (Figure 15a) button (“Subir Datos Históricos”) that appears in the side navigation bar. Next, the user must choose whether to upload data on shares or futures (Figure 15b) and complete a
form indicating the data to upload to the system (Figure 15c): the ticker of the financial asset ("Ticker"), the name of the company ("Nombre completo"), the market ("Mercado") in which it is listed, stock currency ("Moneda"), and data dates ("Fecha de inicio", “Fecha de fin"). Observed that name, market, and currency should be filled in only if no historical data are previously uploaded for that asset. After the form is submitted, the system fetches the stock price data from Yahoo! Finance, and a price chart view is displayed for confirmation (Figure 15d). The system detects whether the data that the administrator wants to upload already exist or not and only inserts those that do not exist into the database.

![Figure 15. (a) Select upload historical data”. (b) View stocks or futures. (c) View form to upload historical data. (d) Confirmation view after uploading historical data.](image)

It is also possible to delete historical data that have been previously uploaded. To do this, the administrator must click on the delete historical data button ("Eliminar Datos Históricos") (Figure 16a) on the side navigation bar and fill out a form with the following data: the ticker of the financial asset in the Ticker box (Figure 16b) and the dates of the data ("Fecha de inicio" and “Fecha final”) to be deleted (Figure 16c). It is also possible to delete all ticker data by checking the select all box. If the data entered by the user are correct, the system will proceed with the deletion of the indicated data and, later, it will direct the user to the main menu.

![Figure 16. (a) Select delete historical data, (b) Form view delete historical data (Ticker), (c) Form view delete historical data (Dates of the data).](image)
6. Conclusions and Future Work

In this article, a web application has been presented that allows the execution of the backtesting of a strategy based on the purchase or sale of a financial asset at the maximum or minimum price. The implementation of this functionality has been done following an event-driven design, which allows backtesting to be carried out with sufficient guarantees and without falling into anticipation bias. Furthermore, it allows great scalability in terms of the number of trading strategies that can be added to the system. Likewise, other functionalities have been implemented that allow the user to monitor their operations as a trader: portfolio management, manual backtesting, the trading journal, and the administration of historical data.

Existing backtesting applications are often difficult to use, offer a limited variety of simulations, and are not very intuitive. This can make it difficult for traders to test different trading strategies and settings, and find the information they need. The developed application improves these limitations in a number of ways. First, the application is very easy to use, even for people with no experience in backtesting. The application’s interface is clear and concise, and the instructions are easy to follow. Second, the application offers a variety of different types of backtesting simulations. This allows traders to test different trading strategies and settings in different market conditions. Third, the application offers a variety of different types of financial operations. This allows traders to test different trading strategies in different markets. Finally, the application is very intuitive. Users can easily find the information they need and perform the tasks they need.

Overall, the developed application is a valuable tool for traders. It is easy to use, offers a variety of different types of backtesting simulations and financial operations, and is very intuitive.

Some observations are necessary. First of all, regarding the backtesting methodology. This methodology presents some limitations such as the following. In the first place, the availability of a broad set of detailed historical data is necessary so that the conclusions obtained can be used to learn strategies and search for behavior patterns. Another limitation is the inability to model strategies that could affect historical prices. Another problem is confirmation bias, that is, the fact that people are more likely to accept information if it seems to support what they already believe or expect. Thus, one can unconsciously adjust the data or adapt the study parameters to create positive results. In this case, the statistical history is misleading and does not represent the true performance of a strategy or system. The functioning of the stock market depends on some parameters, in particular the bid-ask spreads and slippage. Slippage is the difference between the price of a desired order and the price at which the order was actually executed in the market. In this sense, backtesting cannot take this variable into account, so the market entry and exit values may be inaccurate. In addition, bid and ask spreads vary considerably as market conditions evolve in terms of liquidity and volatility.

Secondly, on the objectives of the work. The objective of the work is to create an application where the user can test different investment strategies with historical data so that, in a controlled environment, they can see if their strategies are good or bad, or where they fail. In this way, you will hone your investment skills and hopefully improve your investments in a real portfolio of securities. It is for this reason that it is claimed that the application will help improve the portfolio.

The set of tools implemented are very useful for investing in financial markets; however, the system can be improved in several aspects:

- Add more strategies: It consists of using event-driven design to code new strategies and add them so that the user can execute them.
- Live trading: It consists of using event-driven design to implement live trading.
- Backtesting efficiency: It improves the implementation of functions that perform backtesting by using a multithreaded or multithreaded implementation.
- Portfolio optimization: The mean variance analysis method has been used in the application for portfolio optimization. In this sense, it is proposed as a line of future
work to use other optimization methods (HRP, mCVAR...) so that the user can choose which one to use.

- Add more types of financial assets: Currently, the application only allows you to manage stocks and futures. It would be interesting to manage new asset classes such as bonds, cryptocurrencies, or currencies (forex).

- Application of machine learning: One line of future work is to implement functions that use machine learning techniques for various tasks such as risk management or efficient configuration of a trading strategy.

Finally, comment that the main ideas for continuing the research focus on the use of machine learning techniques. To achieve more realistic results and discover trends or patterns, techniques are required that allow huge amounts of data to be processed efficiently and so that the algorithms can learn from the data. That is why the use of neural networks is proposed, and more specifically, convolutional neural networks, since these allow automatically extracting characteristics that will later be used for classification and pattern search. Perhaps a third way is a mixed solution between the use of backtesting techniques and machine learning algorithms. So algorithms are used to detect patterns, and backtesting is used to validate the patterns that have been found.
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