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Abstract: As an indispensable component of today’s world economy and an increasing success factor in production and other processes, as well as products, software needs to handle a growing number of specific requirements and influencing factors that are driven by globalization. Two common success factors in the domain of Software Systems Engineering are standardized software development processes and process-supported toolchains. Development processes should be formally integrated with toolchains. The sequence and the results of toolchains must also be validated with the specifications of the development process on several levels. The outcome of a conceptual deductive analysis is that there is neither a formal general mapping nor a generally accepted validation mechanism for the challenges that such an integrated concept faces. To close this research gap, this paper focuses on the core issue of the integration of development processes and toolchains in order to create benefits for modeling and automatization in the domain of systems engineering. Therefore, it describes a self-developed integration approach related to the recently introduced prototypical technical implementation TOPWATER. A unified metamodel specifies how processes and toolchains are linked by a general mapping mechanism that considers test options for the structural, content, and semantic levels.
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1. Introduction

As an indispensable component of today’s economy, software is an increasing success factor for both production and working processes. Specific requirements and influencing factors—driven by, for instance, globalization—demand more attention and add more complexity to software development and software products. In order to consider quality, cost, and time constraints while developing complex software, companies tend to replicate established success strategies, with both positive and negative effects [1,2].

Two common success factors in the domain of Software Systems Engineering are standardized software development processes and process-supported toolchains [3]. The introduction and application of at least one of these success factors has a positive effect on a company’s success. The hypothesis that potentially high synergy effects arise may be accepted if these two success factors are introduced, applied, and validly integrated.

In the context of large development projects, contributors especially need to know the formative conditions (who, when, and what to do) and in which quality a document or product needs to be available. Processes should exactly deliver such contributions to increase the success of a project while minimizing risks and total expenses [4].
A process may be defined as a “set of interrelated or interacting activities which transforms inputs into outputs” [5]. All software development steps, including boundaries and artifacts, such as input and output documents or products, quality criteria, and management aspects and roles, are specified in detail in software development processes. They are implemented in companies with the aim of conducting software development projects in a reliable and repeatable way. In the course of time, this leads to an increase in quality and the opportunity to save costs and shorten project durations. In this context, the main driver consists of increasing the efficiency of the project team members in order to make them spend less time on recurring development tasks [6–8].

However, many standardized development processes only serve as general reference models [4,9], and each company adapts them to their particular requirements. Inadequate implementation does not usually influence the common development process, leading to discrepancies between newly defined development processes and actually executed activities and their subsequent outcomes [10]; thus, the intended benefits from new processes are mostly lost.

Employees must, therefore, receive support in order to learn which tools best serve their efficient performance. That is exactly the aim of toolchains, whose components (known as tools) are usually computer programs. Software developers use them to create, test, and maintain other software programs and applications, as well as for other supportive tasks [11]. Toolchains consist of at least two associated tools that interchange data and share a common goal, and they are used in order to efficiently carry out repetitive tasks. This leads to significant cost savings and reduced project duration [12].

If toolchains are viewed in isolation, it is a challenge to check whether the tool sequence, as well as the quality and quantity of the created results, follows a process reference model, as these are general and toolchains are specific.

Development processes should, therefore, not only be formally integrated with toolchains, but the sequence and the results of toolchains must also be validated with the specifications of the development process on several levels; however, there is neither a formal general mapping nor validation mechanism to deal with the challenges of such an integrated concept.

As an example, consider a system architecture created with one or more tools in a toolchain. The absence of the mandatory chapter interface overview from the system architecture poses a problem on both the structural and content levels. If it is created by a toolchain, but there are none or not all interfaces listed in this chapter, the problem is on the content level. If tools have a different understanding of a concept (e.g., interface), this indicates a problem on the semantic level.

If such problems are solved with the successful integration of development processes and toolchains, not only the advantages of both development processes and toolchains remain, but the individual disadvantages also disappear. Finally, a major constraint for the integration is that development processes need to be understood as leading information on how toolchains should be oriented.

Therefore, this paper focuses on the core issue of the integration of development processes and toolchains in order to create benefits for modeling and automatization in the domain of systems engineering. The key result will be a self-developed approach for such an integration (see Section 3.1.2). It is, first of all, a metamodel-based general mapping mechanism, and it presents a description and test options for the structural, content, and semantic levels.

The fulfillment of all of these characteristics is called “semantically valid integration of development processes and toolchains”. Following the introduction of the prototypical technical implementation TOPWATER by Schramm et al. [13], in this article, we provide more detailed insights related to the concepts behind it. Related work and the current state of research are discussed in the following section (Materials and Methods); then, we go into details about the self-developed solution approach and show how to check the syntax of process and tool mappings (Results). This is followed by the fourth section (Discussion),
which is dedicated to an evaluation of the proposed method, as well as conclusions and ideas for subsequent research.

2. Materials and Methods

2.1. Related Work and Contribution

The following section first discusses related work covering process engineering and enactment approaches. After that, tools and toolchain solutions are discussed before integration approaches are presented. Finally, this related work leads to the research gap and contribution. Instead of a systematic literature analysis, the method applied in this paper is more focused on a conceptual deductive analysis.

2.1.1. Process Engineering and Enactment Approaches

In the following section, we present related work covering process engineering and enactment approaches based on formal process metamodels and process descriptions, non-formal process descriptions being beyond the focus of our study. Enactment means here to execute or to “live” the process model. Instead of broader engineering lifecycles focused on systems, we place an emphasis on processes, artifacts, and toolchains. Thus, we do not follow a holistic approach and concentrate only on the processes in engineering life cycles. The approaches are analyzed according to how far they can contribute to the solution concept of this work.

Schramm et al. [10] previously proposed a holistic view of artifacts and activities in the process engineering lifecycle, where different recent contributions on formal process models and descriptions, metamodels, and support in executing processes were reviewed. This holistic view contains compulsory elements for formal process models, which are used in the solution concept proposed in this work, too. The enactment can happen in various ways, such as a transformation of process models to allow process execution, document generation [14], or rule-based execution of processes using explicit modeling languages, e.g., Marvel [15].

In addition to the modeling and enactment of process models, validation plays an important part. For example, the combination of the open- and closed-world reasoning approach by Krisnadhi et al. [16] describes a quite simple way for ontology designers to model local closed-world aspects in their ontologies. They used a knowledge base established on descriptive logic and designated some predicates as closed by augmenting them with meta-information. Those predicates were considered minimized. Bergner [17] used this concept in his methodology for an ontology-driven product configuration process that covers both the definition and validation of the concepts and the subsequent configuration and hybrid validation of the product exemplars. “Hybrid” here means that the validation can be used according to the open-world assumption as well as according to the closed-world assumption. A kind of hybrid validation is also used in the solution presented in this paper (see Section 4.2).

In the literature, one can find several process modeling frameworks, e.g., the Eclipse Process Framework [18], the V-Modell XT Editor [19], or AutoFocus3 [20], which allow modeling and partially enacting and validating processes by means of a metamodel. The solution concept proposed in this paper uses a metamodel, too.

2.1.2. Tool and Toolchain Solutions

This subsection discusses tools and toolchain solutions. The approaches are analyzed as to how far they can contribute elements and functionality to the solution concept of this work.

Portillo-Rodríguez et al. [21] gave an overview of various tools used in globally distributed software development, identifying two main approaches, namely, open platforms, such as Eclipse [22], and commercial tools/toolchains, such as Microsoft’s Team Foundation Server [23] or Rational’s Team Concert [24]. Even if the last one usually contains interfaces that are usable by third-party developers, in general, these platforms are closed to a certain
extent and also require high expenditure and infrastructure requirements. Different from them are open platforms such as Swordfish [25], agosense.symphony [26], ToolNet [27], or ModelBus [28], which provide only mechanisms for technical integration that usually need specific adapters in order to integrate the employed tools. Even so, the adapters used on both open and commercial platforms present certain dependencies on these, which often involve considerable effort and costs. The Software Platform for Integration of Engineering and Things, known as SPRINT [29], was conceived for providing a unified view on the various parts of complex interdisciplinary systems. It managed to connect various domain-specific expert tools by allowing the design and transformation of data transferred between different tools. It employs the Open Service for Lifecycle Collaboration (OSLC) [30] for the actual connection in order to link development artifacts and to add semantics to them and their relations. Furthermore, the Validas Toolchain Analyzer [31] uses a model-based approach in order to document, validate, and qualify toolchains. The toolchain model contains, inter alia, toolchains, tools, artifacts, and use cases. This approach provides elements and functionality for the present work.

2.1.3. Integration Approaches

The last two subsections looked at related process engineering and enactment approaches that were separate from toolchain solutions, each for itself. This subsection will now present integration approaches between processes and toolchains. It is discussed if these related integration approaches solve the problem statement in the introduction. First, the kinds of integration are defined.

Wasserman [32] defined a successful integration between processes and tools in a toolchain as follows: “Process Integration provides a well-defined software development process spanning both the software lifecycle and the development project organization. Process Integration also defines how tools in a toolchain are used to carry out or ‘enact’ the integrated software process. The processes are traceable”. Such integration between processes and tools can be established on various levels:

- Physical level: the means by which information is exchanged, e.g., Files, Web-Services, or API (application programming interface);
- Syntactic level: a common structure of data, e.g., UML (Unified Modeling Language) model serialized as XMI (Extensible Markup Language Metadata Interchange);
- Semantic level: a common understanding of the interpretation of the structured data, e.g., Software Component, Port, or Interface;
- Content level: indicates the completeness of the data, control, and process output.

Solutions for continuous integration (CI), such as those of Jenkins [33], Cruise Control [34], or the Atlassian toolchain (e.g., Jira, Confluence, Bitbucket, Trello) [35], are agile representatives of often neglected but important aspects of process integration, especially on the semantic level, e.g., JIRA components versus software components. Amalfitano et al. [36] presented an industrial experience in the context of an international automotive company and developed an integration architecture based on Jenkins that integrates an application lifecycle management with the tools used to carry out a testing process conducted in the company. It allows the automatic generation of traceability links among the artifacts related to this process. They also mentioned as a future plan the intention of adapting their integration approach in further industrial contexts and different software processes involving different types of tools and artifacts, as well as the intention of evaluating additional quality attributes of the process.

Other software solutions in the field of process automation, such as Stages from Method Park [37] or Bizagi Suite [38], mainly cover the process integration, but apart from that, they neglect the semantic and content levels. So-called enterprise service buses, such as Modelplex [39] and comparable approaches, are only limited to the provision of basic mechanisms of technical integration. Finally, the most substantial issues with respect to this are the integration and related activities concerning functionalities in the meanings of base objects and workflows.
2.1.4. Research Gap and Contribution

Wasserman [32] not only defined process integration as an important issue for setting up toolchains, but also defined integration concerning the platform, presentation, data, and control. Adding various abstraction levels (physical, syntactic, content, and semantic) to the integration ones and mapping the presented approaches to this procedure, we obtained the scheme presented in Figure 1. It should be emphasized that there is no holistic approach available that covers all integration and abstraction levels. Several research gaps, especially in the fields of semantic and content abstraction, can be noted in Figure 1.

General mapping mechanism: Our approach aims to reduce the illustrated research gap by enabling the ability to create valid mappings between development processes and toolchains based on persisting mapping restrictions. The presented approach primarily integrates toolchains on the process integration level by taking all abstraction levels into account. The integration level process, however, also influences the control and data integration of the tools. The prototypical technical implementation TOPWATER [13] partially covers the Presentation integration within it, but should not share a common look and feel in the concrete tools from the user’s perspective. For the integration and sequence checking, a mapping mechanism based on a metamodel (see Section 3.1.2) was created, which enabled toolchains and processes to be linked with the help of so-called PTUseCases (ProcessTool-UseCase). This is based on the fact that development processes and toolchains each consist of artifacts, as the related work has shown. These may then be linked via higher-level use cases (PTUseCases) in order to achieve a specific business goal as well. In addition, mapping restrictions were identified that must be included in this concept to ensure only valid mappings (see Section 3.2). The concept is evaluated with a case study (see Section 4.1).

In order to perform a validity check of the physical, structural, semantic, and content requirements, we developed a method called hybrid validation (see Section 4.2) that focuses on divergence with regard to structure, content, and semantics affected by the current quality of the results of the toolchain and the quality specified by the development process.

![Figure 1. Identifying the research gap.](image-url)
3. Results
3.1. Solution Concept

To construct a solution concept, we employed the ideas of Model-Driven Development (MDD). Two basics are presented in the next subsection before the solution concept obtained by using these basics is offered. Classes of models are written in italics and begin with a capital letter.

3.1.1. Basics
Accountability Pattern (Fowler)

Fowler [40,41] designed an analysis pattern called Accountability, which represented a complex graph of relationships between Parties. The basic form of Accountability allows any combination of Parties with any Accountability Types. This can be handled by introducing a knowledge level and an operational one, as well as constraints to limit the way Accountabilities can be arranged with Parties.

Figure 2 shows the customized Accountability pattern for directed graphs [41]. Customization means the addition of both levels. The operational level consists of Accountability, the Party, and their interrelationships. The knowledge level consists of the Accountability Type, Party Type, and their interrelationships. The knowledge-level objects define the permitted instances of operational-level objects. Accountabilities can only be established between Parties according to corresponding Accountability Types and Party Types. Every day, the model records the events of the domain at the operational level [40]. Whenever an Accountability is created, it uses its type to validate the Accountability [41].

Figure 2. Accountability pattern with the knowledge level for directed graphs (customized) [41].

Linguistic vs. Ontological Metamodeling

Atkinson and Kühne [42,43] presented six requirements for an MDD-supporting infrastructure; in particular, they defined how the model’s elements represent real-world elements, including software artifacts and concepts for facilitating user-defined mappings from models to other artifacts, including code.

They identified four problems in the traditional infrastructure of Meta-Object-Facility (MOF) [44]—for instance, that there exists no explanation of how entities in the infrastructure are related to the real world. This and the two mentioned requirements are relevant to the concepts developed in this paper.

An MOF consists of four layers (M0: user data, M1: model, M2: metamodel, M3 meta-metamodel/MOF). Except for M3, each level is an instantiation of the next higher level. M0 contains the data objects created and changed by software tools. These objects are defined in M1 by the user concepts. On this level, domain data or process descriptions can be modeled. The structure of these models is defined in the metamodel M2, which
is grounded by M3, which itself is defined to exclude more levels above it. MOFs make no difference between ontological or linguistic instantiation and no choice about their metalevels’ meaning [42].

This drawback and other flaws of MOFs motivated Atkinson and Kühne to develop two orthogonal dimensions of metamodeling with the intention of forming two distinct instantiation types. The first one is called linguistic instantiation and is used for language definition, while the second is ontological instantiation and is concerned with domain definition. Both dimensions occur simultaneously and have the ability to locate a model element with the language ontology space. The MOF layers are renamed Lin0–Lin3 to highlight their linguistic roles [42].

Figure 3 shows the linguistic and ontological metamodeling view. The linguistic instance-of relationships follows a vertical direction. Lin2 and Lin3 (linguistic levels) are the levels for language definition. The ontological instance-of relationships (horizontal) relate user concepts to their domain types, i.e., to a secondary role within one linguistic level. In Lin2/Ont0 (ontological level), the model element Object is an ontological instance of the model element Class in Lin2/Ont1. The model element Lassie on Lin1/Ont0 is an ontological instance of the model element Collie on the same linguistic level, but on a different ontological level, Ont1. Thus, Lassie is on a lower ontological level than Collie. On Lin0, the picture of the dog—the real Lassie—is an instance of the mental concept Collie (the Lightbulb). The user objects are model representatives of the real-world objects, and they inhabit the Lin1 level along with the types that they are ontological instances of. The real Lassie is represented the object Lassie. The instance-of is no longer used to characterize the real Lassie as an instance of Collie. User data are part of the real world, too. It is possible to have more than two levels of ontological instances Ont0 and Ont1, but for our study, these two should be enough [42].

![Figure 3. Linguistic and ontological metamodeling view (customized by adding the linguistic and ontological levels) [42].](image-url)
3.1.2. Solution Concept by Using the Basics

This subsection gives an overview of the proposed solution concept, which is represented in Figure 4. The whole approach is grounded in a metamodel (blue box) corresponding to the Lin2 level [42]. In its core, the metamodel facilitates modeling software development processes, modeling tools as part of a toolchain, use-case-based mappings between processes and tools to allow a seamless integration solution, and quality gates, including requirements. In addition, a two-part validation mechanism is established. The metamodel is divided into two general parts, the knowledge layer and the instance layer. This two-layer concept corresponds to the Accountability pattern of Fowler, where the instance layer complies with the operational one.

![Figure 4. Solution concept (overview).](image)

The knowledge layer consists of four sublayers: process, tool, mapping, and quality gate. The first two are involved in modeling processes and toolchains independently of each other, and they comply with the following principles.

ProcessArtifacts together with ProcessActions define a Process. Process modeling follows the UML Activity Diagram principles [45] (including, e.g., start-, split-, and conditional actions), and hence, the users can model object and control flows alike. The ProcessArtifacts can be connected with inputs (PInput) and outputs (POutput) from/to ProcessActions.

Similarly, a Toolchain contains Tools, ToolArtifacts, and the relations TInput and TOutput. The Toolchain modeling follows the UML Activity Diagram principles, too. The issues of the Toolchain modeling and the Process modeling are directed graphs.

The mapping layer consists of the classes Mapping and PTUseCase. The class Mapping allows the linkage of Tools and Processes so that the development process can be tracked and, thus, aid the different certification requirements. Mapping classes are part of PTUseCase, whose components link PInputs with TInputs and POutputs with TOutputs, i.e., ProcessActions are connected to Tools that realize them via their corresponding in- and output edges.

Figure 5 shows an example of a PTUseCase and two Mappings between Processes and Toolchains on the linguistic levels Lin1/Lin2 and the ontological level Ont1 on the right.
side. The level appurtenance of the elements is illustrated with colors. The Process has a control and an object flow, two ProcessArtifacts, one ProcessAction, one PInput, and one POutput. The Toolchain has only an artifact flow, one Tool, three ToolArtifacts, two TInput, and one TOutput. The input- and outputedges are connected by one PTUseCase with two Mappings, the first PInput ep1 is linked to two Tinputs, et1 and et2, by the first Mapping, and the second POutput ep2 to the Toutput et3 by the second Mapping. The figure shows an extracted example of a corresponding Lin1/Lin2 Ont0 view that will be dealt with later.

The class Mapping corresponds to the Accountability Type of Fowler [42], which defines one legal pairing of Party Types. The edges of the directed graphs (PInput, POutput, TInput, TOutput) correspond to the Party Types. ProcessArtifacts, ToolArtifacts, and Mappings are generalized (linguistic instance-of relationship) to an abstract KnowledgeElement with the purpose of encapsulating functionality and reducing connections. The KnowledgeElement can be connected to one or more QualityGates by a reference. By design, a QualityGate is a predicate expressed in Object Constraint Language (OCL) from the Object Management Group to define product states and product attribute values at certain project stages. QualityGates represent critical steps in the evolution of artifacts, and, within this evolution, several product-specific expressions must be true for the project to continue.

The instantiation of the knowledge layer is the instance layer with the benefit of enacting the integration of Processes and Toolchains. In fact, it is an ontological instantiation of Atkinson and Kühne to define the domain, e.g., the ProcessArtifactInstance is an ontological instance of ProcessArtifact, a secondary role, which is called Object in the Lin2 level. ProcessArtifactInstance is on a lower ontological level than ProcessArtifact. Things work analogously for the other four classes in this layer. ProcessArtifactInstance, ToolArtifactInstances, and MappingInstances are generalized (linguistic instance-of relationship) to an abstract InstanceElement, which encapsulates functionality and reduces connections. InstanceElement can have one or more connections to QualityGateEnactment by a reference. The QualityGateEnactment binds the free variables, which were introduced in the terms of the QualityGate.

The correct linking of ToolArtifactInstances and ProcessArtifactInstances is ensured through MappingInstances—corresponding to the Accountabilities of Fowler—with user support and the information about where the ToolArtifacts are physically located. Whenever a MappingInstance is created, the MappingInstance uses its type to check its validity. For improved clarity, the instances of the PInputs, TInputs, etc. (Party) are not shown in Figure 3.
The levels Lin1 and Lin0 are not shown in Figure 3 either. There are more linguistic instance-of relationships from Lin2 to Lin1 and from Lin1 to Lin0. During the modeling time, it cannot be determined how many exemplars must be planned in a concrete project. For this reason, linguistic instances of ProcessArtifactInstances are created during the project planning on level Lin1, e.g., if SW-Specification is a linguistic instantiation of ProcessArtifact, then PrivateCustomerManagement:SW-Specification is a linguistic instance of ProcessArtifactInstances and an ontological instance of SW-Specification (compare with Figure 4). The elements of Lin1 represent the elements of the real world on Lin0, e.g., concrete digital ToolArtifactInstances exemplars in different versions, and their dependencies are created and worked on by concrete tools during the project.

There are two stages of validation. The first one (green box in Figure 4) focuses on the toolchain, process, and mapping layer and is employed for checking the syntax of Process and Tool Mappings—a proof of concept is briefly described in the next section. After that, the validation of the physical, structural, semantic, and content requirements of the current and future QualityGates with a hybrid validation—a proof of exemplars—are shortly described as future work. This can be seen in the red box in Figure 4, where we focus on the instance and quality gate layers.

3.2. Checking the Syntax of the Process and Tool Mappings

After presenting the solution concept, in particular, how Processes and Toolchains can be connected with PTUseCases and Mappings, in this section, we describe how the proposed approach ensures that only valid mappings can be taken into consideration by checking their syntax. The requirements that we consider for such valid Mappings in this context are listed below.

**Requirement 1: Type-conforming edge Mapping.** A set of PInputs can be mapped only to a set of TInputs. A set of POutputs can be mapped only to a set of TOutputs. This requirement is covered by the implementation of the Accountability pattern.

**Requirement 2: Assurance of the execution semantic.** The UML Activity Diagram token semantic is based on Petri nets [46]. The first Mapping of a PTUseCase lays tokens on the edges of the Process and the Toolchain that the Mapping contains. The tokens wander to the first ProcessAction(s) and Tool(s). If all required tokens fit on the ProcessAction(s), this (these) will be executed and will, thus, trigger the related Tool(s) under the condition that all of the required tokens were present. After these executions, the tokens go out of the ProcessAction(s) and Tool(s) monitored by the PTUseCase until the second Mapping—if there is one—of the PTUseCase is achieved. Thus, it is important that no Mapping blights this execution semantic. This requirement cannot be covered by the Accountability pattern.

**Requirement 3: An (almost) perfect coverage of the Processes through Toolchains.** This is useful for certification needs and for analyzing time and cost reductions, e.g., which Tool is not/less used by Processes.

There are four mechanisms for supporting the validation stages and meeting the requirements, which are detailed in the following paragraphs: sequence checking, type filtering, cross-checking Mapping, and cross-checking PTUseCase. The first and the third mechanism are realizable with OCL.

**Sequence checking.** The mechanism of the sequence checking validates whether the process sequence requirements are fulfilled by the toolchains. ProcessActions contain an attribute called steptype, which defines whether the ProcessAction needs Tool support or not. A simple algorithm checks whether each edge (PInput, POutput) of the Tool-supported ProcessActions of a Process is connected in a Mapping of a PTUseCase with a Tinput or, rather, a Toutput. There are three input parameters for this algorithm: every PInput, every POutput, and every Mapping of the investigated Process. The outcome is a string with the information of what percentage of the investigated Process is covered by the Toolchain and which ProcessActions are not yet covered. An extension is a check on which parts of the Toolchains do not yet belong to a Mapping. This mechanism fulfills Requirement 3.
**Type filtering.** The just-in-time type filtering ensures that $P_{Output}$ elements can only be mapped to other $T_{Output}$ elements and $P_{Input}$ elements can only be mapped to other $T_{Input}$. This corresponds to the legal pairing of Party Types by Fowler. This mechanism fulfills Requirement 1.

**Cross-checking Mapping.** The next two cross-checking mechanisms are more complicated, but they fulfill Requirement 2. The problem is shown in Figure 6 as an example. A Mapping may have a $P_{Input}$, which is located at the beginning of a Process. $T_{Input}$ is located at the end of a Toolchain and is connected in the Mapping with $P_{Input}$. A problem occurs if there is a second mapping connecting $P_{Input}$ (at the end of the mentioned Process) with $T_{Input}$ (at the beginning of the mentioned Toolchain). When this happens, a crossover—or, more precisely, a sequence problem—can be noticed because $P_{Input}$ comes before $P_{Input}$ and $T_{Input}$ comes before $T_{Input}$.

![Figure 6. Mapping crossover problem.](image)

The first phase of the solution is a strict-order forming of the edges in directed Process and Toolchain graphs. If there is a directed way/path from an Edge$_1$ to an Edge$_2$, then Edge$_1 <$ Edge$_2$. However, this is not trivial because of the existence of cycles in Toolchains or Processes. The solution is an algorithm for finding the elements of a Toolchain and a Process, which may be (at the same time) maximal in a PTUseCase.

**Steps:**
1. Use the algorithm of Tarjan [47] separately for Toolchains and Processes to find the strongly connected components (SCCs) in order to identify the problematic cycles. An SCC is a part of a graph where every node is reachable from every other node of the part. Summarize every SCC with multiple elements to a new node, but store the edges within this SCC for later.
2. Determine the strict orders in the modified Toolchains and Processes.
3. Analyze the cycle types [48] for every multi-element SCC as follows.
   - Cycle type 1: The whole Toolchain/Process is just one SCC.
   - Cycle type 2: There exists exactly one inputedge in the SCC of the Toolchain/Process or, rather, more inputedges (from outside) in the same element of the SCC.
   - Cycle type 3: There exists more than one inputedge (from outside) in different elements of the SCC.
4. (a) Only for Toolchains; for SCCs with cycle types 1 and 2, the rules hold: “It is forbidden to put more than one edge of this SCC together in the same PTUseCase” and “It is forbidden to put an edge of this SCC together with an edge of another multi-element SCC in the same PTUseCase”. SCCs with cycle type 2 have a clear
starting point. Start here and determine the strict orders within the SCC (with the stored edges of step 1) until there is a back-edge. Mark the back-edges. The determined strict-order edge elements are not affected by the rules.

(b) Exception for Processes; this step is analogous to step 4a. However, in Processes, there is, additionally, a control flow. Coming from the starting point in the control flow, it is possible to identify a clear starting point in a multi-element SCC with cycle types 1 and 3 as well. Under this circumstance, the procedure for cycle types 1 and 3 is the same as that of cycle type 2.

5. Consider the marked back-edges and determined the entirety of the strict orders in the Processes and Toolchains.

6. Consider the rules and form the orders of all valid PTUseCases—until now—with their maximum elements.

For the second phase of the solution, the PTUseCase and Mappings are analyzed from a mathematical point of view, and strict orders are used for mathematical mappings and restrictions. The first observation is that there is a morphism $f_{MAP}$ by using Mappings of PTUseCases, which maps PInputs or POutputs of a Process to TInputs or TOutputs of a Toolchain. This requires that the Mappings in PTUseCases are strictly isotone with the mapping $f_{MAPstrict}$ which is defined as follows.

**Definition 1.** Cross-checking Mapping restriction. Let $P, T$ directed Graphs for the Process and Toolchain and let $(EP, <_{ep}), (ET, <_{et})$ be two strict orders, one for Processes and one for Toolchains. For the Mappings of a PTUseCase exists a mapping $f_{MAPstrict}$ with

$$
(v, w) \in EP \Rightarrow \left( f_{MAPstrict}(v), f_{MAPstrict}(w) \right) \in ET
$$

$\land$ for all Elements $v, w \in EP$ :

$$
v <_{ep} w \Rightarrow f_{MAPstrict}(v) <_{et} f_{MAPstrict}(w)
$$

**Cross-checking PTUseCase.** To avoid crossovers between PTUseCases, the solution of the cross-checking Mapping can be reused. This requires a strict isotone mapping between PTUseCases, which is defined as follows.

**Definition 2.** Cross-checking the PTUseCase restriction. Let $(EP, <_{ep})$ and $(ET, <_{et})$ be two strict orders, one for Processes and one for Toolchains. Let $a \in EP$ in PTUseCase$_1$ and let $a' \in EP$ in PTUseCase$_2$ Then, for all $a, a'$:

$$
a <_{ep} a' \Rightarrow f(a) <_{et} f(a')
$$

These four mechanisms (sequence checking, type filtering, cross-checking Mapping, and cross-checking PTUseCase) are essential for checking the syntax of Process and Toolchain Mappings.

4. Discussion

4.1. Evaluation

Schramm et al. [13] already explained the prototypical technical implementation of the concepts shown here and demonstrated their feasibility in the TOPWATER tool, and below, we briefly present their work for reasons of application and evaluation.

In order to allow a formal tool qualification [49], which means that a tool can be qualified according to a given standard and it can be mapped to an assessable process in order to create a certification-ready work environment, TOPWATER is integrated with the Validas toolchain. To permit an easy integration in various toolchains, TOPWATER’s metamodel is developed within the Eclipse Modeling Framework, which is known to allow the generation of a modeling tool starting with the metamodel.

A complete safety case and the ISO 26262:2018 chapters 6 and 8 were modeled in TOPWATER and assessed by TÜV Süd (Technischer Überwachungsverein; English: Technical Inspection Association—German businesses that provide independent inspection and
product certification services). Due to the confidentiality of the cases and data involved, the TOPWATER paper presents an anonymized and simplified scenario case, which covers the tool qualification process, the mapping of standards’ requirements and their mapping to tools, the mapping of processes and tools, and the generation of compliance reports.

More concretely, the problem of checking whether a defined process has been performed or not is posed. TOPWATER allows the modeling of processes, artifacts, and tool models. This integrated modeling approach aims to reduce breaks in processes and toolchains, which are critical in safety-critical system development. Another feature of the tool consists in its ability to import process models. A process is thus connected with the tools used to enact it and the standard, which needs certain activities to be executed in order to be eligible for certification. TOPWATER provides a mapping on the basis of which an integrated model can be created and evaluated for consistency and compliance. Moreover, it supports the generation of the reports required by the certification authorities. It can be directly integrated with the project involved as well. The project’s progress can be tracked and, to a certain extent, predicted by continuously maintaining its state through constraint-based quality gates, thus making early plan deviations possible, in principle. Last but not least, the qualification method implemented by means of TOPWATER is able to validate itself as well.

4.2. Summary and Future Work

Because of the growing importance and complexity of software, development processes and toolchains are mandatory for supporting software engineering. The synergy effects in the key factors’ quality, time, and costs are more positive if processes and toolchains are completely integrated and the integration has validation mechanisms.

This article presented an approach whereby a unified metamodel is used to specify how Processes and Toolchains are linked by Mappings and so-called PTUseCases. The metamodel uses the Accountability pattern of Fowler and the linguistic and ontological metamodeling view of Atkinson and Kühne.

Furthermore, the concept ensures that only valid mappings can be produced by checking the syntax of such mappings. Three requirements for such valid mappings in this context were considered: type-conforming edge Mapping, assurance of the execution semantic, and an (almost) perfect coverage of the Processes through Toolchains. These requirements were covered by four mechanisms: sequence checking, type filtering, cross-checking Mapping, and cross-checking PTUseCase. For the cross-checking, the algorithm of Tarjan and strict orders have an important role.

The metamodel also allows a proof of exemplars to check the physical, structural, semantic, and content requirements of the current and future QualityGates, as shown by the red box in Figure 3. Because of the validation view of the present and the future, the employed validation method is a hybrid one, which allows support for quality assurance activities and the checking of a project’s progress.

This uses a validation model based on QualityGates, which is a predicate expressed in OCL to define product states (e.g., every SW-Specification is finished) and product attribute values (e.g., every SW-Specification has exactly one assignment to a SW-Architecture) at certain project stages. Hence, they have an assignment to one or more ProcessActions (e.g., Create SW-Specifications). QualityGates represent critical steps in the evolution of artifacts, and, within this evolution, several product-specific expressions must be true for the project to continue.

During the modeling time of the ProcessArtifacts, it is not possible to know how many instances are needed. For this, concrete ProcessArtifact Instances are created during the planning phase of a project on Lin1. During the project execution, real-world artifacts of ToolArtifacts Instances and their dependencies are created and modified by Tools on Lin0. They could fulfill the concepts, which are defined in their assigned ProcessArtifactInstances or ProcessArtifacts on Lin1, in whole or in part. These concepts (physical, structural, semantic, and content requirements) can be validated by QualityGates with the hybrid
validation. Additionally, the information about the physical data storage path is defined in the ToolArtifacts.

The QualityGate validation provides two views, the closed-world view (CWV) and the open-world view (OWV). The CWV focuses on supporting completeness checks of real-world artifacts. To this end, an artifact-specific expression is assumed to be false (i.e., a quality criterion is not yet fulfilled) whenever it is not evaluated as true for a certainty. Thus, performing a validation on a QualityGate and all artifacts assigned to it provides an overview of all incomplete artifacts and, particularly, the attributes that cause the tests to fail. On the other hand, the OWV assumes an expression to be true, regardless of its actual evaluation. Consequently, this view provides a broader picture of the modeled project and supports prediction. This is achieved by checking which subsequent QualityGates might be fulfilled given the current project status. The prediction can be used to identify QualityGates that can be reached according to plans, as well as to identify those QualityGates that cannot be reached anymore, should the process be executed as planned and without modification. Such predictions can be used for early deviation detection, thus enabling project managers to initiate counteractions as early as possible.

The proposed concept reduces the current research gap, as it primarily integrates toolchains on the process integration level. The process integration level influences the control and data integration of the tools. The prototypical technical implementation TOPWATER [13] partially covers the presentation integration, but should not share a common look and feel in the concrete tools from the user’s perspective. The presented approach takes all abstraction levels into account. The first validation stage focuses on the toolchain, process, and mapping layer and has the ability to check the syntax. The hybrid validation checks the physical, structural, semantic, and content requirements of the current and future QualityGates.

The model-based approach improves consistency, requires less writing (mainly management), and has model guides throughout the process. Furthermore, an empirical analysis of the concept implemented in the TOPWATER tool can be investigated. The evaluation is limited to descriptive results. It could be enriched with insights into the validation mechanisms and threats and some initial statistical results. Furthermore, the hot-swap of toolchains due to cancellation, availability, or safety-criticalness, or the hot swap of processes due to new laws or compliance, could be another field for investigation. In addition, an article about the proof of exemplars in detail is currently under preparation.
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