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Abstract: There is an exponential rise in the use of smartphones in government and private institutions due to business dependencies such as communication, virtual meetings, and access to global information. These smartphones are an attractive target for cybercriminals and are one of the leading causes of cyber espionage and sabotage. A large number of sophisticated malware attacks as well as advanced persistent threats (APTs) have been launched on smartphone users. These attacks are becoming significantly more complex, sophisticated, persistent, and undetected for extended periods. Traditionally, devices are targeted by exploiting a vulnerability in the operating system (OS) or device sensors. Nevertheless, there is a rise in APTs, side-channel attacks, sensor-based attacks, and attacks launched through the Google Play Store. Previous research contributions have lacked contemporary threats, and some have proven ineffective against the latest variants of the mobile operating system. In this paper, we conducted an extensive survey of papers over the last 15 years (2009–2023), covering vulnerabilities, contemporary threats, and corresponding defenses. The research highlights APTs, classifies malware variants, defines how sensors are exploited, visualizes multiple ways that side-channel attacks are launched, and provides a comprehensive list of malware families that spread through the Google Play Store. In addition, the research provides details on threat defense solutions, such as malware detection tools and techniques presented in the last decade. Finally, it highlights open issues and identifies the research gap that needs to be addressed to meet the challenges of next-generation smartphones.
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1. Introduction

The widespread adoption of mobile devices, such as smartphones and tablets, has become increasingly prevalent in recent years. These devices provide individuals with a variety of benefits, including easy access to communication, navigation, entertainment, and social networks [1]. The enormous development and advancement of technology have made mobile devices more affordable, leading to their widespread adoption [2]. The use of mobile devices in offices has also significantly increased due to flexible organizational
policies, such as remote network access and bring your own device (BYOD) [3]. According to Zippia statistics, 85% adults in the United States own a smartphone as of the year 2022. The usage of these devices is substantial, with each person spending an average of 5 h and 24 min on their mobile device each day and checking their phones an average of 96 times per day. At the global level, there are approximately 6.65 billion smartphone users. It is recorded that 62.06% of website traffic originates from mobile devices, which shows a significant increase that supersedes all other network devices.

In the current smartphone market, several companies are manufacturing smartphones such as Android, iOS, Windows, Blackberry, Symbian, Tizen, and Harmony operating systems [4–6]. Among all these OS providers, Android-based smartphones are widely adopted and cover up to 87% of the global market share [7]. However, in parallel to increased Android usage, it has become a prime target for cybercriminals, and it is facing a variety of cyber threats. There have been multiple types of malware attacks, such as: Pegasus [8] and SunBird [9]. These are new variants of malware and specifically designed APT that have been launched in users of cellular phones [10]. Most of the time, such kinds of APT are launched to spy and target high profiles, government/private institutions, surveillance agencies, as well as common users. Mostly, the purpose of these attacks is to spy on target activities by stealing device data, such as call logs, contacts, images, videos, and documents [11,12].

Although researchers are working to advance the understanding of innovation, novelty, and security in mobile manufacturers through user-friendly policies, authentication mechanisms, and security controls [13]. However, Android still needs to address many vulnerabilities that need to be addressed. As the platform continues to evolve, new threats and vulnerabilities are constantly being discovered and reported, making it difficult for researchers to fix the vulnerabilities as quickly as they are discovered. Furthermore, many of the vulnerabilities discovered are not easily fixable and require substantial effort to investigate; as a result, these vulnerabilities often need to be fixed for long periods, leaving Android users vulnerable to malicious attacks. Since the development of Android, it has been identified with approximately 4000 vulnerabilities [14,15].

In recent years, the security landscape for mobile devices has changed dramatically, with attackers increasingly targeting these devices through side-channel attacks [16,17] and malware spread through the Google Play Store [18]. Although previous research has explored vulnerabilities and attacks against mobile devices, these studies often fail to address contemporary threats such as APTs, side-channel attacks, and attacks launched through the Google Play Store. To address this gap in the literature, the underlined article aims to provide a comprehensive overview of the Android ecosystem. It provides a survey of the past 15 years (2009–2023) that highlights security and privacy changes, vulnerabilities, threats, and the corresponding defenses. Additionally, the underlined article provides an in-depth analysis of various types of APTs and malware, including their classification and the methods used to exploit device sensors. Moreover, it also visualizes the various methods used in side-channel attacks [19], including the most common malware families that spread through Google Play.

In addition, the article provides an overview of threat defense solutions, malware detection tools, and techniques that have been developed in recent years. This includes a discussion of the strengths and weaknesses of each approach, as well as an evaluation of their effectiveness. Our research also identifies open issues and highlights the research gap that needs to be addressed to provide robust and effective security for next-generation smartphones. By addressing these issues and identifying areas for future research, we aim to contribute to the development of more secure and reliable mobile devices in the years to come.
1.1. Contributions

1. The survey provides an overview of the current state of smartphone security, identifies trends and patterns in the types of attacks being launched, and illustrates the tactics and techniques employed by attackers.

2. This research will provide the descriptive knowledge required to identify vulnerabilities, APTs, side-channel attacks, and malware families propagated through the Google Play Store. This knowledge will assist mobile manufacturers, anti-malware companies, and Google Play developers in taking preventive measures to ensure the security and privacy of Android users.

3. This research will serve as a valuable resource for the research community to obtain a thorough understanding of the current state of smartphone security and identify areas for future research, open issues, and deficiencies in the Android ecosystem.

1.2. Organization of This Paper

This paper is organized into the following sections. Section 2 provides a comparative study of the existing literature associated with the chosen domain. Section 3 provides the background of the research topic. Section 4 provides details of the survey methodology adopted throughout the article. Section 5 provides a list of vulnerabilities identified in a mobile platform. Section 6 provides details of Android threats. Section 7 provides information on malware that are propagated through the Google Play Store. Section 8 provides details on various possible sensor-based attacks on Android devices. Section 9 provides details of the various side-channel attacks possible on Android smartphones. Section 10 provides details about intrinsic cyberattacks that take advantage of the security vulnerabilities found in the operating system. Section 11 provides details of threat defense and malware detection tools. Section 12 provides details of open issues and solutions. Afterwards, the conclusion and future work has been added in Section 13.

2. Literature Review

The literature review section provides a comprehensive overview of existing research in the field of smartphone security. It serves the purpose of performing the comparative analysis of past efforts, which outlines the research contribution and critically evaluates the research, identifying any gaps or limitations in current knowledge.

Wang et al. [20] conducted a survey of Android malware detection tools and techniques and provided an overview of commonly used algorithms, datasets, evaluation metrics, and indicators. The goal of this article is to provide a guide to Android malware detection and antivirus solutions that can cater to malware spread. Acharya et al. [11] surveyed Android security flaws, primarily focusing on malware detection techniques from 2017 to 2021. This article provides a three-phase model for the identification and characterization of Android malware and provides details of threats and vulnerabilities. Meijin et al. [21] provided an article on a systematic approach to counter software threats and malware attacks. The article provides an overview of Android deterioration problems, malware evasion attacks, and security loopholes using machine learning algorithms [22].

Michael et al. [23] write that the Google Play Store is vulnerable to invasive malware threats. This article provides a detailed study of the security mechanism of the Google Play Store and malware during the period from January 2016 to July 2021. The author identified 107 malware families using control and data flow graphs. Wang et al. [24] presented an article that provides security threats and an overview of the Android security model. The author presents multiple techniques for improving the security infrastructure for developing secure Android firmware, an information encryption module, virus retrieval, and a mobile phone anti-theft module.

Muhammad et al. [25] systematically evaluated Android malware detection tools against contemporary malware. The author surveyed Android malware detection tools and antiviruses based on protection capabilities, accuracy rate, performance, usability, and a tool's ability to classify malware families. Furthermore, the researcher Cheng et al. [26]
investigated multiple attack scenarios or an Android operating system using the smart pentester framework (SPF). The authors exploited multiple Android vulnerabilities using multiple exploitation methods using a virtual environment and Kali Linux. Afterwards, user awareness and attack mitigation techniques were discussed to protect end users from such threats.

A research paper presented by Haowei et al. [27] addressed the sensor leak issue in Android devices and Android wearable hardware. The author worked on hardware and wearable sensors for Android devices, including sensor information leaks and battery-drainage problems. The author developed the SENTINEL tool to test and uncover such leaks in open source and closed source Android applications and smartwatches. Kumar et al. [28] presented a framework for detecting sensor-based threats launched against smart device sensors. The author worked on multiple sensors, including a gyroscope, light, and accelerometer, biometric. These sensors can leak sensitive information and device details to nearby devices and third-party applications. The author presented an intrusion detection system to detect sensor-based attacks and information exposure.

Moreover, Dini et al. [29] presented a user-centric solution against the risks imposed by the Android application. The author surveyed Android applications and proposed a framework entitled the multi-criteria application evaluator of trust for Android (MAETROID). It is designed to ensure the confidentiality and integrity of Android applications based on their risks. Similarly, the author Jalal et al. [30] wrote a survey on mobile security issues, attacks, and vulnerabilities. In addition, a study of the Android security posture was performed. The research covers security aspects and lacks malware threat categorization.

Meng et al. [31] surveyed the Android ecosystem to identify problem areas and potential solutions for secure development. The article provides a detailed list of Android challenges, including issues related to the fragmentation of the ecosystem, the lack of awareness of security among developers, and the complexity of the Android security model. The authors also propose several mitigation strategies to address these challenges, such as the use of best security practices and the adoption of a threat-driven development approach. Similarly, Darell et al. [32] conducted a study on Android security, focusing on identifying prevalent security threats and vulnerabilities. The authors conducted a detailed analysis of existing mobile taxonomy and the current state of the deployment of secure applications in the Android ecosystem. They also evaluated existing security mechanisms and identified gaps in the existing literature.

Parvez et al. [33] reviewed signature-based techniques used by Android malware, such as encryption and code transformation. The review provides an overview of the Android security enforcement mechanisms, threats to these mechanisms, the growth in malware between 2010 and 2014, and the stealth techniques employed by malware authors. Yang et al. [34] focused on the limitations of the current Android permission-based system in preventing malware and proposed a new framework called DroidRisk for assessing the security risk of Android permissions and applications. The article evaluates the effectiveness of DroidRisk using two datasets of benign applications and malware samples and shows that it can generate more reliable risk signals and improve the efficiency of the Android permission system.

Mariantonietta et al. [35] provided an overview of research on security solutions for mobile devices between 2004 and 2011, focusing on high-level attacks targeting user applications. The review categorizes existing approaches to protecting mobile devices into different categories based on detection principles, architectures, collected data, and operating systems, focusing on IDS-based models and tools. This categorization provides an easy and concise view of the underlying models adopted by each approach. Michael et al. [36] surveyed mobile network security, including attack vectors through the back-end system, web browser, hardware layer, and the user’s role as an attack enabler. The review highlights the differences and similarities between traditional and mobile security tools.

Alan et al. [37] provided an overview of the security challenges posed by the widespread use of mobile phones in business. The authors surveyed policy and standards, mobile
applications, staffing and management, access and authentication, virus and malware, spam, data loss prevention, voice encryption, antitheft, and data backup. The article aims to highlight the challenges posed by mobile phones and determine businesses’ readiness to tackle these challenges. The authors also highlight the implications of access to company-confidential information on mobile phones and the use of employees’ personal phones for business purposes. Frank et al. [38] provides an overview of the Android operating system and its design differences from a standard Linux operating system. The authors highlight the challenges that embedded mobile devices face and how the Android system was structured to address these challenges. The article notes the use of Linux kernel and various open source libraries in Android and the development of its own C library and Java runtime engine to support higher functionality.

The literature review presented in this article highlights the current state of research in the field of smartphone security, focusing specifically on vulnerabilities and threats to Android devices. The discussed studies contribute to the field by identifying key challenges and proposing solutions. However, as seen in Table 1, previous research contributions lack contemporary threats such as APTs, side-channel attacks, sensor-based attacks, and biometric attacks. Furthermore, some are ineffective against the latest OS variants due to continuous innovation and OS updates.

In contrast, our research aimed to provide a more comprehensive insight into Android security, including an analysis of the security posture, vulnerabilities, cyber threats, and threat defenses. This approach allows for a complete understanding of the current state of Android security and can guide future research in identifying areas for further exploration. Our research aims to build on the existing literature and provide a more comprehensive examination of Android security vulnerabilities, threats, and defenses to counter future-generation smartphone challenges.
Table 1. Comparisons of Previous Works in Relation to the Scope of the Underlined Article.

<table>
<thead>
<tr>
<th>Authors</th>
<th>Year</th>
<th>Security Posture</th>
<th>Vulnerabilities</th>
<th>APTs</th>
<th>Side-Channel Attacks</th>
<th>Sensor-Based Attacks</th>
<th>Biometric Threats</th>
<th>Play Store Threats</th>
<th>Threat Defense</th>
<th>Malware Detection</th>
<th>Open Challenges</th>
</tr>
</thead>
<tbody>
<tr>
<td>Frank et al. [38]</td>
<td>2009</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
</tr>
<tr>
<td>Alan et al. [37]</td>
<td>2010</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
</tr>
<tr>
<td>Michael et al. [36]</td>
<td>2011</td>
<td>✓</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✓</td>
</tr>
<tr>
<td>Mariantonietta et al. [35]</td>
<td>2012</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✓</td>
<td>✗</td>
</tr>
<tr>
<td>Yang et al. [34]</td>
<td>2013</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✓</td>
</tr>
<tr>
<td>Parvez et al. [33]</td>
<td>2014</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Darell et al. [32]</td>
<td>2015</td>
<td>✓</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Meng et al. [31]</td>
<td>2016</td>
<td>✓</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✓</td>
<td>✗</td>
</tr>
<tr>
<td>Jalal et al. [30]</td>
<td>2017</td>
<td>✓</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✓</td>
<td>✗</td>
</tr>
<tr>
<td>Dini et al. [29]</td>
<td>2018</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
</tr>
<tr>
<td>Kumar et al. [28]</td>
<td>2019</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✓</td>
<td>✗</td>
</tr>
<tr>
<td>Haowei et al. [27]</td>
<td>2020</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
</tr>
<tr>
<td>Cheng et al. [26]</td>
<td>2021</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✓</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
</tr>
<tr>
<td>Muhammad et al. [25]</td>
<td>2021</td>
<td>✓</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Wang et al. [24]</td>
<td>2021</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✓</td>
<td>✗</td>
</tr>
<tr>
<td>Michael et al. [23]</td>
<td>2022</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Meijin et al. [21]</td>
<td>2022</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Wang et al. [20]</td>
<td>2023</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>This Paper</td>
<td>2023</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
<td>✓</td>
</tr>
</tbody>
</table>
3. Background

The background section provides the reader with the necessary information to understand the research’s context and significance. This section will help the reader understand the research problem, the knowledge gap that this study aims to fill, and the importance of working in the Android smartphone domain. This section provides a clear and concise explanation of previous research studies related to the current study and sets the stage for the rest of the article.

3.1. Android Open Source Project (AOSP)

Android is an open source Linux-based operating system (OS) that allows users to manage activities of daily living (ADL) [39]. Android OS is based on security-enhanced Linux (SE-Linux) that emphasizes security controls in the Android infrastructure by maintaining a sophisticated set of rules, Linux policies, and a kernel-level application sandboxing mechanism [40]. Additionally, SE-Linux assigns identification numbers (ID) to users and groups that identify and limit users, processes, and application access to kernel level and hardware attributes [32]. In an ideal scenario, an application works in a dedicated sandbox and cannot interact with other applications and resources until evidenced by a predefined set of permissions or a specific need [41].

Android is not just limited to smartphones; it has an entire ecosystem. Android ecosystem refers to the collection of hardware, software, and services built around the Android operating system (OS) [42,43]. Many manufacturers use Android OS to power various devices, including smartphones, tablets, smartwatches, televisions, and vehicle infotainment systems [44,45]. These devices come in various sizes, shapes, and capabilities and are manufactured by many different manufacturers [46,47]. Android-based devices are used in several industries, such as retail, healthcare, transportation, and manufacturing [48]. For a better understanding of the Android ecosystem, Figure 1 provides a detailed overview of the list of devices powered by the Android operating system. The figure helps the reader understand the wide range of devices powered by the Android operating system in all major manufacturing industries.

Figure 1. Android ecosystem: list of global devices that are powered by the Android operating system.
At the border level, Android smartphones are secured by the 3Tier security model; (1) security measures provided by SE-Linux [49]; (2) security measures provided by Google; and (3) security measures provided by the original equipment manufacturer (OEM).

First, SE-Linux has policy enforcement mechanisms that ensure security at the root level by providing OS-level controls, access vector cache, object-based security, SE-Linux enforcement mode, mandatory access controls, user ID, and process ID [50].

Second, Google’s security measures that include Play Protect, Google safety checks, permission declaration, play console, security alerts, and device security update releases [51,51]. Google security measures also include a safety network (SafetyNet) for intrusion detection, tampering detection, and privacy preservation in mobile devices built on top of SE-Linux [52,53].

Third, OEM security measures that include security patches, update management, antivirus application, application runtime check, secure vaults, and tracking systems specifically designed by the manufacturer in addition to the security measures of SE-Linux and Google [54].

3.2. Dissecting Android Architecture

Android architecture is a layered architecture composed of five main components: the application framework, interprocess communication (IPC), system services, hardware abstraction layer (HAL), and the Linux kernel. For a thorough understanding, the illustration of the Android architecture is presented in Figure 2. The figure provides a detailed overview of the different components that stack on top of each other, with the Linux kernel at the bottom, followed by the hardware extraction layer, system services, interprocess communication, and the application framework at the top [55]. This design allows for a separation of duties and helps to ensure security and privacy at the application level.

![Figure 2. Illustration of an Android architecture.](image)
1. **Application framework**: An application framework is a high-level API for developers to create Android applications. It includes services required for application development, such as an activity manager, content provider, and other libraries. The framework creates and manages the application lifecycle, data storage, information retrieval, and user interface management [56,57].

2. **Interprocess communication (IPC)**: IPC allows different applications and services to communicate with each other. It also enables the components of an application to share data, access device functionality, and integrate with third-party services.

3. **System services**: These services handle common functionalities such as power management, location, and connectivity.

4. **Hardware abstraction layer (HAL)**: It is an abstraction layer between the Android software and the hardware of the device that allows the Android software to be hardware-agnostic, which means that the same software can run on different devices with different hardware configurations.

5. **Linux kernel**: Kernel is responsible for several low-level services such as memory management, process management, and device drivers.

3.3. Google Play Store

   Google Play Store, also known as Google Play [58], is an online platform developed by Google that offers a large collection of resources, such as applications, games, movies, television shows, and books. It has more than two million premium and free applications that provide users with an extensive range of options. The Play Store is pre-installed on most Android devices, serving as the default platform for downloading and updating apps. Google advertises the Play Store as one of the most secure platforms for distributing applications, ensuring users’ safety and security while downloading and installing apps. The Google Play Store is widely accessible in over 150 countries and languages.

3.4. Google Play Protect

   Google Play Protect is a security feature developed by Google to help protect users from malicious apps and other security threats on Android devices [51]. It is built into the Google Play Store and runs automatically in the background on Android devices. One of the key features of Google Play Protect is its ability to scan millions of Android devices for potentially harmful applications (PHAs) and remove them from the Play Store. It also scans the applications downloaded from other sources, such as third-party app stores [59]. If an app is found malicious, Google Play Protect will warn the user and block the app from being installed or running.

3.5. Android Permission Model

   The Android permission model is a system that controls access to sensitive resources and data on Android devices. It is designed to protect users’ security and privacy by requiring apps to request permission to access certain resources or data on a device [60,61]. The Android permission model is based on the idea that applications should only have access to the resources and data they need to perform their intended functions. For example, an app designed to take photos should request permission to access the camera but should not have access to the user’s contacts or location data [62,63].

   When an app is installed on an Android device, it must request permission to access specific resources or data. The user is then given a list of the requested permissions and can grant or deny them. The application can access the corresponding resource or data if the user grants permission. The app cannot access the corresponding resource or data if the user denies permission. The Android permission model includes four different categories of permissions. Details of all these categories can be seen in the following paragraphs, and a quick overview is presented in Figure 3. The figure illustrates how the Android permission model is designed to give users control over which resources and data apps can access on their devices while ensuring that apps can perform their intended functions.
Figure 3. Categorization of the Android permission model.

1. **Normal permissions**: Normal permissions are considered safe and do not pose a significant risk to the user’s security or privacy. Examples include permissions to access the Internet, vibrate the device, or write to external storage. These permissions are automatically granted at the installation time and cannot be revoked by the user. App developers do not need to explicitly ask for normal permissions and are granted as soon as the app is installed.

2. **Signature permissions**: Signature permissions are granted at runtime based on the certificate that defines the permission and the application. These permissions are intended for use by applications that are signed with the same certificate and are meant to be used for sharing the functionality between applications. For example, an application signed by the same certificate as the system can use the permission to read the state of the phone, while an application signed by a different certificate cannot.

3. **Dangerous permissions**: Dangerous permissions pose a greater risk to user security or privacy. Examples include permissions to access the camera, microphone, or location data [64,65]. When an app requests dangerous permission, the user is presented with a dialog box explaining why the app needs permission, and the user must explicitly grant or deny the permission. Dangerous permissions must be asked for during runtime, and data can only be accessed if the user agrees to allow permission.

4. **Special permissions**: These permissions do not behave like dangerous and normal permissions and are particularly sensitive. To access these permissions, a user must authorize, and the permissions must be declared in the manifest file. Examples include
permissions to access the device’s camera or microphone while the device is in use by another app or to access the device’s SMS or call log.

A structural approach of the Android permission model is visualized in Figure 4, where a permission check is performed every time that an application requests access to a resource. The flow checks the permission categories, such as normal, signature, dangerous, or special, and only grants access if the request adheres to the protocols established for each category. This flow ensures that apps only have access to the resources and data needed to perform their intended functions while protecting the user’s security and privacy.

![Diagram of the Android permission model](image)

**Figure 4.** High-level permission working model in Android.

3.6. Android Application Package (APK)

An APK is the file format used to distribute and install apps on the Android operating system [66]. It is a compressed file containing all the necessary files for an app to run on an Android device, including its code, resources, and Android manifest file. APK files are similar to other package file formats, such as .exe files on Windows or .dmg files on MacOS.

Users can install apps on their Android devices by downloading them from the Internet, transferring them via USB, or using an app store such as the Google Play Store. Once installed, the app can be launched and used like any other app. Developers can create APKs using the Android Studio development environment, which includes tools to create, test, and package apps in APKs. Developers can also sign their APKs with a digital signature to ensure the authenticity and integrity of the app [67,68].

An APK is made up of several components that are necessary for an app to function properly on an Android device. Details of these components are shown in Figure 5. The figure illustrates the file structure of APK, and details of the individual components are presented in the following paragraphs.

- **The app code:** This includes the Java or Kotlin source code that makes up the app’s functionality. This code controls the app’s behavior and handles user interactions.
- **Resources:** These are the files the application uses, such as images, layouts, and strings. These resources define the app’s appearance and provide text for different languages.
• **The Android manifest**: This is a special XML file that contains important information about the app, such as the app’s name, version, and permissions it requires. The manifest also defines the app’s components, such as activities, services, and broadcast receivers.

• **External libraries**: If the app uses external libraries, those are also packaged inside the APK file. These libraries provide additional functionality and are typically open source projects integrated into the application.

• **Assets**: These are the files that the application uses but does not compile, such as fonts, audio, and video files. They are stored in the APK in their original format, and the app reads them at runtime.

• **Android runtime (ART)**: This component runs the app on Android devices; it converts the app’s bytecode into machine code so the device’s processor can execute it.

![Android Application](image)

**Figure 5.** Illustration of an Android application package file structure.

### 3.7. Android Application Bundle (AAB)

An AAB is a new format introduced by Google for distributing Android apps. AAB is a new replacement for APK introduced on 6 August 2018, with Android 9 [69], but it is designed to be more efficient and flexible.

The main difference between an AAB and an APK is that an AAB contains all of the app’s code and resources but does not include the compiled machine code for all devices. Instead, it includes the app’s code and resources in a form that can generate machine code for specific devices during installation. This makes the app smaller and more efficient, as it...
only includes the machine code needed for the specific device on which it is being installed. Furthermore, AAB allows developers to build multiple APKs from a single Android project, which can be targeted at different devices, screen configurations, and languages, reducing the size of the final APK and improving the user experience.

3.8. Hardware/Software Platform and Processor Architectures

The combination of hardware devices and software components, such as device processors, storage units, LED displays, cameras, and batteries, manufactures Android devices. While software components may include Android architecture, SE-Linux, drivers, web browsers, games, and utility and productivity applications [70]. In Android, various types of processor architectures are used, the details of which are as follows [71]: (1) Application-specific integrated circuits (ASICs) are optimized for specific functions or applications that need high performance and low power consumption. They are hardcoded and not reprogrammable once manufactured. (2) Field programmable gate arrays (FPGAs) are reprogrammable after manufacturing. They can be reprogrammed to integrate different configurations. These chips offer low manufacturing cost and relatively good performance [72]. Finally, (3) ARM/RISC-V are instruction set architecture (ISA) examples. These processors can be implemented as ASICs or FPGAs depending on the application’s needs; they are optimized, have low power usage, and offer higher customization options [73].

4. Methods: Survey Methodology

This survey collects and analyzes articles from the past 15 years (2009–2023) focusing on smartphone security. To obtain the articles for this survey, we conducted a comprehensive literature search in five reputable databases: ScienceDirect, IEEE Xplore, SpringerLink, Google Scholar, and Microsoft Academic. We selected these databases due to their rich repository of research papers on various topics, which increases the visibility of research papers in smartphone security.

Our search keywords included smartphone security, Android security, mobile vulnerabilities, cyber threats to mobile devices, sensor-based attacks, side-channel attacks, biometric attacks, and Google Play attacks. We obtained 128,000 records from these keywords, further narrowed by excluding duplicates, becoming topic-specific, and removing poor writeups and non-journal/conference papers. We reviewed around 200 articles in detail, which were closely related to our survey topic and contributed vital knowledge to the field of smartphone security. These articles covered a wide range of topics, including the latest attacks and incidents in the field, and offered valuable information on the current state of smartphone security.

Among these 200 articles, 19 survey articles, at least one each year (2009–2023), are comparatively analyzed in the present survey to examine the strengths and weaknesses of existing research, current trends, and future directions. Details of these reviewed articles were added in ensuring paragraphs, and a quick overview is provided in Table 1. The table provides a detailed comparison of the related works in terms of the research objectives and contributions, and it provides a comprehensive overview of existing research and highlights the important contributions made by each study.

5. Android Vulnerabilities

A vulnerability refers to a weakness or flaw in the operating system or software that attackers can exploit to gain unauthorized access or control of a device or system. Vulnerabilities can exist in various forms, such as bugs in the code, outdated software, or misconfigured settings [74–76]. In recent years, Android has been reported with several vulnerabilities that may or may not be exploited by an attacker to gain access to sensitive information, such as personal data or financial information. Some vulnerabilities may also be exploited to install malware or other malicious software, compromising the device’s security and privacy. Furthermore, vulnerabilities can launch attacks on other devices or systems, such as denial-of-service attacks or the spread of malware [33,76,77].
According to the common vulnerabilities and exposures (CVE) database, many vulnerabilities have been identified in the Android operating system since its beginning. Around 5000 vulnerabilities have been identified in the Android OS since 2009 [78–80]. Figure 6 provides details of several vulnerabilities identified in recent years. It can be seen that the number of vulnerabilities identified in the Android OS has been steadily increasing over the years [81].

These numbers demonstrate the ongoing challenges the Android OS faces regarding security. Despite the efforts of developers and researchers to improve the security of the Android operating system, the number of vulnerabilities identified continues to increase. Furthermore, these identified vulnerabilities can be divided into various types, such as code execution, buffer overflow, and information gain. This categorization helps identify which types of vulnerabilities are the most popular and occurring. Figure 7 provides details of vulnerabilities by various types. The figure highlights that the most common vulnerabilities that lead to exploitation are code execution and buffer overflow. The details of the reported types of vulnerabilities are as follows:

1. **Denial of service (DoS):** This type of vulnerability occurs when an attacker floods a system with traffic or requests to overwhelm its resources and make it unavailable to legitimate users.

2. **Bypass something:** This vulnerability allows an attacker to bypass a security control, such as authentication or authorization, gain access to protected resources, or perform unauthorized actions.

3. **Execute code:** This vulnerability allows an attacker to execute an arbitrary code on a target system or device, which could lead to data theft, unauthorized access, or other malicious activities.

4. **Memory corruption:** This vulnerability involves exploiting bugs or flaws in a program’s memory management system, such as buffer overflows or use-after-free errors, to gain unauthorized access to data or execute malicious code.

5. **Cross-site scripting (XSS):** This vulnerability allows an attacker to inject malicious code, such as JavaScript, into a web page or application, potentially leading to data theft or other malicious activities.

6. **Information disclosure:** This vulnerability allows attackers to access sensitive information without authorization, such as passwords, personal data, or system configuration information.
7. **Privilege escalation**: This vulnerability allows an attacker to gain higher access or privileges than authorized, potentially allowing them to perform malicious actions or access sensitive data.

8. **Buffer overflow**: This vulnerability occurs when an attacker inputs more data into a program's memory buffer than it can handle, potentially leading to the execution of arbitrary code or a system crash.

9. **SQL injection**: This vulnerability allows an attacker to inject malicious SQL code into a web application or database, potentially leading to unauthorized access or data modification.

10. **Directory traversal**: This vulnerability involves exploiting a web application’s file path validation flaw to gain unauthorized access to files or directories outside the application’s intended scope.

![Figure 7. Classification of Android vulnerabilities by vulnerability types.](image)

This information can be used to prioritize efforts to address vulnerabilities and identify patterns in the types of vulnerabilities most commonly targeted. In addition, it can provide information on how the industry is evolving and allow pro-active measures to be taken to address the vulnerabilities that are most likely to be targeted in the future.

### 6. Cyber Threats

Cyber threats are malicious attacks or attempts to exploit vulnerabilities in mobile devices. With regard to cyber threats, here we refer to all software-based threats that exploit an existing vulnerability in OS, as well as any attempt that is made to trick users into giving away personal information or downloading malware [15,82]. On a broader level, the identified threats are divided into three major categories: contemporary threats, rare cyber threats, and APTs. The details and categorization of each have been added in ensuring Sections [83–85].

#### 6.1. Contemporary Threats

Contemporary cyber threats are the current and most prevalent security risks that affect smartphones and tablets. These threats can take many forms and potentially compromise personal and sensitive information. Multiple variants of these contemporary threats are addressed in Figure 8. The figure provides a high-level classification of contemporary malware families and variants used in recent attacks. For instance, the Adware category contains multiple families: gain, hummingbird, kyhub, and adcolony. The details of all these threats are provided in subsequent Sections [32,86].
Figure 8. Classification of contemporary threats targeting mobile devices.

6.1.1. Adware

Adware is malware that displays unwanted advertisements on the device, often pop-ups. These ads can be difficult to remove and may continue to display even after removing the adware. Adware can spread through infected apps or websites [87].

6.1.2. Backdoor

A backdoor is a code that allows unauthorized access to a device. This can execute malicious commands on the device, such as stealing sensitive information or installing malware [6].

6.1.3. File Infector

File infectors are malware that attach themselves to files, such as APKs, to access an application’s data [88,89]. This can allow malware to conduct harmful actions, such as stealing sensitive information or encrypting files.

6.1.4. Mobile Unwanted Software (MUwS)

MUwS refers to programs that have a negative impact on the software ecosystem. They can imitate other applications or capture user information without permission [90]. Examples include applications that display unwanted advertisements or track user activity.

6.1.5. Ransomware

Ransomware is a type of malware that encrypts user data and demands payment in exchange for access to encrypted files. Ransomware can spread through infected websites or spam emails [91].

6.1.6. Riskware

Riskware is a type of legitimate software that presents potential risks to device security. Bad actors can use riskware to steal information or redirect users to malicious websites [92].

6.1.7. Scareware

Scareware is a type of malware that uses fear to manipulate users into downloading or purchasing harmful programs. Examples include fake security software that claims to protect the device [93].
6.1.8. Spyware
Spyware is a type of malware that tracks user activity and steals personal information. It can run in the background and may be difficult to detect [94].

6.1.9. Trojan
A trojan is a type of malware that disguises itself as a legitimate program, such as a game. However, it can perform harmful actions, such as tracking user activity and stealing personal information. Trojans can be spread through infected apps or websites [95].

6.2. Advanced Persistent Threats (APTs)
APTs are a specific type of targeted cyberattack that aims to infiltrate a specific target and remain undetected for an extended period of time [96]. These attacks are often carried out by well-funded and highly skilled attackers, such as nation-state actors or organized cybercriminal groups. The objective of APTs is not just to infect as many devices as possible but to gain access to a specific target’s device to carry out cyber espionage, data theft, or sabotage [97]. APTs on Android are designed to be stealthy and use sophisticated tactics such as social engineering, zero-day exploits, and spear phishing to gain access to a target’s device [98]. Here are some of the APTs that were detected in recent years.

6.2.1. Pegasus
Pegasus is a highly sophisticated spyware that infects Android and iOS devices through various methods, including spear phishing and zero-click attacks. Developed by the Israeli cyber arms firm NSO Group, it can collect a wide range of data, including text messages, call logs, and location data [99]. Pegasus exploits several vulnerabilities in the operating system and various apps, such as WhatsApp, commonly used by targeted individuals.

6.2.2. Gooligan
Gooligan is an APT typically spread through malicious apps and can take control of infected devices [100]. Once installed, the Gooligan can steal authentication tokens and gain access to Google accounts, allowing the attackers to install additional malware and steal sensitive data.

6.2.3. Dark Caracal
Dark Caracal is an APT group known to target Android devices with a malicious app called “Secure Android”. Once installed, Secure Android can collect a wide range of data from the infected device, including call logs, text messages, and audio recordings [101].

6.2.4. Hornbill
Hornbill is an Android APT malware capable of stealing sensitive information from infected devices, including text messages, call logs, and contact lists [9]. It is mainly spread through phishing messages that contain links to malicious websites. Once malware is installed on a device, it can communicate with a remote server controlled by the attacker, allowing them to collect data.

6.2.5. SunBird
SunBird is a remote access trojan (RAT) designed to steal sensitive information from infected Android devices, including SMS messages, call logs, and contact lists. It is spread primarily through phishing emails and SMS messages that contain malicious links [102]. Once a user clicks on the link, the malware is downloaded to their device, where it can remain hidden while stealing data and communicating with a remote server controlled by the attacker.
6.2.6. Skygofree

Skygofree is an APT capable of recording audio and video, taking screenshots, and stealing sensitive data from infected devices [103]. Skygofree is typically spread through fake websites that prompt users to download and install the malware on their devices. Once installed, malware can gain root access to the device, making it difficult to detect and remove.

6.2.7. Triout

Triout is an APT designed to steal data from infected devices, including call logs, text messages, and location data [104]. Triout is typically spread through malicious apps disguised as legitimate applications. Once installed, the malware can take control of the device and communicate with command-and-control servers to download additional malware or steal sensitive data.

6.2.8. Mosaic Regressor

Mosaic regressor is an APT that targets Android devices. It is typically spread through phishing messages that contain links to malicious websites [105]. Once installed on a device, malware can collect a wide range of data, including call logs, text messages, and location data. The mosaic regressor is also capable of taking screenshots and recording audio.

7. Threats through Google Play Store

The Google Play Store is the official app store for Android devices, where users can download and install apps, games, and other types of software. The apps in the store are developed by third-party developers and are reviewed by Google before being made available to the public [106]. Google has implemented a Play Protect tool to scan apps for malware and other malicious content before publishing them in the store. This includes the static and dynamic analysis of the apps and checking for any known malicious behavior. However, despite these measures, attackers find their way into the store [18,51,107]. There are several means by which attackers can upload and propagate malware through the Google Play Store, the details of which are as follows.

1. **Dynamic code loading:** Attackers can use dynamic code loading techniques, such as Java reflection or Android DexClassLoader, to load and execute code at runtime [108]. This can be used to download and execute additional code or malicious payloads after the app has been installed, which can be hidden in the app’s legitimate code or downloaded from a remote server. This can allow attackers to evade detection by security scanners, as the malicious code may not be present in the initial app release.

2. **Incremental malicious updates attack (IMUTA):** Attackers can use incremental updates to gradually add malicious code to an application over time [18]. This can be performed using a dropper app that initially appears legitimate but later downloads and installs additional components or payloads. Attackers can also use code obfuscation and dynamic code loading techniques to add malicious code in a way that is difficult to detect, such as updates. This can allow attackers to evade detection by security scanners and prolong the lifespan of the malware.

3. **Code obfuscation:** Obfuscation consists of modifying an app’s source code to make it more difficult to understand or analyze [109]. Attackers can use obfuscation techniques, such as renaming variables and classes, adding junk code, or using encryption to hide the functionality and purpose of the malicious code. This can make it more difficult for security researchers to detect and analyze malware [110].

4. **Repackaging:** Attackers can use repackaging techniques to take a legitimate app and add malicious code. This can be performed by decompiling the application, adding malicious code, and then recompiling and resigning the application [51]. The repackaged app can then be uploaded to the Google Play Store, and users may be manipulated into downloading it, as it may appear legitimate and have good reviews.
5. **Social engineering**: Social engineering manipulates people into performing certain actions or divulge sensitive information. Some cybercriminals use social engineering to trick users into downloading and installing applications that appear to be legitimate but are malware. These applications can look like popular apps or games but contain malware that can steal personal information or perform other malicious actions [51,59].

The Google Play Store hosts numerous malware families, which have been identified, reported, and published. Google has detected and blocked many Android malware families, but many recent incidents still evidence security loopholes and vulnerabilities in security mechanisms implemented by the Google Play Store.

Table 2 lists 50 malware families propagated using the Google Play Store [23,111,112]. These malware families are not limited to a single application or account, and their code can be found to be associated with hundreds of applications which users can unwittingly download. As such, it is crucial that users and developers exercise caution and diligence when using and creating apps, respectively, and that the Google Play Store continues to implement robust security measures to detect and prevent the spread of malware.

Table 2. List of Android malware families detected on the Google Play Store [23,113,114].

<table>
<thead>
<tr>
<th>No.</th>
<th>Family Name</th>
<th>Number of Applications</th>
<th>Overall Percentage (%)</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Airpush</td>
<td>1574</td>
<td>23.8</td>
</tr>
<tr>
<td>2</td>
<td>Plankton</td>
<td>722</td>
<td>10.9</td>
</tr>
<tr>
<td>3</td>
<td>Adwo</td>
<td>593</td>
<td>9.0</td>
</tr>
<tr>
<td>4</td>
<td>Kuguo</td>
<td>492</td>
<td>7.4</td>
</tr>
<tr>
<td>5</td>
<td>Leadbolt</td>
<td>298</td>
<td>4.5</td>
</tr>
<tr>
<td>6</td>
<td>Dowgin</td>
<td>261</td>
<td>3.9</td>
</tr>
<tr>
<td>7</td>
<td>Fakeinst</td>
<td>214</td>
<td>3.2</td>
</tr>
<tr>
<td>8</td>
<td>Gingermaster</td>
<td>194</td>
<td>2.9</td>
</tr>
<tr>
<td>9</td>
<td>Wapsx</td>
<td>192</td>
<td>2.9</td>
</tr>
<tr>
<td>10</td>
<td>Waps</td>
<td>187</td>
<td>2.8</td>
</tr>
<tr>
<td>11</td>
<td>Youmi</td>
<td>110</td>
<td>1.7</td>
</tr>
<tr>
<td>12</td>
<td>Smsreg</td>
<td>95</td>
<td>1.4</td>
</tr>
<tr>
<td>13</td>
<td>Utchi</td>
<td>84</td>
<td>1.3</td>
</tr>
<tr>
<td>14</td>
<td>Lotoor</td>
<td>80</td>
<td>1.2</td>
</tr>
<tr>
<td>15</td>
<td>Smssend</td>
<td>71</td>
<td>1.1</td>
</tr>
<tr>
<td>16</td>
<td>.Admogo</td>
<td>65</td>
<td>1.0</td>
</tr>
<tr>
<td>17</td>
<td>Agent</td>
<td>62</td>
<td>0.9</td>
</tr>
<tr>
<td>18</td>
<td>Smsspy</td>
<td>59</td>
<td>0.9</td>
</tr>
<tr>
<td>19</td>
<td>Boqx</td>
<td>57</td>
<td>0.9</td>
</tr>
<tr>
<td>20</td>
<td>Wooboo</td>
<td>54</td>
<td>0.8</td>
</tr>
<tr>
<td>21</td>
<td>Mseg</td>
<td>36</td>
<td>0.5</td>
</tr>
<tr>
<td>22</td>
<td>Droidkungfu</td>
<td>28</td>
<td>0.4</td>
</tr>
<tr>
<td>23</td>
<td>Mobwin</td>
<td>27</td>
<td>0.4</td>
</tr>
<tr>
<td>24</td>
<td>Immodiads</td>
<td>26</td>
<td>0.4</td>
</tr>
<tr>
<td>25</td>
<td>Nandrobox</td>
<td>25</td>
<td>0.4</td>
</tr>
</tbody>
</table>
Table 2. Cont.

<table>
<thead>
<tr>
<th>No.</th>
<th>Family Name</th>
<th>Number of Applications</th>
<th>Overall Percentage (%)</th>
</tr>
</thead>
<tbody>
<tr>
<td>26</td>
<td>Smspay</td>
<td>25</td>
<td>0.4</td>
</tr>
<tr>
<td>27</td>
<td>Mulad</td>
<td>23</td>
<td>0.3</td>
</tr>
<tr>
<td>28</td>
<td>Opfake</td>
<td>23</td>
<td>0.3</td>
</tr>
<tr>
<td>29</td>
<td>Ginmaster</td>
<td>22</td>
<td>0.3</td>
</tr>
<tr>
<td>30</td>
<td>Andup</td>
<td>20</td>
<td>0.3</td>
</tr>
<tr>
<td>31</td>
<td>Adload</td>
<td>20</td>
<td>0.3</td>
</tr>
<tr>
<td>32</td>
<td>F47v1119</td>
<td>20</td>
<td>0.3</td>
</tr>
<tr>
<td>33</td>
<td>Umeng</td>
<td>19</td>
<td>0.3</td>
</tr>
<tr>
<td>34</td>
<td>Domonn</td>
<td>19</td>
<td>0.3</td>
</tr>
<tr>
<td>35</td>
<td>Kyview</td>
<td>18</td>
<td>0.3</td>
</tr>
<tr>
<td>36</td>
<td>Viser</td>
<td>18</td>
<td>0.3</td>
</tr>
<tr>
<td>37</td>
<td>Mobclick</td>
<td>16</td>
<td>0.2</td>
</tr>
<tr>
<td>38</td>
<td>EEE</td>
<td>16</td>
<td>0.2</td>
</tr>
<tr>
<td>39</td>
<td>Ksapp</td>
<td>15</td>
<td>0.2</td>
</tr>
<tr>
<td>40</td>
<td>Revmob</td>
<td>14</td>
<td>0.2</td>
</tr>
<tr>
<td>41</td>
<td>Droidtrooter</td>
<td>14</td>
<td>0.2</td>
</tr>
<tr>
<td>42</td>
<td>Smskey</td>
<td>12</td>
<td>0.2</td>
</tr>
<tr>
<td>43</td>
<td>Umpay</td>
<td>10</td>
<td>0.2</td>
</tr>
<tr>
<td>44</td>
<td>Bankun</td>
<td>9</td>
<td>0.1</td>
</tr>
<tr>
<td>45</td>
<td>Goldentouch</td>
<td>8</td>
<td>0.1</td>
</tr>
<tr>
<td>46</td>
<td>Adswa</td>
<td>7</td>
<td>0.1</td>
</tr>
<tr>
<td>47</td>
<td>Chuli</td>
<td>6</td>
<td>0.1</td>
</tr>
<tr>
<td>48</td>
<td>Hacktool</td>
<td>5</td>
<td>0.1</td>
</tr>
<tr>
<td>49</td>
<td>Telman</td>
<td>4</td>
<td>0.1</td>
</tr>
<tr>
<td>50</td>
<td>Ddlight</td>
<td>3</td>
<td>0.0</td>
</tr>
</tbody>
</table>

These malware families can reside inside different applications on the Google Play Store in several ways. Once malware is downloaded and installed on a user’s device, it can perform various malicious actions. This can include stealing personal information, displaying unwanted ads, or even taking control of the device. These malware attacks can be harder to detect by Google Play Protect and other mobile antiviruses since they are embedded inside the apps and may not have any visible signs of malicious behavior. Malware can also be designed to run only after a certain time, making it harder for antiviruses to detect.

Interestingly, malware can be detected by analyzing the permissions they request when installed on an Android device. Analyzing the permissions requested by a particular application makes it possible to determine whether it is potentially malicious. For example, if an app requests permissions unrelated to its intended functionality, such as the ability to access the user’s contacts or call logs, it may be a sign that the app is malicious. Additionally, if an app requests permissions that give it access to sensitive information, such as location data, it may be a sign of malware. Table 3 provides a useful resource for malware detection by listing the most frequent permissions that malware requests when installed. It can be a useful resource for detecting malware by listing the most frequent permissions that malware requests when installed. The table has four columns:
Table 3. List of the most common permissions requested by Android malware [23,113,114].

<table>
<thead>
<tr>
<th>Family</th>
<th>%</th>
<th>Group</th>
<th>Severity</th>
</tr>
</thead>
<tbody>
<tr>
<td>INTERNET</td>
<td>98.8</td>
<td>Network</td>
<td>Dangerous</td>
</tr>
<tr>
<td>ACCESS_NETWORK_STATE</td>
<td>94.4</td>
<td>Network</td>
<td>Normal</td>
</tr>
<tr>
<td>READ_PHONE_STATE</td>
<td>82.7</td>
<td>Phone_Call</td>
<td>Dangerous</td>
</tr>
<tr>
<td>WRITE_EXTERNAL_STORAGE</td>
<td>70.4</td>
<td>Storage</td>
<td>Dangerous</td>
</tr>
<tr>
<td>ACCESS_COARSE_LOCATION</td>
<td>56.2</td>
<td>Location</td>
<td>Dangerous</td>
</tr>
<tr>
<td>ACCESS_WIFI_STATE</td>
<td>54.9</td>
<td>Network</td>
<td>Normal</td>
</tr>
<tr>
<td>ACCESS_FINE_LOCATION</td>
<td>53.7</td>
<td>Location</td>
<td>Dangerous</td>
</tr>
<tr>
<td>GET_ACCOUNTS</td>
<td>29.0</td>
<td>Accounts</td>
<td>Normal</td>
</tr>
<tr>
<td>C2D_MESSAGE</td>
<td>24.7</td>
<td>None</td>
<td>Signature</td>
</tr>
<tr>
<td>RECEIVE_BOOT_COMPLETED</td>
<td>24.7</td>
<td>App_Info</td>
<td>Normal</td>
</tr>
<tr>
<td>SYSTEM_ALERT_WINDOW</td>
<td>17.3</td>
<td>Display</td>
<td>Dangerous</td>
</tr>
<tr>
<td>READ_EXTERNAL_STORAGE</td>
<td>14.8</td>
<td>Storage</td>
<td>Normal</td>
</tr>
<tr>
<td>CALL_PHONE</td>
<td>14.2</td>
<td>Phone_Calls</td>
<td>Dangerous</td>
</tr>
<tr>
<td>CAMERA</td>
<td>13.0</td>
<td>Camera</td>
<td>Dangerous</td>
</tr>
<tr>
<td>RECORD_AUDIO</td>
<td>12.3</td>
<td>Microphone</td>
<td>Dangerous</td>
</tr>
<tr>
<td>READ_HISTORY_BOOKMARKS</td>
<td>11.7</td>
<td>Bookmarks</td>
<td>Dangerous</td>
</tr>
<tr>
<td>SEND_SMS</td>
<td>11.7</td>
<td>Messages</td>
<td>Dangerous</td>
</tr>
<tr>
<td>READ_LOGS</td>
<td>6.8</td>
<td>Tools</td>
<td>Signature</td>
</tr>
<tr>
<td>READ_CONTACTS</td>
<td>4.9</td>
<td>Social_Info</td>
<td>Dangerous</td>
</tr>
<tr>
<td>UNINSTALL_SHORTCUT</td>
<td>3.7</td>
<td>System_Tools</td>
<td>Dangerous</td>
</tr>
<tr>
<td>RECEIVE_SMS</td>
<td>2.5</td>
<td>Messages</td>
<td>Dangerous</td>
</tr>
<tr>
<td>WRITE_CONTACTS</td>
<td>2.5</td>
<td>Social_Info</td>
<td>Dangerous</td>
</tr>
<tr>
<td>MANAGE_ACCOUNTS</td>
<td>2.5</td>
<td>Accounts</td>
<td>Dangerous</td>
</tr>
<tr>
<td>READ_SMS</td>
<td>2.5</td>
<td>Messages</td>
<td>Dangerous</td>
</tr>
<tr>
<td>WRITE_SMS</td>
<td>1.9</td>
<td>Messages</td>
<td>Dangerous</td>
</tr>
<tr>
<td>USE_CREDENTIALS</td>
<td>1.9</td>
<td>Accounts</td>
<td>Dangerous</td>
</tr>
<tr>
<td>PROCESS_OUTGOING_CALLS</td>
<td>1.9</td>
<td>Phone_Calls</td>
<td>Dangerous</td>
</tr>
<tr>
<td>MODIFY_PHONE_STATE</td>
<td>1.2</td>
<td>Phone_Calls</td>
<td>Signature</td>
</tr>
<tr>
<td>ACCESS_SUPERUSER</td>
<td>0.6</td>
<td>None</td>
<td>Dangerous</td>
</tr>
<tr>
<td>DOWNLOAD_WITHOUT_NOTI</td>
<td>0.6</td>
<td>None</td>
<td>Dangerous</td>
</tr>
<tr>
<td>WRITE_CALL_LOG</td>
<td>0.6</td>
<td>Social_Info</td>
<td>Dangerous</td>
</tr>
<tr>
<td>ACCESS_DOWNLOAD_MANAGER</td>
<td>0.6</td>
<td>None</td>
<td>Normal</td>
</tr>
<tr>
<td>DELETE_PACKAGES</td>
<td>0.6</td>
<td>None</td>
<td>Signature</td>
</tr>
<tr>
<td>RECORD_VIDEO</td>
<td>0.6</td>
<td>None</td>
<td>Dangerous</td>
</tr>
<tr>
<td>READ_CALL_LOG</td>
<td>0.6</td>
<td>Social_Info</td>
<td>Dangerous</td>
</tr>
<tr>
<td>DELETE_CACHE_FILES</td>
<td>0.6</td>
<td>None</td>
<td>Signature</td>
</tr>
<tr>
<td>CHECK_LICENSE</td>
<td>0.6</td>
<td>None</td>
<td>Normal</td>
</tr>
</tbody>
</table>
• **Permission name:** This column highlights the permission name used in mobile devices. It lists the different permissions that malware may request when installed on an Android device, such as Internet access, camera access, calendar access, call logs, contacts, messages, and location.

• **Percentage of use:** This column highlights the percentage of the use of a specific permission by various malware attacks. It shows the frequency with which particular permissions are requested by malware, which can be used to identify potentially malicious apps.

• **Permission group:** This column groups the permissions into categories. This can help identify patterns in the permissions requested by malware and provide insight into the malware’s functionality.

• **Classification:** This column classifies the permissions based on the Android permission model. This can help one understand the level of access that malware has to the device and the potential severity of the malware.

By analyzing Tables 2 and 3, security experts and researchers can identify potentially malicious apps by analyzing the permissions they request. It is also important to note that not all apps that request these permissions are malicious, but it can be a red flag that needs to be investigated further.

8. Sensor-Based Attacks

Sensor-based attacks are a prevalent cyberattack targeting sensors embedded in Android devices. These attacks are designed to exploit the device’s sensors, such as GPS, camera, microphone, accelerometer, and others, to extract sensitive information or gain unauthorized access to the device. The attackers employ various techniques to achieve their objectives, such as tracking the device’s location, recording audio or video, and extracting sensitive information. These attacks can have severe consequences, such as identity theft, financial loss, and unauthorized access to confidential data. Below, we present several Android Sensor-based Attacks.

8.1. Global Positioning System (GPS) Attacks

GPS is a global navigation satellite system that provides location and time information for various applications, including navigation, surveying, tracking, and mapping. GPS is also commonly used on mobile devices [115]. GPS attacks on Android devices refer to various methods and techniques attackers use to exploit vulnerabilities in the GPS sensor or the location-based services that use it [115]. These attacks can take many forms, such as tracking the location of a device without the user’s knowledge or consent, spoofing GPS coordinates to mislead the user or a service, or using GPS data to perform other malicious activities [116,117]. These attacks can have severe consequences, such as privacy violations, location-based scams, or even physical harm in some cases [118]. Moreover, malicious applications with GPS information rights can log individuals with precise location coordinates and track their movements [119].

8.2. Near-Field Communication (NFC) Attacks

NFC is a technology for wireless communication between devices close to each other, which are typically no more than a few centimeters apart. It operates at a frequency of 13.56 MHz and uses magnetic field induction to communicate between devices [120]. NFC is based on radio frequency identification (RFID) technology and is used for various applications, including contactless payments, data transfer, and access control. An NFC attack exploits vulnerabilities in NFC-enabled devices or the NFC protocols themselves. These attacks can take various forms, such as eavesdropping on data transmitted over NFC, modifying or injecting data into NFC communications, or impersonating a legitimate NFC device [121]. Some examples of NFC attacks include skimming (stealing payment card data from contactless cards), relay attacks (relaying data from an NFC-enabled device to a criminal’s device), and cloning (copying the data from a legitimate NFC device to a
These attacks can be carried out using specialized hardware or software tools and compromise personal and financial information security.

8.3. Battery-Draining Attacks

Battery-draining attacks in Android smartphones refer to a method of draining a device’s battery power by running malicious software or applications that consume a significant amount of energy. This type of attack can be used to disable a device or prevent it from being used during a period of time. These attacks can also prevent the device from being used for legitimate activities such as making phone calls, sending text messages, or accessing the Internet [123]. In such attacks, an attacker utilizes maximum resources to drain the device’s power [124,125]. Some of these attacks include crypto mining, cryptojacking, the frequent disconnect of the Wi-Fi network, spam propagation, background services, and unnecessary system resource utilization [26,126–129].

8.4. Wi-Fi Attacks

Wireless fidelity (Wi-Fi) technology allows electronic devices to connect to a wireless network using radio waves. It is a popular Internet connection method, as it is widely supported on many devices, including smartphones and laptops [130]. On the other hand, Wi-Fi attacks on Android mobile devices refer to a wide range of malicious activities that target wireless network connections on these devices. Wi-Fi attacks are a growing concern for Android mobile devices, as they allow attackers to steal sensitive information and launch further attacks by manipulating wireless networks. A Belgian mobile scientist M. Vanhoef demonstrated an attack and named it “Frag Attacks” [131]. A regression attack allows an attacker to steal information through a secure network and launch a DoS attack. Moreover, using DNS hijacking, an attacker can redirect user traffic to spoofed targeted websites such as fake login and payment pages [132]. Some more example attacks can include the following:

- **Jamming signals**: An attacker can use a device to transmit radio waves at the same frequency as the wireless network, causing interference and preventing legitimate devices from connecting. This type of attack is known as a jamming attack, and it can be executed using a variety of devices, including portable jammers, software-defined radios, and even smartphones.

- **Evil twin**: This is an attack in which a malicious wireless network is set up to mimic a legitimate network to trick users into connecting. Once connected, the attacker can access sensitive information or infect the device with malware. This type of attack is also known as an “evil twin” or “rogue access point” attack.

- **Man-in-the-middle (MitM) attack**: This attack is where the attacker intercepts communications between the device and the wireless network, allowing them to access sensitive information or launch further attacks. MitM attacks can be executed using various techniques, including ARP spoofing, DNS spoofing, and SSL stripping.

- **Rogue access points**: This type of attack is similar to an “evil twin” attack, where the attacker sets up a rogue wireless access point and tricks users into connecting to it. Once connected, the attacker can access sensitive information or launch further attacks.

- **Honeypot attack**: An attacker can set up a free Wi-Fi connection in a public place or open areas, such as a street, park, or coffee shop, to interfere with the traffic of the connected device. This type of attack is known as a “honeypot” attack, designed to lure unsuspecting victims into a trap.

8.5. Gyroscope Attacks

Mobile devices use a gyroscope sensor to measure angular velocity, motion, orientation, tilt, and device rotation to smooth the user experience and adjust the display accordingly. Gyroscope attacks in Android refer to a security vulnerability that allows an attacker to gain access to sensitive information, such as the rotation and orientation of the device, by exploiting the gyroscope sensor. This can potentially be used to track the device’s
location and gain insight into the user’s activities and movements [133]. In addition, gyroscopes can be used to launch keyboard vibration attacks, which can be used to exfiltrate data from air-gapped systems through smartphones. As reported by Guri et al. at an international conference on privacy, security, and trust (PST) [134], they have demonstrated a proof of concept in which they show how an attacker can use speakers to launch real-time communication with the gyroscope and exfiltrate sensitive data from an air-gapped system. Furthermore, gyroscopes can be used with speech recognition software to enable eavesdropping when microphones are unavailable [135].

8.6. Biometrics Attacks

Biometrics refers to using physiological or behavioral characteristics to identify or authenticate an individual. Examples of biometric characteristics include fingerprints, facial features, iris patterns, and voice [136]. Biometric authentication mechanisms mainly unlock the device or access secure apps and data. However, biometric attacks in Android devices refer to methods used by attackers to bypass or defeat the biometric authentication measures put in place to protect devices and data. These attacks can take various forms, including:

- **Deepfake attack**: A deepfake attack is a biometric attack that uses AI-generated images, videos, or audio to impersonate a real person and fool the biometric sensor into thinking it is the legitimate user. These attacks can bypass facial, voice, or even iris recognition systems.

- **Presentation attacks**: Presentation attacks involve a real biometric characteristic, but the individual is not the legitimate user. For example, using someone else’s fingerprint or face to access the device. It involves recording a legitimate user’s biometric characteristics and then using them to gain access to the device.

- **Fingerprint hijacking attack**: A fingerprint hijacking attack is a type of biometric attack that involves the use of physical replicas of fingerprints, such as 3D-printed fingerprints or lifted fingerprints, to fool the fingerprint sensor into thinking it is the legitimate user. This can be performed by tricking the user with specially designed sticky paper, glass, or third-party hardware coatings [137]. Afterward, this unique fingerprint can deceive the device finger scanner into performing an unauthorized login [138].

- **Voice-based attacks**: Voice-based attacks are a type of biometric attack that involve using AI-generated speech or voice recordings to impersonate a real person and fool the voice recognition system into thinking it is the legitimate user. Nowadays, individual assistants such as Alexa, Siri, Cortana, and Google Home are broadly used. Scientists have performed an attack demonstration to prove that smartphones can be attacked using hidden voice commands. These voice commands are not understandable by humans [61,139]. This stealthy attack can be launched on a mobile device without user awareness. Furthermore, this attack can be launched to make unauthorized calls, share information on social media, send targeted messages, and many more [140].

- **Facial recognition attacks**: Facial recognition attacks are a type of biometric attack that involves the use of physical replicas of faces, such as 3D-printed faces or photographs, to fool the facial recognition system into thinking it is the legitimate user. Most cutting-edge facial biometric frameworks are ineffective against basic attacks and lack attack detection measures [141]. The facial recognition module is misleading by showing the camera a photograph, video, or 3D cover of the individual [142].

- **Iris authentication attacks**: Iris recognition attacks are a type of biometric attack that involves the use of replicas of iris patterns, such as 3D-printed irises or photographs of irises, to fool the iris recognition system into thinking that it is the legitimate user. Iris recognition sensors are surprisingly powerless against cyberattacks. They can be bypassed using bogus blueprints and similar matching. One of the least demanding ways to trick an iris scanner is by showing a printed picture of a member’s iris, using
an electronic screen such as a cell phone, or, in any event, using a contact lens to trick the framework [143,144].

9. Side-Channel Attacks

Side-channel attack refers to a type of attack that is used to extract sensitive information from a mobile device from a source other than the device’s primary input or output mechanisms. This may include analyzing mobile physical characteristics such as power consumption, electromagnetic radiation, or sound emitted by the device while performing certain operations. Side-channel attacks can extract sensitive information from the device, such as encryption keys, passcodes, and personal information. These attacks can be launched by analyzing generated patterns such as vibration, movement, and screen blinks. Several types of side-channel attacks can be launched against Android smartphones. These attacks include:

9.1. Smudge Attacks on Touch Screens

Smudge attacks on touch screens in Android refer to bypassing the lock screen on an Android device by analyzing the fingerprints left behind on the touchscreen by the device’s owner [145]. By analyzing these fingerprints, an attacker can recreate the swipe pattern or PIN used to unlock the device, allowing them to access the device’s data. This type of attack is a form of physical access attack, as it requires the attacker to have physical access to the device to perform the attack. This attack is not only limited to smartphone touchscreens. Still, it applies to all devices that use secret passwords, patterns, pin line automated teller machines (ATMs), Internet of Things (IoT), and other touchscreen interfaces. The phenomenon is also called touchscreen eavesdropping [146–148].

9.2. Motion-Based Keystrokes Attacks

Motion-based keystroke attacks on Android smartphones refer to extracting sensitive information, such as passwords or PINs, by analyzing motion sensors on a device, such as an accelerometer or gyroscope. By analyzing the motion data of the device while the user is typing, an attacker can determine the keys being pressed and thus infer that the password or PIN has been entered. Typing on a flexible mobile phone keyboard produces various vibrations that can be mishandled to distinguish the key being pressed [135,149,150]. An attacker demonstrated an attack named AlphaLogger, an Android-based application that can induce letter keys, typed on a soft keyboard [16]. AlphaLogger runs in the background and collects information at 10 Hz/s from cell phone sensors such as an accelerometer, gyroscope, and magnetometer to accurately induce keystrokes typed on the keyboard of all other applications running in the foreground. The results show that keystrokes can be predicted with 90% accuracy [151].

9.3. Password Inference Using Accelerometer

The accelerometer is a sensor that measures the device’s acceleration, stabilization, orientation, and detection of shaking. Password inference using an Android smartphone accelerometer refers to the extraction of sensitive information, such as passwords or PINs, by analyzing the motion data of a device. By analyzing the motion data of the device while the user is typing, an attacker can determine the keys being pressed and thus infer that the password or PIN has been entered. This sensor has a powerful auxiliary channel that can extract the entire text sequence entered on a touchscreen cell phone keyboard [152]. Accelerometer estimation can be used to separate six-character passwords. Using this sensor allows an attacker to monitor sensitive activities, such as account logins and other device credentials [153,154].

9.4. Juice Jacking Attacks

Juice jacking attacks typically involve malicious charging cables, USB ports, and wall adapters designed to look like legitimate charging stations [155]. These malicious devices
are modified to charge the device and install malware or steal data. The malware can be used to gain control of the device, steal personal information, and even install ransomware. Data stolen by these malicious devices can include passwords, credit card numbers, and other sensitive information. These malicious charging devices can also bypass security measures such as two-factor authentication and encryption. Malicious ports are usually disguised as public charging stations but can also be found in hotel rooms, airports, and other public spaces [156,157].

9.5. Android Fault Attacks

Fault attacks are physical attacks that manipulate a device’s hardware to induce errors or faults in its regular operation. These faults can be exploited to bypass security checks, leak sensitive information, or execute a malicious code [158]. Some of the common techniques for fault injection on Android devices are as follows:

1. **Voltage fault injection**: This involves manipulating the power supply of the device to cause glitches in the CPU or memory. For example, VoltJockey3 [159] is an attack that uses voltage scaling to inject faults in the ARM TrustZone and compromise the secure world execution.

2. **Electromagnetic fault injection**: This involves applying electromagnetic pulses to the device to induce transient faults in the circuits. For example, EM-Fuzz [160] is an attack that uses electromagnetic fault injection to fuzz Android kernel drivers and find vulnerabilities.

To prevent fault attacks on Android devices, hardware-based countermeasures can be used, which involve adding physical protection mechanisms to the device. For example, Google’s Titan M security chip [161] has a built-in tamper detection and protection features that can resist physical attacks. Software-based countermeasures can also be used, which involve adding code-level protection mechanisms to the device. For example, Android’s verified boot feature [50] can verify the integrity and authenticity of the boot chain and prevent loading corrupted or malicious code. To detect fault attacks, methods such as monitoring system behavior and analyzing system logs can be used.

9.6. Power Analysis Attacks

Power analysis attacks are side-channel attacks that exploit the power consumption of a device to infer sensitive information, such as encryption keys, passwords, or user activities [162]. These attacks can be classified into two major categories as (1) simple power analysis (SPA), which involves observing the power consumption of a device and identifying patterns or features that reveal information; and (2) differential power analysis (DPA), which involves collecting the multiple power traces of a device and applying statistical analysis to extract information.

To prevent power analysis attacks on Android smartphones, protection mechanisms must be used to safeguard the device. For example, Google’s Titan M security chip [161] has built-in noise generation and filtering features that can resist power analysis attacks. Software-based countermeasures can also be used, including adding code-level protection mechanisms to the device. For example, Android’s Keystore system [163] can use cryptographic techniques to protect encryption keys from power analysis attacks.

9.7. Fault Attacks on Cryptographic Algorithms

Android fault attacks can target different cryptographic algorithms that are used in Android devices for security and privacy purposes. These algorithms include block ciphers, hash functions, and stream ciphers. Some examples of these algorithms are the Pomaranch cipher, Grostl hash, Midori cipher, RECTANGLE cipher, and Welch–Gong (WG) [164]. Fault attacks can exploit the vulnerabilities of these algorithms to recover their secret keys or plain texts or to bypass their security properties. For example, fault attacks can inject faults into the architectures of the Pomaranch cipher, Grostl hash, Midori cipher, and RECTANGLE cipher to induce errors in their internal states or outputs [165].
These errors can then be used to perform differential fault analysis or algebraic fault analysis to recover the secret keys. Fault attacks can also inject faults into the error detection mechanisms of lightweight stream ciphers such as Welch–Gong (WG) to disable their protection and allow the attacker to reuse the same keystream for different messages.

10. Intrinsic Cyberattacks

Intrinsic cyberattacks are malicious attacks that are designed to exploit the vulnerabilities that exist within the hardware or software of a device. These attacks can be used to access sensitive information, disrupt operations, and damage the device. In the context of Android smartphones, intrinsic cyberattacks take advantage of security vulnerabilities found in the phone’s operating system, apps, and hardware components. Examples of intrinsic cyberattacks on Android devices are outlined below.

10.1. Application Collusion Attack

An application collusion attack is carried out with the help of two or more applications. In this attack, an application uses the resources allocated by another application [166]. This is performed by splitting a malicious functionality within multiple applications and exfiltrates data by exploiting the inter-app communication feature [167]. First, the attacker splits malicious code among applications with the same application and process ID. Afterward, this attack is performed using the mobile OS’ intra-apps communication feature. This attack is particularly effective because the user is typically unaware that multiple applications are being used to carry out the attack and may be more likely to trust and install the applications.

10.2. Inter-App Communication Attack

This attack can be classified as the subcategory of an application collusion attack, where multiple malicious applications work together to exploit system vulnerabilities. Android provides a feature called broadcast receivers, which allows applications to interact with each other [168–170]. However, this feature can also be exploited by malware to carry out various types of attacks, such as broadcast theft, activity hijacking, intent spoofing, service hijacking, and privilege escalation [171,172].

10.3. StrandHogg Attack

StrandHogg is an Android vulnerability (critical severity: CVE-2020-0096) through which a malicious application is installed on the operating system [173]. Afterwards, it can exploit and access system resources such as SMS, photos, login credentials, GPS coordinates, camera, and microphone. Furthermore, the installed application can make, record, and delete phone conversations [174,175]. It exploits Android multitasking features and leaves behind traceable markers, enabling simultaneous attacks that are difficult to detect. It works in the following way; first, a StrandHogg application is installed. It is launched when a legitimate application launch icon is clicked and overlayed. The user thinks that the original application is installed, but instead, the StrandHogg fake activity screen is displayed. Subsequently, the collected data are exfiltrated to the destination server [176].

10.4. Keystore Forgery Attack

Android keystore is a cryptographic key storage file container which is difficult to extract and modify from the application. It is designed to protect the security of the application [177,178]. Thus, a keystore forgery attack is performed to modify keystore data. In this attack, an attacker takes advantage of the length of the symmetric key and tries to modify it according to the requirements. This phenomenon is called breaking into the keystore [179]. The motivation behind a forgery attack is that a modified or malicious application can be signed with the same keystore file to appear legitimate to the user, the application distribution platform, and the mobile device [179]. For example, the attacker downloads an authentic game and repackages it with malware, and uploads the mobile application to an outsider application store, from where the end client downloads the
malevolent game application, trusting it to be certified. Thus, malware gathers and sends client confidential data such as call logs, photographs, recordings, and documents to attackers without the client’s information [178,180,181].

10.5. Application-Level Sandboxing Attack

Android employs a security mechanism known as “sandboxing”, which effectively isolates an application’s resources and prohibits it from interfering with or accessing the resources of other applications. Sandboxing works by assigning each application its own unique “sandbox” or isolated environment in which it can operate [182]. This approach is designed to restrict an application’s access to the underlying system and other applications. Despite the robustness of sandboxing, malware applications can still attempt to exploit it by requesting unnecessary permissions, exploiting known vulnerabilities in the operating system, or using other methods to circumvent the restrictions imposed by the sandbox. For example, a malware application may request access to sensitive data or resources, such as contacts or cameras, and then utilize that access to extract the data or perform other malicious actions [183]. Additionally, certain malware applications may also leverage techniques such as code injection or reflection to evade the sandbox’s limitations and access the resources of other applications.

10.6. Android Application Layer Attack

The application layer is the hardest to protect in mobile devices. This is because applications frequently depend on complex input from clients. These inputs are difficult to characterize with intercepts, soft checks, and predictive behavior [184]. This layer is also the most uncovered and the most open because the application should be accessible on port 80 (HTTP) or port 443 (HTTPS) [185]. Due to these open ports, the device becomes vulnerable to cyberattacks such as security misconfiguration, SQL injection, and cross-site scripting [186]. The attacker can exploit any vulnerability present to deceive the user into controlling the application level [187].

10.7. Binder Transaction Redirection Attack

A binder is a fundamental component for Android applications that are used to access the admin controls and devices of the framework. It is also responsible for a client–server model, accepting that the system service is the server and the application is the client [188]. Thus, a binder transaction redirection (BiTRe) attack is launched to prompt system services for the smooth execution of a malicious server connection. This is because the connection is generally not monitored. Most Android system services can be isolated into three classes based on the kind of weakness being taken advantage of.

- The configuration vulnerability exploits authorization checks and access assets without application privileges.
- Information serialization for the Binder.
- Exploiting system service input validation to trigger memory corruption.

10.8. Active Warden Attack (AWA)

AWA is a method used to repackage an application by reverse engineering it and adding malicious functionality. This process is also known as “repackaging” and can be used to create a malicious version of a legitimate application [189]. The goal of an AWA is to evade detection using steganography to hide the malicious functionality within the app [189]. An attacker may use AWA to repackage and distribute an application to users, potentially stealing sensitive information or performing other malicious actions [190].

10.9. Android 3G Attacks

Android 3G attacks refer to various security vulnerabilities that exploit weaknesses in Android devices’ 3G cellular network protocol. These vulnerabilities can allow an attacker to intercept and manipulate the data transmitted over the 3G network, potentially
leading to the theft of sensitive information or unauthorized access to the device. These attacks have become increasingly prevalent with the widespread use of 3G capabilities on smartphones. Researchers have demonstrated a variety of attack scenarios that exploit these vulnerabilities, such as DoS attacks, international mobile subscriber identity (IMSI) paging attacks, and authentication key agreement (AKA) protocol attacks [191,192]. These attacks can expose mobile devices to monitoring and other cyber threats. Users need to keep their devices updated with the latest security patches to protect against these attacks and be aware of the potential risks associated with 3G connections.

10.10. Android 4G Attacks

Android 4G attacks refer to security vulnerabilities that exploit weaknesses in Android devices’ 4G cellular network protocol. LTE, also known as 4G, is the fourth generation of cellular network technology that provides faster data transfer speeds and improved network capacity compared to 3G. As 4G networks have become more widespread, these attacks have become increasingly prevalent. Researchers have identified a variety of attack scenarios that exploit these vulnerabilities, such as location leakage attacks and DoS attacks [192,193]. These attacks can compromise the security of a device and its connected network. In location leakage attacks, an attacker can determine a device’s location by exploiting vulnerabilities in the protocol used for location-based services on 4G networks. DOS attacks, on the other hand, can prevent legitimate users from accessing the network.

10.11. Android 5G Attacks

Android 5G attacks refer to security vulnerabilities that exploit weaknesses in Android devices’ 5G cellular network protocol. The fifth generation of cellular network technology (5G), designed to provide faster data transfer speeds, lower latency, and improved network capacity compared to previous generations of cellular networks. Despite its many benefits, 5G networks lack a robust security posture. Researchers have demonstrated various attack scenarios that exploit these vulnerabilities, such as location tracking and call interception attacks [192]. These attacks can compromise the security of a device and its connected network. For example, an attacker with little knowledge of the broadcast paging protocols can launch a location-tracking attack by exploiting the vulnerabilities in the protocol used for location-based services on 5G networks. Similarly, call intercept attacks allow the attacker to intercept and listen to the call.


Android 6G attacks refer to security vulnerabilities that exploit weaknesses in Android devices’ 6G cellular network protocol. The sixth generation of cellular network technology (6G), currently in development, is expected to provide even faster data transfer speeds, lower latency, and improved network capacity compared to 5G [194]. Although 6G technology is not yet widely available, researchers have already demonstrated the potential security threats. One example is a demonstration of eavesdropping on the 6G frequency using a DIY metasurface. This experiment, conducted by Z. Shaikhanov on 16 May 2022, a tool was developed using metallic foil, paper, a laminator, and inkjet printer components to eavesdrop on 6G wireless signals [195]. This successful demonstration highlights the need for more security enhancements to protect against potential attacks on 6G networks [196].

10.13. Quantum Threats to Android Smartphone

With advancements in technology, quantum computing became popular and practical to use in attack and defense scenarios. This technology poses a threat to the security and privacy of smartphones. This is because smartphones use public-key cryptography for authentication, communication, and encryption in various applications. On the other hand, Quantum computers’ ability to generate factoring large numbers and simultaneously crack down renowned ciphers make them a persistent threat to public-key cryptosystems. For example, Android smartphones use Rivest-Shamir-Adleman (RSA), elliptic curve cryptog-
ryptography (ECC), and digital signature algorithm (DSA) for authentication, digital signatures, encryption, and key exchange [197]. They are responsible for ensuring the device's confidentiality, integrity, and authenticity. Therefore, Android smartphones are vulnerable to quantum attacks because of their features and characteristics. First, they use public-key cryptography for various security applications, such as securing web browsing, email communication, online banking, digital payments, VPN connections, Bluetooth pairing, Wi-Fi authentication, and device encryption. Second, they store and transmit sensitive data and credentials that could be valuable for attackers in present or future scenarios [198]. In the near future, a quantum-empowered attacker could decrypt the encrypted data and communications, forge digital signatures and certificates, and impersonate legitimate parties. This could lead to data breaches, identity theft, fraud, malware infection, and other cyberattacks [199–201].

Therefore, to stay ahead of these threats and mitigate their risk, it is crucial to take proactive measures and make Android resilient. One of the possible measures we can adopt is the usage and implementation of post-quantum cryptography (PQC). This involves building robust cryptographic algorithms that are resilient against quantum computing [202]. However, various challenges exist in implementing PQC resilient algorithms, such as limited memory, processing, and low battery life. Similarly, PQC implementations need to be developed for different architectures, such as Cortex-M4 and Cortex-A, and we will be required to accept trade-offs in terms of speed, memory, and power consumption [203]. However, this is essential, and by doing so, we will be able to ensure the confidentiality, integrity, and availability of smartphones.

11. Threat Detection and Mitigation

This section provides a comprehensive overview of the various detection mechanisms for Android malware attacks. It delves into the details of static and dynamic analysis techniques used to detect malware and outlines the key differences between them. This section also lists various Android malware detection tools that researchers have developed to improve security against malware attacks. Table 4 presents a detailed explanation of the Android malware detection tools developed between 2015 and 2023. These tools can be broadly classified into two main categories: static analysis and dynamic analysis. The table provides a detailed evaluation of each tool, including the year of its introduction, the methodology it uses, the dataset it employs, and whether it is open source. This information allows for comparing and contrasting the various tools and selecting the most suitable tool for a specific use case. It is also crucial to note that these tools can be combined to achieve better detection results by leveraging the strengths of each method.
Table 4. Comparative analysis of Android malware detection tools.

<table>
<thead>
<tr>
<th>Name</th>
<th>Type</th>
<th>Year</th>
<th>Methodology</th>
<th>Discussion</th>
<th>Dataset</th>
<th>Open Source</th>
</tr>
</thead>
<tbody>
<tr>
<td>CFSBFDroid [204]</td>
<td>Static analysis</td>
<td>2022</td>
<td>Performs detection using CFS and best first search on permissions and API calls</td>
<td>Groups up to seven algorithms (REPTree, RF, SMO, SGD, Rule PART, RF, and LMT)</td>
<td>Public dataset</td>
<td>No</td>
</tr>
<tr>
<td>S3Feature [205]</td>
<td>Static analysis</td>
<td>2022</td>
<td>This is a subgraph-based feature selection technique that uses a sensitive function call graph</td>
<td>Can be an extension of existing malware detection tools and shows effective validation</td>
<td>Public dataset</td>
<td>No</td>
</tr>
<tr>
<td>ProDroid [206]</td>
<td>Static analysis</td>
<td>2021</td>
<td>Uses signatures, services, broadcasts, and API calls for detection</td>
<td>Cannot detect obfuscation and repackaged malware</td>
<td>Public dataset</td>
<td>No</td>
</tr>
<tr>
<td>DL-Droid [207]</td>
<td>Dynamic analysis</td>
<td>2020</td>
<td>Uses enhanced input generation and deep learning during sandbox analysis</td>
<td>Has a lack of diversity in the dataset that leads to poor validation and detection</td>
<td>30,000 apps</td>
<td>GitHub</td>
</tr>
<tr>
<td>SeqDroid [208]</td>
<td>Dynamic analysis</td>
<td>2019</td>
<td>Uses stacked convolutional and recurrent neural networks to detect obfuscated malware</td>
<td>Unable to detect APTs, dynamic code loading, and side-channel attacks</td>
<td>2,888,620 VirusTotal</td>
<td>No</td>
</tr>
<tr>
<td>DroidEvolver [209]</td>
<td>Static analysis</td>
<td>2019</td>
<td>Detection is based on API calls, runtime permissions, and signatures</td>
<td>Has limited feature set and lack of diversity in the dataset that leads to poor results</td>
<td>68,016 open source</td>
<td>GitHub</td>
</tr>
<tr>
<td>RoughDroid [210]</td>
<td>Dynamic analysis</td>
<td>2018</td>
<td>Uses a set of permissions, API calls, services, and intents</td>
<td>Unable to counter contemporary threats and side-channel attacks</td>
<td>Deribit dataset</td>
<td>No</td>
</tr>
<tr>
<td>MalDozer [211]</td>
<td>Dynamic analysis</td>
<td>2018</td>
<td>Uses deep learning algorithms on API calls and services</td>
<td>Lower accuracy due to the diversity of the dataset used for training and testing</td>
<td>71,000, Virusshare, Drebin,</td>
<td>No</td>
</tr>
<tr>
<td>HinDroid [212]</td>
<td>Static analysis</td>
<td>2017</td>
<td>Uses a heterogeneous information network (HIN) on permission, intents, and API calls</td>
<td>Unable to detect APTs and side-channel attacks</td>
<td>32,334</td>
<td>No</td>
</tr>
<tr>
<td>DynaLog [213]</td>
<td>Dynamic analysis</td>
<td>2016</td>
<td>Classifies Android applications based on API calls and services executions</td>
<td>Lack of real-time data, and limited feature sets are deceivable</td>
<td>1940 open source APK</td>
<td>Github</td>
</tr>
<tr>
<td>ICCDetector [214]</td>
<td>Static analysis</td>
<td>2016</td>
<td>Analyzes application code, services, intents, and intent filters</td>
<td>Unable to detect malicious code loading and evolving malware families</td>
<td>17,290, open source APK</td>
<td>No</td>
</tr>
<tr>
<td>APK Auditor [215]</td>
<td>Static analysis</td>
<td>2015</td>
<td>Performs Android manifest permission-based malware classification</td>
<td>Insufficient training data, and limited feature sets are unable to defend against APTs</td>
<td>8762</td>
<td>No</td>
</tr>
<tr>
<td>Name</td>
<td>Type</td>
<td>Year</td>
<td>Methodology</td>
<td>Discussion</td>
<td>Dataset</td>
<td>Open Source</td>
</tr>
<tr>
<td>--------------</td>
<td>---------------</td>
<td>------</td>
<td>-----------------------------------------------------------------------------</td>
<td>-----------------------------------------------------------------------------</td>
<td>---------</td>
<td>-------------</td>
</tr>
<tr>
<td>FlowDroid [216]</td>
<td>Static analysis</td>
<td>2014</td>
<td>Uses package name and methods call to perform analysis and workflow</td>
<td>Unable to detect hidden API calls, methods, and dynamic code loading</td>
<td>1500</td>
<td>Github</td>
</tr>
<tr>
<td>vetDroid [217]</td>
<td>Static analysis</td>
<td>2013</td>
<td>Reconstructions sensitive behaviors in Android apps from a permission-based detection</td>
<td>Fails to identify APTs, sensor-based attacks, and side-channel attacks</td>
<td>1249 apps</td>
<td>No</td>
</tr>
<tr>
<td>DroidMat [218]</td>
<td>Static analysis</td>
<td>2012</td>
<td>Decompiles and dissolves applications and use dex code to extract suspicious API calls</td>
<td>Unable to detect obfuscation, dynamic code loading, and contemporary threats</td>
<td>1738 apps</td>
<td>No</td>
</tr>
<tr>
<td>Droidbox [219]</td>
<td>Static analysis</td>
<td>2011</td>
<td>Analyzes network traffic to identify security and privacy threats to android users</td>
<td>Unable to detect dynamic code loading, side-channel attacks, and sensor-based attacks</td>
<td>Not disclosed</td>
<td>Github</td>
</tr>
<tr>
<td>AASandbox [220]</td>
<td>Dynamic analysis</td>
<td>2010</td>
<td>Performs both static and dynamic analysis to identify malicious patterns and application logs</td>
<td>Unable to detect contemporary threats, Google Play attacks, and side-channel attacks</td>
<td>Not disclosed</td>
<td>No</td>
</tr>
<tr>
<td>Scandroid [220]</td>
<td>Static analysis</td>
<td>2009</td>
<td>Applies data flow analysis on APK files to detect suspicious patterns</td>
<td>Unable to detect side-channel attacks, Google Play attacks, and contemporary threats</td>
<td>Not disclosed</td>
<td>No</td>
</tr>
</tbody>
</table>
11.1. Static Malware Analysis

Static malware analysis in Android is a technique used to analyze the code and structure of an Android application without executing it. This technique aims to detect a malicious code or behavior within the application that could potentially harm the device or its user [221]. Static analysis is performed without running a malicious file, and it finds the malicious applications using various types of information that can be obtained when the application is reversed. This includes malware signatures, application permissions, hardcoded strings, protocols, Dalvik bytecode, function information, opcode sequence, control flow graphs (CFGs), and other types of information [222]. By using these different types of information, analysis can identify patterns or characteristics commonly found in malware and flag an application as potentially malicious. In some cases, manual code review is also an important aspect of static analysis, in which a security researcher manually examines the code for signs of malicious behavior or vulnerabilities [108]. This can include looking for specific strings or code patterns known to be associated with malware or analyzing the permissions and intents used by the application [223].

1. **Signature-based detection**: This technique involves identifying malware by searching for known patterns or “signatures” in the code of an application. This can be used to detect known malware families or variants.

2. **Permission-based detection**: This technique involves identifying malware by analyzing the permissions requested by an application. Malicious applications may request permissions that are not required for their intended function or are unusual for the application category.

3. **Code analysis**: This technique involves analyzing the code of an application to identify malicious behavior. This can be performed by manually examining the code or using automated tools to generate control flow graphs, data flow diagrams, and other code representations.

4. **String analysis**: This technique involves identifying malware by searching for hardcoded strings, such as URLs, IP addresses, or file paths, in the code of an application. This can detect command-and-control servers, domains, or other infrastructure used by malware.

5. **Opcode analysis**: This technique involves the identification of malware by analyzing the opcode sequences in the code of an application. This can detect malware that uses specific code sequences or instructions, such as those used by known malware families.

6. **Bytecode analysis**: This technique involves identifying malware by analyzing the Dalvik bytecode of an application. This can detect malware that uses specific bytecode sequences or instructions, such as those used by known malware families.

7. **Resource analysis**: This technique involves identifying malware by analyzing an APK’s resources. This can be used to detect malware that uses specific resources, such as images or audio files, that are not required for the intended function of the application.

8. **Manifest analysis**: This technique involves identifying malware by analyzing the AndroidManifest.xml file of an APK. This can detect malware that uses specific manifest attributes, such as permissions, broadcast receivers, and threads, such as those used by known malware families.

11.2. Dynamic Malware Analysis

Dynamic malware analysis on Android is a technique used to analyze the behavior of an Android application while running [224]. This technique executes the malicious APK in a controlled and monitored environment such as an application sandbox, emulators, or virtual machines [225]. This allows for capturing a wide range of data that can be analyzed for signs of malicious activity.

Dynamic malware analysis aims to detect malicious behavior or vulnerabilities within the application that could potentially harm the device or its user [226]. This technique uses various detection methods to identify malicious activity in an application. Some of the common methods used are:
1. **System call monitoring:** This allows for the capture of system calls made by the application, which can provide insights into the system resources that the application is accessing and can be used to detect malicious behavior or vulnerabilities.

2. **Runtime behavior:** This includes monitoring the application’s behavior while it is running. This can detect malicious behavior, such as attempts to exfiltrate data or to gain unauthorized access to system resources.

3. **Device traces:** This includes capturing information about the device, such as location data, call logs, and contacts. These data can be used to detect attempts to steal personal information or track a device’s location.

4. **API calls:** This involves monitoring the application’s application programming interfaces (APIs) to detect attempts to access restricted resources or perform malicious actions.

5. **Registry changes:** This involves monitoring the changes made to the system registry by the application, which can be used to detect attempts to install malicious software or to make unauthorized changes to the system.

6. **Memory writes:** This involves monitoring the writes to the memory by the application, which can be used to detect attempts to inject malware or to execute code in a privileged context.

7. **Network traffic monitoring:** This involves monitoring the network traffic generated by the application, which can detect attempts to exfiltrate data or communicate with command-and-control servers.

8. **Code instrumentation:** This technique involves modifying the original code of an application to insert hooks or probes at specific points of interest. This allows for the collection of detailed information about the application’s behavior.

### 11.3. Fault Detection and PQC Implementations

Post-quantum cryptography (PQC) is paramount in smart devices, where long-term security is key to sustainability. Critical operations such as application signing, keystore generation, key exchange, and digital signatures improvise robust PQC implementations [227]. Meanwhile, the role of fault detection in ensuring the accuracy and dependability of cryptographic implementations is crucial. Therefore, several fault detection methods are employed to guarantee the integrity and reliability of cryptographic algorithms. These methods serve to identify any abnormalities and ensure the consistency of results. By leveraging these fault detection techniques, potential anomalies can be detected. Fault detection mechanisms are intricately integrated within PQC implementations that encompass a range of techniques tailored to each cryptographic algorithm, ensuring the thorough scrutiny and verification of every step in the process [228,229]. Details are outlined as follows.

#### 11.3.1. Curve448 and Ed448 on Cortex-M4

The Cortex-M4 is a 32-bit microcontroller widely utilized in smartphones, embedded systems, and IoT devices. It offers robust computation capabilities, including ALU, CPU frequency, RAM, and ROM, surpassing traditional processors [230].

Curve448 and Ed448 are elliptic curves explicitly designed for the ECDH key agreement scheme and the EdDSA digital signature algorithm. These curves provide a high level of security with 224-bit strength and optimize the implementation of Curve448 and Ed448 on Cortex-M4, which involves carefully optimizing finite-field arithmetic and group operations utilized in the protocols [231]. Moreover, techniques such as Karatsuba multiplication, Montgomery reduction, lazy reduction, and conditional swaps play a significant role in achieving efficient computation on the Cortex-M4. Similarly, tailoring existing methods to leverage the microcontroller’s features, such as bit manipulation instructions, barrel shifter, and constant-time execution, proves effective in enhancing key agreement schemes [232]. Finally, by carefully optimizing the finite-field arithmetic and group operations while leveraging the specific features of the Cortex-M4, the implementation of Curve448 and Ed448 on this microcontroller platform can deliver efficient and secure cryptographic operations for applications involving ECDH and EdDSA protocols.
11.3.2. SIKE on Cortex-M4

Supersingular isogeny key encapsulation (SIKE) protocol utilizes the Diffie–Hellman key exchange protocol based on arithmetic operations on elliptic curves and isogeny maps for secure communication. To enhance security and privacy, the implementation focuses on constant-time and constant-memory algorithms that prevent information leakage through side channels [230]. Moreover, additional measures such as error correction codes, redundancy checks, and masking techniques are applied to detect and correct faults, further ensuring the system’s integrity. Finally, to evaluate and improve the security posture, the implementation undergoes fault injection attacks to test its robustness and identify vulnerabilities [233]. This rigorous testing helps strengthen the overall security of the SIKE implementation on Cortex-M4, ensuring its resilience against potential attacks.

11.3.3. SIKE Round 3 on ARM Cortex-M4

SIKE Round 3 is an optimized implementation of the SIKE protocol specifically designed for low-power microcontrollers. It leverages the unique features of the ARM Cortex-M4 architecture to achieve improved performance and reduced memory footprint [234]. With the smallest public key and ciphertext sizes among NIST candidates, it offers efficient post-quantum secure communication for resource-constrained devices. It has some advantages, such as a significantly improved SIKE protocol performance, allowing for faster key encapsulation and decapsulation operations on resource-constrained devices [235]. Additionally, the compactness of the SIKE Round 3 implementation on the ARM Cortex-M4 results in a reduced memory footprint. The implementation takes advantage of the specific features and instruction set of the ARM Cortex-M4 processor to achieve better performance [236].

11.3.4. Kyber on 64-Bit ARM Cortex-A

Kyber on 64-bit ARM Cortex-A represents a robust implementation of the Kyber post-quantum key encapsulation mechanism meticulously designed for the powerful ARM Cortex-A microarchitecture. Leveraging the exceptional computational capabilities inherent to Cortex-A processors, this optimized implementation delivers accelerated key encapsulation and decapsulation operations, significantly reducing latency and heightened overall efficiency [237]. With its advanced features, including larger registers, more expansive SIMD units, and elevated memory bandwidth, Kyber on Cortex-A exhibits unparalleled performance, minimal latency, and exceptional efficiency, making it an ideal choice for a wide array of sophisticated applications spanning mobile devices, embedded systems, and high-performance servers [238]. Employing a professional-grade design methodology, this implementation ensures utmost security and reliability, fortifying cryptographic capabilities in the realm of post-quantum key encapsulation. Its seamless integration and scalability further augment its appeal, rendering Kyber on 64-bit ARM Cortex-A an indispensable solution for demanding cryptographic requirements in professional settings.

11.3.5. Cryptographic Accelerators on Ed25519

Cryptographic accelerators for Ed25519 are specialized hardware components designed to optimize and accelerate the cryptographic operations associated with the Ed25519 elliptic curve digital signature algorithm [239]. Ed25519 is widely recognized for its efficiency and robust security properties. The implementation of cryptographic accelerators for Ed25519 aims to offload computationally intensive tasks to dedicated hardware, resulting in substantial performance improvements. These accelerators are meticulously designed to efficiently handle the finite-field arithmetic and elliptic curve operations essential for the Ed25519 algorithm [240]. By leveraging dedicated hardware or specialized accelerators, the cryptographic functions involved in Ed25519, including key generation, signing, and verification, can be executed significantly faster than software-based implementations. This dramatic increase in speed and efficiency empowers applications that rely on Ed25519 for high-performance digital signatures.
In addition to enhanced performance, cryptographic accelerators for Ed25519 often incorporate advanced security features, such as robust protection against side-channel attacks and tampering. These safeguards fortify the security posture of the cryptographic keys and prevent the leakage of sensitive information through potential side-channel vulnerabilities [241]. Overall, using cryptographic accelerators for Ed25519 enables the swift and secure execution of the algorithm’s operations. By optimizing performance and efficiency, these accelerators elevate Ed25519’s suitability for various applications, including secure communication protocols, cryptographic authentication mechanisms, and secure code signing. Their professional-grade design and integration provide a trusted and dependable solution for robust digital signature requirements.

11.4. Lightweight Ciphers Fault Detection

Fault attacks target lightweight ciphers by intentionally introducing faults during their execution of the algorithm. The aim is to exploit vulnerabilities and extract sensitive information [242, 243]. These attacks are targeted to breach the security and integrity of cipher. Therefore, multiple techniques are used to defend against the risk of fault attacks, which empower the security and integrity of the cipher and make it resilient. The details are outlined below.

11.4.1. Fault Detection of Architectures of Pomaranch Cipher

The Pomaranch cipher is a lightweight stream cipher that is designed for low-power devices. It is vulnerable to fault detection attacks; therefore, it is important to implement security measures to identify and mitigate them. To achieve this, redundancy-based methods can be used that will be introduced by duplicating critical components [243]. For example, using error-detection codes, we can identify parity bits and calculate checksums to quickly identify the fault attacks and mitigate their impact [244].

11.4.2. Reliable Architectures of Grostl Hash

Grostl hash is a cryptographic function specifically designed for resource-constrained environments. Although it has reliable architectures that somewhat resist fault attacks, it still proves ineffective and resilient [245]. Therefore, it is important to ensure security and privacy by properly detecting and mitigating fault attacks. To achieve this, the modular redundancy method can be used. The architecture of the hash function can be intentionally designed with more than one redundant module that independently performs computations [246]. Finally, in the end, we can compare the outputs of these modules to detect faults if there is a difference in output. Afterwards, the fault can be identified and rectified.

11.4.3. Fault Diagnosis of Low-Energy Midori Cipher

The low-energy Midori cipher is a lightweight block cipher mostly used in low-power devices. The cipher is fast, uses less energy, and has low latency. Anita et al. [247] provided an effective scheme for fault detection in the Midori cipher. They provided scheme work on nonlinear S-box layers for both 128-bit and 64-bit architectures. Researchers used the LUT-based implementation of logic gates that worked in signature-based error detection. The technique proposed is effective and significantly contributes to the reliability of the cipher.

11.4.4. Fault Diagnosis of RECTANGLE Cipher

RECTANGLE is a lightweight block cipher that uses an SP-network structure with 25 rounds and a 64-bit block size. The cipher is designed for both hardware and software implementations that use bit-slice techniques, and it has a key size of 128-bit [248]. Due to the cipher’s significant importance, detecting faults at different cipher levels, such as the S-box layer, the P-layer, or the round structure, is crucial. Nallathambi et al. [247] proposed a detection scheme that can effectively detect faults in the RECTANGLE cipher. The authors used parity checking for the S-box layer and CRC for the P-layer and the round structure. They also used a fault counter to monitor the detected faults and trigger an alarm if it
exceeds a threshold. They benchmark their scheme on FPGA and show that it is close to 100.

12. Open Issues and Challenges

This section details open issues, challenges, and the latest standards for the Android operating system. This section discusses several prevalent issues, including version fragmentation, screen overlay, and dynamic code loading, as outlined below.

12.1. Version Fragmentation

Version fragmentation in Android refers to the phenomenon in which different devices are running different versions of the Android operating system. This means that not all devices are running the latest version of Android, and some are running older versions [249, 250]. This can create problems for app developers, as they need to ensure that their apps are compatible with a wide range of different versions of Android. Furthermore, it can also create security vulnerabilities, as older versions of Android may have a different level of security than the latest version [251]. Several factors contribute to the fragmentation of Android versions, including the slow pace of updates from device manufacturers, many different Android devices on the market, and the fact that some devices are no longer supported by their manufacturers [252]. This can make it difficult for users and developers to ensure that their devices and apps are running the latest version of the Android. One big reason behind version fragmentation is that many mobile device manufacturers are dealing with various versions of the Android as they have control over when their customers receive updates and limit updates to specific devices that run the latest operating system. For instance, a device manufacturer may only provide updates for Android version 11 or higher devices. This version fragmentation is a major problem in the Android ecosystem, as it results in a significant portion of devices remaining vulnerable to threats that have already been addressed by either Google or device manufacturers through patches and updates.

12.2. Privacy Risks of Third-Party Applications and Libraries

The privacy risks associated with third-party applications developed by nontrusted providers and open application stores are an open challenge for device manufacturers and security professionals. Some of these applications collect and share personal data from users without their knowledge or consent to generate revenue through targeted advertising [253]. These applications use third-party libraries, such as Google Analytics, Firebase, and Facebook Analytics, to collect user demographics, interests, age, gender, and preferences to show users more relevant ads. These libraries are often integrated into the mobile application using a software development kit (SDK) provided by the data collection service. The data collected can include information such as device type, device identifier, IP address, location, app usage data, and browsing history. These data are then shared with the data collection service, which uses them to perform targeted advertising and create user profiles [254].

However, using third-party libraries can introduce security vulnerabilities in the mobile application. For example, if the data collection service’s servers are hacked, the user data can be exposed. Additionally, if the mobile application is not properly configured, the data collection service may be able to access sensitive information such as contacts, photos, and microphone recordings [255]. The app developers may also use these data to deceive the user by showing them unwanted ads or even sharing the data with other third parties, which is against the user’s privacy. Furthermore, as discussed in previous sections, many developers successfully demonstrated that the Google Play Store is vulnerable to potential cyber threats. Moreover, Google Play Store’s requirement for a privacy policy can be deceived by mobile application developers, and the fact that many free platforms create privacy policies with simple clicks fails to detect these kinds of privacy breaches.
This can put users at risk of serious privacy breaches, including identity theft and financial fraud [256–258].

Furthermore, federated learning can be used to improve the privacy of smartphone data [259–262]. Federated learning works by creating a server model and any number of clients [263]. Federated learning keeps the local data to local clients only. Only the parameters of models are shared with the global model.

12.3. Dynamic Code Loading

Dynamic code loading refers to an application’s ability to load and execute code at runtime rather than at the time of installation [264]. This is often used to update an app or load new features without requiring the user to manually update the app. However, this can also introduce security risks as it may allow malicious code to be loaded and executed on a user’s device. Dynamic code loading is an open issue for the Android operating system because attackers can exploit it to gain unauthorized access to a user’s device or data [108,265]. For example, an attacker may use dynamic code loading to load malware onto a user’s device or steal sensitive information. Additionally, dynamic code loading can be used to evade detection by the security software, making it harder for users to protect themselves from malicious apps. The sole purpose of dynamic code loading is to achieve legitimate functionality, such as runtime updates and application size reduction, but attackers exploit this vulnerability for runtime malicious code execution. Attackers are mostly successful in deciding targets and performing malicious activities because runtime-loaded code libraries are not accessible by Google Play Protect or any installed antivirus applications. That is why remote code can be used to bypass anti-malware solutions.

12.4. Limited Traceability and Data-Theft Protection

Protecting personal data and device traceability in Android devices that are lost or stolen is a critical issue in today’s digital landscape. With the increasing use of mobile devices for personal and professional purposes, the security of these devices has become a primary concern. Unfortunately, Android devices are particularly vulnerable to theft and loss, which can expose sensitive information, such as personal contacts, photos, and financial data. One of the main challenges in addressing this issue is the need for built-in tracking and remote wiping capabilities on many Android devices. Although some manufacturers have added these features to their devices, they are only sometimes enabled by default and may only be available on some devices. This makes it difficult for users to locate lost or stolen devices and protect their data. Many users turn to third-party antitheft applications to mitigate this risk, such as Google’s ‘Find My Device’, Cerberus, McAfee Mobile Security, and Crook Catcher. These applications can provide some level of protection, such as the ability to locate a lost or stolen device and remotely wipe its data. However, these applications are limited in capabilities and may not provide a comprehensive solution for protecting personal data.

12.5. NIST Lightweight Cryptography Standardization

NIST realized the need and empowered a secure and efficient cryptographic algorithm for Android devices that works on limited resources, such as memory, power, or bandwidth. Initially initiated in 2018, the process received 57 submissions [266]. In February 2023, NIST announced the selection of the Ascon family as the winner of the lightweight cryptography standardization process.

Ascon is a group of cryptographic algorithms based on a sponge construction and uses a permutation function with a 320-bit state [267]. It provides three variants of AEAD algorithms (Ascon-128, Ascon-128a, and Ascon-80(pq)) and one variant of a hash algorithm (Ascon-Hash). Ascon is designed to be secure against quantum attacks and to have low energy consumption and high performance on various platforms, including Android devices.

This standard will help secure Android devices by providing a powerful and efficient way to encrypt and authenticate data created and transmitted by them. Using Ascon algorithms,
Android devices can protect their data from unauthorized access, modification, or tampering by adversaries who may have access to quantum computers or physical attacks. Ascon algorithms can also improve Android devices’ performance and battery life by reducing computational complexity and the energy consumption of cryptographic operations.

13. Conclusions and Future Work

In this article, we conducted a comprehensive survey of the Android ecosystem. It summarizes key contributions from 2009 to 2023 and provides a comprehensive article highlighting Android vulnerabilities, cyber threats, and ways to mitigate them. It also details current security and privacy challenges in Android and critical issues that need to be addressed. We compared our work with existing research articles across ten different characteristics to validate our findings. Our key contributions include, but are not limited to, a detailed survey of Android software and hardware vulnerabilities. Additionally, the article includes APIs, side-channel attacks, cryptographic attacks, power fault attacks, and attacks launched through the Google Play Store. Moreover, to mitigate these threats, a detailed study on mobile threat defense has been conducted so that a comparison of tools is available to detect and secure Android devices. Finally, we highlighted current open issues and possible research directions, such as version fragmentation, the privacy risks of third-party applications, and dynamic code loading. Finally, the subsequent subsection provides details of possible future work and research directions.

Future Work

With the current technological advancements, mobile technology faces numerous challenges that must be overcome. Research contributions are required to counter challenges and develop defensive measures in the underlined directions:

- **Android version fragmentation and dynamic code loading threats**: Future work should address the challenges of Android version fragmentation, which affects app compatibility and update delivery. Similarly, dynamic code loading is a leading threat exploited for malicious purposes which can be significantly reduced using Project Treble architecture and enforcing the Play system updates only.
- **Post-quantum cryptography for Android**: Future work should address building PQC resilient cryptographic algorithms, protocols, and authentication mechanisms for Android devices.
- **Fault attacks and power analysis attacks for Android**: Future work should focus on developing and implementing fault detection and power analysis-resistant software and hardware to prevent these side-channel attacks.
- **Mitigation of malware propagation on application stores**: Future work should focus on developing and implementing mitigation techniques for malware and APT propagation of Google Play Store and other third-party application stores.
- Finally, comprehensive research and development can be conducted to mitigate or minimize the effect of all the discussed attacks and open issues such as active warden attacks, standHogg attacks, keystore forgery attacks, and application collision attacks.

This article serves as a valuable resource for security researchers, Android developers, and industry experts to use this knowledge base. It provides numerous mitigation techniques to respond to the threats discussed. The research invites academics, developers, security researchers, and industry experts to contribute towards developing security tools and further improve the discussed open issues for the security of future-generation smartphones.
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